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Welcome to the Eclipse platform!

The following sections discuss the issues and problems with building integrated tool suites, and how the
Eclipse tooling platform can help solve these problems.

© Copyright IBM Corporation and others 2000, 2004.
Notices
The material in this guide is Copyright (c) IBM Corporation and others 2000, 2004.

Terms and conditions regarding the use of this guide.

About This Content

20th June, 2002

License

Eclipse.org makes available all content in this plug—in ("Content"). Unless otherwise indicated below, the
Content is provided to you under the terms and conditions of the Common Public License Version 1.0
("CPL". A copy of the CPL is available_at http://www.eclipse.org/legal/cpl-v10.html. For purposes of the
CPL, "Program" will mean the Content.

Contributions

If this Content is licensed to you under the terms and conditions of the CPL, any Contributions, as defined ir
the CPL, uploaded, submitted, or otherwise made available to Eclipse.org, members of Eclipse.org and/or t
host of Eclipse.org web site, by you that relate to such Content are provided under the terms and conditions
the CPL and can be made available to others under the terms of the CPL.

If this Content is licensed to you under license terms and conditions other than the CPL ("Other License"),
any modifications, enhancements and/or other code and/or documentation ("Modifications") uploaded,
submitted, or otherwise made available to Eclipse.org, members of Eclipse.org and/or the host of Eclipse.or
by you that relate to such Content are provided under terms and conditions of the Other License and can be
made available to others under the terms of the Other License. In addition, with regard to Modifications for
which you are the copyright holder, you are also providing the Modifications under the terms and conditions
of the CPL and such Modifications can be made available to others under the terms of the CPL.

Who needs a platform?

On any given day, you can probably find an announcement about a strategic alliance, an open architecture,
a commercial API that promises to integrate all your tools, seamlessly move your data among applications,
and simplify your programming life.

Down in the trenches, you're trying to apply enough import/export duct tape to let marketing say "suite" with
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a straight face.

Where is all this integration pressure coming from? Why is everyone trying to integrate their products into
suites or build platforms to support open integration? Who needs these platforms?

End users
Let's face it. End users do not call the support line to say, "What | really need is an open tools platform."

But they do ask why your product doesn't integrate with their other tools. They ask for features outside of the
scope of your application because they can't get their data to a tool that would do the job better. They run in
problems importing and exporting between different programs. They wonder why their programs have
completely different user interfaces for doing similar tasks. Doesn't it seem obvious that their web site desig
tool should be integrated with their scripting program?

Your users want the freedom to pick the best tool for the task. They don't want to be constrained because Yy«
software only integrates with a few other programs. They have a job to do, and it's not managing the flow of
files and data between their tools. They're busy solving their own problems. It's your job to make the tools
work, and even better if you can make them work together.

Software developers

Meanwhile, you are slaving on your tool implementing the next round of critical features, fixing bugs, and
shipping releases. The last thing you need is another emergency import feature added to your list.

Wouldn't it be nice if you could just publish enough hooks to make integrating with your tool everyone else's
problem? Unfortunately, unless you work for one of the giants, you just don't have enough clout to get away
with that.

© Copyright IBM Corporation and others 2000, 2004.

The holy grail

What we all want is a level of integration that magically blends separately developed tools into a well
designed suite. And it should be simple enough that existing tools can be moved to the platform without
using a shoehorn or a crowbar.

The platform should be open, so that users can select tools from the best source and know that their supplie
has a voice in the development of the underlying platform.

It should be simple to understand, yet robust enough to support integration without a lot of extra glue.
It should provide tools that help automate mundane tasks. It should be stable enough so that industrial
strength tools can build on top of it. And it should be useful enough that the platform developers can use it tc

build itself.

These are all goals of Eclipse. The remainder of this programming guide will help you determine how close
Eclipse has come to delivering on these ideals.

© Copyright IBM Corporation and others 2000, 2004.
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What is Eclipse?

Eclipse is a platform that has been designed from the ground up for building integrated web and application
development tooling. By design, the platform does not provide a great deal of end user functionality by itself
The value of the platform is what it encourages: rapid development of integrated features based on a plug-i
model.

Eclipse provides a common user interface (Ul) model for working with tools. It is designed to run on multiple
operating systems while providing robust integration with each underlying OS. Plug-ins can program to the
Eclipse portable APIs and run unchanged on any of the supported operating systems.

At the core of Eclipse is an architecture for dynamic discovery, loading, and running of plug-ins. The
platform handles the logistics of finding and running the right code. The platform Ul provides a standard use
navigation model. Each plug-in can then focus on doing a small number of tasks well. What kinds of tasks”
Defining, testing, animating, publishing, compiling, debugging, diagramming...the only limit is your
imagination.

Open architecture

The Eclipse platform defines an open architecture so that each plug—in development team can focus on thei
area of expertise. Let the repository experts build the back ends and the usability experts build the end user
tools. If the platform is designed well, significant new features and levels of integration can be added withou
impact to other tools.

The Eclipse platform uses the model of a common workbench to integrate the tools from the end user's poir
of view. Tools that you develop can plug into the workbench using well defined hooks called extension
points.

The platform itself is built in layers of plug—ins, each one defining extensions to the extension points of
lower—level plug-ins, and in turn defining their own extension points for further customization. This
extension model allows plug—in developers to add a variety of function to the basic tooling platform. The
artifacts for each tool, such as files and other data, are coordinated by a common platform resource model.

The platform gives the users a common way to work with the tools, and provides integrated management o
the resources they create with plug-ins.

Plug—-in developers also gain from this architecture. The platform manages the complexity of different

runtime environments, such as different operating systems or workgroup server environments. Plug-in
developers can focus on their specific task instead of worrying about these integration issues.

Platform structure

The Eclipse platform itself is structured as subsystems which are implemented in one or more plug-ins. Thi
subsystems are built on top of a small runtime engine. The figure below depicts a simplified view.

What is Eclipse? 9
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¢ Eclipse Platform

/"Workbench

The plug-ins that make up a subsystem define extension points for adding behavior to the platform. The
following table describes the major runtime components of the platform that are implemented as one or mor
plug-ins.

Defines the extension point and plug—in model. It dynamically
discovers plug-ins and maintains information about the plug-ins and
Platform runtime their extension points in a platform registry. Plug—ins are started up
when required according to user operation of the platform. The
runtime is implemented using the OSGi framework.

Resource management Defines API for creating and managing resources (projects, files, and
(workspace) folders) that are produced by tools and kept in the file system.

Implements the user cockpit for navigating the platform. It defings
extension points for adding Ul components such as views or m¢nu

actions. It supplies additional toolkits (JFace and SWT) for building

user interfaces. The Ul services are structured so that a subset|of the
Ul plug—ins can be used to build rich client applications that are
independent of the resource management and workspace model.
IDE-centric plug—ins define additional function for navigating and
manipulating resources.

Defines extension points for plug-ins to provide help or other
documentation as browsable books.

Defines a team programming model for managing and versioning
resources.

Defines a language independent debug model and Ul classes fpr
building debuggers and launchers.

Other utility plug—ins supply function such as searching and
Other utilities comparing resources, performing builds using XML configuratio
files, and dynamically updating the platform from a server.

Workbench Ul

Help system

Team support

Debug support

>S5
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Out of the box

Out of the box — or off the web - the basic platform is an integrated development environment (IDE) for
anything (and nothing in particular).

£ Resource - index. html - Eclipse Platform

File Edit Mavigate Search Project Run  Window Help

C3 - E Q- [34 = ' ' £ [9Resource
&5 Mavigator &3 = 5 |[ @ *index.html &2 5
= \':» v <hl>Welcome to ny web</hl>

+ b‘] MyServlet
== MyWeb
(= images
|= .project
& index.html

25 utline 52 =0 R A
An outline is not available. 4 items
\ | | Description
] Build award-winning web tool
] Deploy award-winning web site
[] 9 Take vacation
9 Learn about the Eclipse platform

Deploy award-winning web site

It's the plug—ins that determine the ultimate functionality of the platform. That's why the Eclipse SDK ships
with additional plug-ins to enhance the functionality of the SDK.

Your plug-ins can provide support for editing and manipulating additional types of resources such as Java
files, C programs, Word documents, HTML pages, and JSP files.

@ Copyright IBM Corporation and others 2000, 2004.
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Platform architecture

The Eclipse platform is structured around the concept of plug—ins. Plug—ins are structured bundles of code
and/or data that contribute function to the system. Function can be contributed in the form of code libraries
(Java classes with public API), platform extensions, or even documentation. Plug-ins can define extension
points, well-defined places where other plug-ins can add functionality.

Each subsystem in the platform is itself structured as a set of plug—ins that implement some key function.
Some plug-ins add visible features to the platform using the extension model. Others supply class libraries
that can be used to implement system extensions.

The Eclipse SDK includes the basic platform plus two major tools that are useful for plug—in development.
The Java development tools (JDT) implement a full featured Java development environment. The Plug-in
Developer Environment (PDE) adds specialized tools that streamline the development of plug-ins and
extensions.

These tools not only serve a useful purpose, but also provide a great example of how new tools can be add
to the platform by building plug—ins that extend the system.

/Eclipse Platform

Java
Development
Tooling

(JDT)

Wworkbench

SWT

Plug-in
Developer
Environment
(PDE)

Workspace

latform Runtime

Eclipse SDK

@ Copyright IBM Corporation and others 2000, 2004.
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Platform SDK roadmap

Runtime core

The platform runtime core implements the runtime engine that starts the platform base and dynamically
discovers and runs plug-ins. A plug-in is a structured component that describes itself to the system using a
manifest (plugin.xml) file. The platform maintains a registry of installed plug—ins and the function they
provide.

A general goal of the runtime is that the end user should not pay a memory or performance penalty for
plug-ins that are installed, but not used. A plug-in can be installed and added to the registry, but the plug-i
will not be activated unless a function provided by the plug—in has been requested according to the user's
activity.

The platform runtime is implemented using the OSGi services model. While implementation details of the
runtime may not be important to many application developers, those already familiar with OSGi will
recognize that an Eclipse plug-in is, in effect, an OSGi bundle.

The best way to get a feel for the runtime system is to build a plug—-in. See Plug it in: Hello World meets the
workbench to get started building a plug—in. To understand the nuts and bolts of the runtime system, see
Runtime overview.

Resource management

The resource management plug-in defines a common resource model for managing the artifacts of tool
plug-ins. Plug—ins can create and modify projects, folders, and files. Resource extension points allow
plug-ins to define other their own resource types.

Resources overview provides an overview of the resource management system.

Workbench Ul

The workbench Ul plug-in implements the workbench Ul and defines a number of extension points that allo
other plug-ins to contribute menu and toolbar actions, drag and drop operations, dialogs, wizards, and cust
views and editors.

Plugging into the workbench introduces the workbench Ul extension points and API.

Additional Ul plug-ins define frameworks that are generally useful for user interface development. These
frameworks were used to develop the workbench itself. Using the frameworks not only eases the
development of a plug—in's user interface, but ensures that plug—-ins have a common look and feel and a
consistent level of workbench integration.

The Standard Widget Toolkit (SWT) is a low-level, operating system independent toolkit that supports
platform integration and portable API. It is described in Standard Widget Toolkit.

The JFace Ul framework provides higher-level application constructs for supporting dialogs, wizards,
actions, user preferences, and widget management. The functionality in JFace is described in Dialogs and

wizards and JFace: Ul framework for plug-ins.
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Team support

The Team plug-ins allow other plug-ins to define and register implementations for team programming,
repository access, and versioning. The Eclipse SDK includes a CVS plug-in that uses the team support to
provide CVS client support in the SDK.

Team support is described in Team support.

Debug support

The Debug plug-ins allow other plug-ins to implement language specific program launchers and debuggers
Debug support is described in Program debug and launching support.

Help System

The Help plug-in implements a platform optimized help web server and document integration facility. It
defines extension points that plug-ins can use to contribute help or other plug—in documentation as browsal
books. The documentation web server includes special facilities to allow plug—ins to reference files by using
logical, plug—in based URLs instead of file system URLSs.

Additional features are provided for integrating help topics in product level documentation configurations.

The help facility is described_in Plugging in help.

Java Development Tools (JDT)

The Java development tools (JDT) plug-ins extend the platform workbench by providing specialized feature
for editing, viewing, compiling, debugging, and running Java code.

The JDT is installed as a set of plug—ins that are included in the SDK. The Java Development User Guide

describes how to use the Java tools. The JDT Plug-in Developer Guide describes the structure and API of
JDT.

Plug—in Development Environment (PDE)

The Plug-in Development Environment (PDE) supplies tools that automate the creation, manipulation,
debugging, and deploying of plug-ins.

The PDE is installed as a set of plug-ins that are included in the SDK. The PDE Guide describes how to us
the environment.

© Copyright IBM Corporation and others 2000, 2004.
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Team support

The Eclipse Team support defines API that allow plug—-ins to integrate the function of a versioning and
configuration management repository. The function provided by a repository fundamentally affects the user
workflow, since there are additional steps for retrieving files, comparing their content with local content,
versioning them, and returning updated files to the repository. The goal of the team plug—in APl is to be
passive enough to allow repository plug—in providers to define their own workflow so that users familiar with
their product can use the platform in a similar fashion and provide support for worflows that we have found
are useful for team plug-ins.

This goal is accomplished by supplying several building blocks:

» Repository Providers

A repository provider allows synchronization of workspace resources with a remote
location. At a minimum it allows pushing resources in the workspace to a remote
location and pulling resources from a remote location into the workspace. A
repository provider is associated with a project and controls the resources in the
project by optionally providing_a IFileModificationValidator and IMoveDeleteHook.
There is only one repository provider associated with each project. A user associates
a repository provider with a project by providing a IConfigurationWizard. Repository
providers can also participate in exporting and importing of projects into the
workspace via the team project set feature. To support this a repository provider
should implement_a ProjectSetCapability.

» Resource Management

Allows other plug-ins to indicate special handling of resources with respect to team
operations. The repository provider can mark resources as team-private which
essentially hides the resource from other plug-ins. This is done via the
IResource#tsetTeamPrivateMember method and is commonly done to hide repository
provider specific metafiles from the user. Also, builders will often mark build output
as derived which is a hint to a repository provider that the resource is transient and
could be ignored by the repository provider. A provider can check this flag on a
resource via the IResource#isDerived method.

In addition, other plug-ins can add provide hints to the repository provider about file
type information via the org.eclipse.team.core.fileTypes extension and about common
files that should be ignored by the repository via the org.eclipse.team.core.ignore
extenstion.

 Synchronization Support [new in 3.0]

Synchronize support provides classes and interfaces for managing dynamic
collections of synchronization information (Syncinfo, SyncinfoSet). This support
helps you manage information about variants of the resources in the workspace. For
example, with FTP you could store timestamps for the latest remote file and the base
for the currently loaded resource. Synchronization support provides APIs to help
manage and persist resource variants and display synchronization state to the user.

Team support 15
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The Ul support is also structured passively. Placeholders for team provider actions, preferences, and
properties are defined by the team Ul plug—-in, but it's up to the team plug—-in provider to define these Ul
elements. The team Ul plug-in also includes a simple, extendable configuration wizard that lets users
associate projects with repositories. Plug-ins can supply content for this wizard that let the user specify
repository specific information.

Multiple repository providers can coexist peacefully within the platform. In fact, it's even possible to have
different client implementations for the same repository installed. For example, one could install a CVS clien
designed for experts and a different one for novice users.

© Copyright IBM Corporation and others 2000, 2004.

Repository providers

A repository provider_(RepositoryProvider) is the central class in the implementation of your repository.

This class is responsible for configuring a project for repository management and providing the necessary
hooks for resource modification. Providers are mapped to a project using project persistent properties. The
mechanism for mapping providers to a project is not central to the team API, but you'll need to be aware of i
when filtering out resources in your Ul. For the most part, you'll be using team API to work with projects anc
associate them to your provider.

To implement a provider, you must define a repository using org.eclipse.team.core.repository and supply a
class derived from_RepositoryProvider. We'll use the CVS client as an example to see how this works.

Extension point

The_org.eclipse.team.core.repository extension point is used to add a repository definition. Here is the
markup for the CVS client.

<extension
point="org.eclipse.team.core.repository">
<repository
class="org.eclipse.team.internal.ccvs.core.CVSTeamProvider"
id="org.eclipse.team.cvs.core.cvsprovider">
</repository>
</extension>

This registers your team provider with the team support plug-in and assigns an id that should be used wher
your provider is associated with a project. The specified class for the repository must extend

RepositoryProvider.

Implementing a RepositoryProvider

The class identified in the extension must be a subclass of RepositoryProvider. Its primary responsibilities
are to configure and deconfigure a project for repository support, and supply any necessary resource

modification hooks. The CVS client serves as a good example. Its repository provider is
CVSTeamProvider.

public class CVSTeamProvider extends RepositoryProvider {

Repository providers 16
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RepositoryProvider defines two abstract methods, configureProject and deconfigure. All providers must
implement these methods.

A project is configured when it is first associated with a particular repository provider. This typically happen:
when the user selects a project and uses the team wizards to associate a project with your repository.
Regardless of how the operation is triggered, this is the appropriate time to compute or cache any data abol
the project that you'll need to provide your repository function. (Assume that mapping the project to your
provider has already happened. You'll be taking care of this in your configuration wizard.)

The CVS provider simply broadcasts the fact that a project has been configured:

public void configureProject() throws CoreException {
CVSProviderPlugin.broadcastProjectConfigured(getProject());

}

We won't follow the implementation of the plug—in broadcast mechanism. Suffice to say that any parties tha
need to compute or initialize project specific data can do so at this time.

A project is deconfigured when the user no longer wants to associate a team provider with a project. Itis u
to your plug—in to implement the user action that causes this to happen (and unmapping the project from yo
team provider will happen there). The deconfigure method is the appropriate time to delete any project
related caches or remove any references to the project in the Ul. The CVS provider flushes project related
caches kept in its views and broadcasts the fact that the project is deconfigured.

public void deconfigure() throws CoreException {

try {

EclipseSynchronizer.getinstance().flush(getProject(), true, true /*flush deep*/, null);
} catch(CVSException e) {

throw new CoreException(e.getStatus());

} finally {
CVSProviderPlugin.broadcastProjectDeconfigured(getProject());
}

}
Configuring a project

Typically, the first step in building a team Ul is implementing a wizard page that allows users to configure a
project for your plug—in's team support. This is where your team provider's id will be added to the project's
properties. You participate in project configuration by contributing to the
org.eclipse.team.ui.configurationWizards extension point. This wizard is shown when the user chooses
Team->Share Project...

We'll look at this in the context of the CVS client implementation. Here is the CVS Ul markup for its
configuration wizard:

<extension
point="org.eclipse.team.ui.configurationWizards">
<wizard
name="%SharingWizard.name"
icon="icons/full/wizards/newconnect_wiz.gif"
class="org.eclipse.team.internal.ccvs.ui.wizards.SharingWizard"
id="org.eclipse.team.ccvs.ui.SharingWizard">
</wizard>
</extension>
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Welcome to Eclipse

As usual, plug-ins supply a class that implements the extension and a unique id to identify their extension.
The name and icon are shown in the first page of the project configuration wizard if there are multiple
providers to choose from.

Once the user has selected a provider, the next page shows the specific configuration information for your
provider. (If your provider is the only team provider plug—in installed, then the wizard skips directly to your
page.) Your wizard must implement IConfigurationWizard, which initializes the wizard for a specified
workbench and project. The rest of the implementation depends on the design of your wizard. You must
gather up any information needed to associate the project with your team support.

When the wizard is completed, you must map your team provider to the project using

RepositoryProvider.map(IProject, String). Mapping handles the assignment of the correct project
persistent property to your project.

The CVS client does this work in its provider's setSharing method, which is called when its wizard is
finished:

public void setSharing(IProject project, FolderSynclinfo info, IProgressMonitor monitor) throws TeamException {
I/l Ensure provided info matches that of the project
// Ensure that the provided location is managed

/I Register the project with Team
RepositoryProvider.map(project, CVSProviderPlugin.getTypeld());
}

Finding a provider

Static methods in RepositoryProvider make it easy for clients to map projects to providers and to find the
providers associated with a given project.

» map(IProject, String) — instantiates a provider of the specified provider id and maps the specified
project to it. This call sets the proper project persistent property on the project.

« unmap(IProject, String) — removes the association of the specified provider id from the specified
project. Leaves the project unassociated with any team provider.

« getProvider(IProject) — answers the provider for a given project. Can be used to find any team
provider for a project.

« getProvider(IProject, String) — answers the provider for a given project with the specified provider
id. Can be used to check whether a particular team provider type is associated with a given project.
is commonly used by providers to quickly check whether a given project is under their care. This cal
is safer for clients since it does not return a provider that does not match the client's id.

Repository Providers and Capabilities

If a product chooses to add a Repository plug—in to a capability, it should bind the capability to the repositor
id. Here are the two steps to take to enable a RepositoryProvider as a capability:

1. Bind the capability to the repository provider id. This allows the Team plug-in to activate/disable based or
repository provider ids.

<activityPatternBinding
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activityld="org.eclipse.team.cvs"
pattern="org\.eclipse\.team\.cvs\.core/.*cvsnature">
</activityPatternBinding>

2. Next bind the capability to all Ul packages for the provider:

<activityPatternBinding
activityld="org.eclipse.team.cvs"
pattern="org\.eclipse\.team\.cvs\.ui/.*">

</activityPatternBinding>

There are two capability triggers points defined by the Team plug-ins. The first is the Team > Share Project
wizard which allows filtering of repository providers based on the enabled/disabled state of workbench
capabilities, and the other is the Team plug—in auto—enablement trigger.

Resource modification hooks

Most of the interesting function associated with a repository provider occurs as the user works with resource
in the project that is configured for the provider. In order to be aware of changes the user makes to a resou
the provider can implement resource modification hooks. The resources plug-in provides these hooks as
extension points. The documentation for IMoveDeleteHook, IFileModificationValidator and
ResourceRuleFactory describe the details for implementing these hooks.

The team plug—-in optimizes and simplifies the association of the hook with appropriate resources by
registering generic hooks with the resources plug-in. These generic hooks simply look up the repository
provider for a given resource and obtain its hook. This has the advantage of calling only one provider hook
rather than having each provider implementation register a hook that must first check whether the resource
managed by the provider.

What this means to your plug-in is that you provide any necessary hooks by overriding methods in
RepositoryProvider. The default implementation of these methods answers null, indicating that no hook is
necessary (except for the resource rule factory, as described below):

» getMoveDeleteHook — answers an IMoveDeleteHook appropriate for the provider. This hook
allows providers to control how moves and deletes occur and includes the ability to prevent them
from happening. Implementors can provide alternate implementations for moving or deleting files,
folders, and projects. The CVS client uses this hook to monitor folder deletions and ensure that any
files contained in deleted folders are remembered so that they can later be deleted from the reposito
if desired.

« getFileModificationValidator — answers an IFileModificationValidator appropriate for the
provider. This hook allows providers to pre—check any modifications or saves to files. This hook is
typically needed when a repository provider wants to implement pessimistic versioning. In
pessimistic versioning, a file must be checked out before modifying it, and only one client can check
out a file at any given time. Pessimistic versioning could be implemented by checking out a file (if
not already checked out) whenever a file is edited, and checking the file back in when it is saved.
Since CVS uses an optimistic versioning scheme, it does not implement this hook.

« getRuleFactory — answers a resource rule factory appropriate for the provider. Providers should
always override this method as the default factory locks the workspace for all operations for
backwards compatibility reasons. Provides should subclass ResourceRuleFactory and override thos
rules required to ensure that the proper rules are obtained for operations that invoke the move/delete
hook and file modification validator. The rule methods of particular interest to repository providers
are:
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+ deleteRule — move/delete hook

+ moveRule -move/delete hook

+ validateEditRule - file modification validator validateEdit
+ modifyRule - file modification validator validateSave

© Copyright IBM Corporation and others 2000, 2004.

Resource properties

Resources have properties that can be used to store meta—information about the resource. Your plug—in cal
use these properties to hold information about a resource that is specific to your purpose. Resource propert
are declared, accessed, and maintained by various plug—ins, and are not interpreted by the platform. When
resource is deleted from the workspace, its properties are also deleted.

There are two kinds of resource properties:

 Session properties allow your plug—-ins to easily cache information about a resource in key-value
pairs. The values are arbitrary objects. These properties are maintained in memory and lost when a
resource is deleted from the workspace, or when the project or workspace is closed.

* Persistent properties are used to store resource—specific information on disk. The value of a
persistent property is an arbitrary string. Your plug—in decides how to interpret the string. The strings
are intended to be short (under 2KB). Persistent properties are stored on disk with the platform
metadata and maintained across platform shutdown and restart.

If you follow the convention of qualifying property key names with the unique id of your plug—in, you won't
have to worry about your property names colliding with those of other plug-ins.

If your plug—in needs to store persistent information about a project that is much larger than 2 KB, then thes
properties should be exposed as resources in their own right, rather than using the persistent properties AP

See IResource for a description of the API for getting and setting the different kinds of resource properties.

© Copyright IBM Corporation and others 2000, 2004.
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Team Repository Provider

Identifier:

org.eclipse.team.core.repository

Since:

2.0

Description:

The Team plugin contains the notion of Repositories. The job of a repository is to provide support for sharin
resources between Team members. Repositories are configured on a per—project basis. Only one repositon
can be mapped to a project at a time.

Repositories that extend this extension point can provide implementations for common repository specific
rules for resource modifications, moving and deleting. See the following interfaces for more details
IFileModificationValidator and MoveDeleteHook.

A Repository type can also be specified in order to provide non—project specific funtionality such as a
org.eclipse.team.core.ProjectSetCapability.

Optionaly, a repository provider type can designate that it can import projects from second provider, in the
case where the second provider's plugin is not available in the current install. This is provided as a means tc

support the migration from one provider implementation to another where the resuse of the same id for the
two providers was not possible.

Configuration Markup:

<IELEMENT extension_(repository)>
<IATTLIST extension

point CDATA #REQUIRED>

<IELEMENT repository EMPTY>
<IATTLIST repository

id CDATA #IMPLIED

class CDATA #REQUIRED
typeClass CDATA #IMPLIED
canimportld CDATA #IMPLIED>

« id — an optional identifier of the extension instance
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« class - the fully—qualified name of a subclass of
org.eclipse.team.core.RepositoryProvider.

« typeClass - the fully—qualified name of a subclass of
org.eclipse.team.core.RepositoryProviderType.

« canlmportld — The id of an older version of this provider. Including this means that this provider can
import the project sets that were created by using the older version of the provider. Since 3.0.1

Examples:

<extension point=
"org.eclipse.team.core.repository"

>

<repository class=

"org.eclipse.myprovider.MyRepositoryProvider
typeClass=
"org.eclipse.myprovider.MyRepositoryProvider"
id=

"org.eclipse.myprovider.myProviderID"
canimportld=

"org.eclipse.myprovider.myOldProviderID"
>

</repository>

</extension>

API Information:

The value of the class attribute must represent a subclass of
org.eclipse.team.core.RepositoryProvider and the value of the typeClass attribute must
represent a subclass of org.eclipse.team.core.RepositoryProviderType

Supplied Implementation:

The provided implementation of RepositoryProvider provides helper methods and common code for mappin
and unmapping providers to projects. The optional RepositoryProviderType provides project set import and
export through a ProjectSetCapability.
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Copyright (c) 2004 IBM Corporation and others. All rights reserved. This program and the accompanying
materials are made available under the terms of the Common Public License v1.0 which accompanies this

distribution, and is available_at http://www.eclipse.org/legal/cpl-v10.html
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Configuration Wizards

Identifier:

org.eclipse.team.ui.configurationWizards

Description:

This extension point is used to register a method for configuration of a project. Configuration involves the
association of a project with a team provider, including all information necessary to initialize that team
provider, including such things as username, password, and any relevant information necessary to locate th
provider.

Providers may provide an extension for this extension point, and an implementation of

org.eclipse.team.ui.IConfigurationWizard which gathers the necessary information and
configures the projects.

Configuration Markup:

<IELEMENT extension_(wizard?)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT wizard EMPTY>
<IATTLIST wizard
name CDATA #REQUIRED
icon CDATA #REQUIRED
class CDATA #REQUIRED
id CDATA #REQUIRED>
« name — The name of the configuration type as it should appear in the configuration wizard. Example
are "CVS", "WebDAV".
« icon — the icon to present in the configuration wizard next to the name.
« class - a fully qualified name of the Java class implementing

org.eclipse.team.ui.IConfigurationWizard.
« id — a unique identifier for this extension.
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Examples:

Following is an example of a configuration wizard extension:

<extension point=
"org.eclipse.team.ui.configurationWizards"
>

<wizard name=
"WebDAV"

icon=

"webdav.gif"

class=
"com.xyz.DAVDecorator"
id=

"com.xyz.dav"

>

</wizard>

</extension>

API Information:

The value of the class attribute must represent a class that implements
org.eclipse.team.ui.IConfigurationWizard. This interface supports configuration of a wizard
given a workbench and a project.

Supplied Implementation:

The plug-in org.eclipse.team.provider.examples.ui contains sample implementations of IConfigurationWizar
for the WebDAV and filesystem provider types.

Copyright (c) 2002 IBM Corporation and others. All rights reserved. This program and the accompanying
materials are made available under the terms of the Common Public License v1.0 which accompanies this

distribution, and is available_at http://www.eclipse.org/legal/cpl-v10.html
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Resource modification hooks

So far, we've assumed that resource API is being used to modify resources that are located in the user's file
system. This is indeed the fundamental structure of the workspace, but it's also possible that a plug-in add:
capabilities for manipulation of resources that are managed somewhere else. For example, the platform Te
support plug—ins add the ability to work with resources that are under the management of a versioning
repository.

The resource API includes capabilities that have been added specifically to enable the team support plug-ir
and plug-ins that implement repository providers using the team support. The following discussion covers
the generic mechanism for registering resource hooks. See Implementing a repository provider for a
discussion of how team uses these hooks.

Resource move/delete hooks

This hook allows the team plug—in and its providers to control how resource moves and deletes are
implemented. The hook includes the ability to prevent these operations from happening. Implementors can
provide alternate implementations for moving or deleting files, folders, and projects.

The team plug-in uses the org.eclipse.core.resources.moveDeleteHook extension point to register its hook:

<extension point="org.eclipse.core.resources.moveDeleteHook" id="MoveDeleteHook">
<moveDeleteHook class="org.eclipse.team.internal.core.MoveDeleteManager"/>
</extension>

The supplied class must implement IMoveDeleteHook, which is called by the platform whenever a resource
is moved or deleted. The team plug—in installs a move delete hook manager that can determine which tean
provider is managing a resource and invoke its specific hook.

Note: The move delete hook was designed specifically for use by the team core plug-in and
other team repository provider clients. It is not intended for general use. Team providers
should not install the hook using the extension point, but instead implement their hook in their
RepositoryProvider class. See Team resource modification hooks for more information about
using these hooks.

File modification validators

It's also possible that team repository providers will need to prevent or intervene in the editing or saving of a
file. The team plug-in accomplishes this by using the extension point

org.eclipse.core.resources fileModificationValidator to register a validator that is called whenever a
resource is to be modified.

<extension point="org.eclipse.core.resources.fileModificationValidator" id="FileValidator">
<fileModificationValidator class="org.eclipse.team.internal.core.FileModificationValidatorManager"/>
</extension>

The supplied class must implement IFileModificationValidator, which is called by the platform whenever a

resource is saved or opened. The team plug-in installs a file modification manager that can determine whi
team provider is managing a resource and invoke its specific validator.
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Note: The file modification validator hook was designed specifically for use by the team core
plug—in. Itis not intended for general use. Team providers should not install the hook using
the extension point, but instead implement their hook in their Repository Provider class. See
Team resource madification hooks for more information about using these hooks.

© Copyright IBM Corporation and others 2000, 2004.
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Move/Delete Hook

Identifier:

org.eclipse.core.resources.moveDeleteHook

Since:

2.0

Description:

For providing an implementation of an IMoveDeleteHook to be used in the IResource.move and
IResource.delete mechanism. This extension point tolerates at most one extension.

Configuration Markup:

<IELEMENT extension_(moveDeleteHook?)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT moveDeleteHook EMPTY>
<IATTLIST moveDeleteHook
class CDATA #REQUIRED>

« class - the fully—qualified name of a class which implements
org.eclipse.core.resources.team.IMoveDeleteHook

Examples:

The following is an example of using the moveDeleteHook extension point. (in file plugin.xml)

<extension point=
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"org.eclipse.core.resources.moveDeleteHook"
>

<moveDeleteHook class=
"org.eclipse.team.internal.MoveDeleteHook"
/>

</extension>

API Information:

The value of the class attribute must represent an implementation of
org.eclipse.core.resources.team.IMoveDeleteHook.

Supplied Implementation:

The Team component will generally provide the implementation of the move/delete hook. The extension poi
should not be used by any other clients.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html

Repository resource management

Once you have created a RepositoryProvider, there are other resource management mechanism that shouls
be understood:

« In order to allow other plug-ins to indicate special handling for their projects and files the team
plug-in defines extension points that other providers and other plug—ins can use tq reqister file types
and to declare files that should be ignored by a repository provider.

» Team providers can also register a class that can be used to persist a set a projects so that referenc
the project can be shared across a team, with the actual contents coming from the repository.

» Repository providers should consider how they will handle linked resources.

« Finally, team providers can mark resources that should be hidden from the_user as team private.

Ignored files

In several cases, it may be unnecessary to keep certain files under repository control. For example, resourc
that are derived from existing resources can often be omitted from the repository. For example, compiled
source files, (such as Java ".class" files), can be omitted since their corresponding source (".java") file is in t
repository. It also may be inappropriate to version control metadata files that are generated by repository
providers. The org.eclipse.team.core.ignore extension point allows providers to declare file types that
should be ignored for repository provider operations. For example, the CVS client declares the following:
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<extension point="org.eclipse.team.core.ignore">
<ignore pattern = ".#*" selected = "true"/>
</extension>

The markup simply declares a file name pattern that should be ignored and a selected attribute which
declares the default selection value of the file type in the preferences dialog. It is ultimately up to the user tc
decide which files should be ignored. The user may select, deselect, add or delete file types from the defau
list of ignored files.

& Preferences }:\@@
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Build Order Use this page to specify a list of resource name patterns to
+- Debug exclude from version control,
+- Help
I Patt :
+- InstalljUpdate L LSS AL
+-Java ¥ A add...
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Readme Example CV¥S.adm
= Team &+
4 CYS *In
File Content make. state

Ny
.DS_Store

* exe

RCS

SCCS

A

* 50

5

tags =
e
.nse_depinfo
* bak

del-*
Ocore

M*.Bak v

Impotrt... I Export... | | oK I Cancel

File Types

Some repositories implement different handling for text vs. binary files._The org.eclipse.team.core.fileTypes
extension allows plug-ins to declare file types as text or binary files. For example, the Java tooling declares
the following:

<extension point="org.eclipse.team.core.fileTypes">
<fileTypes extension="java" type="text"/>

<fileTypes extension="classpath" type="text"/>

<fileTypes extension="properties" type="text"/>
<fileTypes extension="class" type="binary"/>

File Types 30



Welcome to Eclipse
<fileTypes extension="jar" type="binary"/>

<fileTypes extension="zip" type="binary"/>
</extension>

The markup lets plug-ins define a file type by extension and assign a type of text or binary. As with ignored
files, it is ultimately up to the user to manage the list of text and binary file types.

& Preferences |:}@E]

+- Workbench File Content
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java ASCIL
jpage ASCII
jpeq Binary
iPg Binary
launch ASCII
mxsd ASCII
options ASCII
pdf Binary
pnag Binary
ppt Binary
project ASCIT v
< >
Import... I Export... | oK | Cancel

Team and linked resources

A project may contain resources that are not located within the project's directory in the local file system.
These resources are referred to as linked resources.

Consequences for Repository Providers

Linked resources can pose particular challenges for repository providers which operate directly against the f
system. This is a consequence of the fact that linked resources by design do not exist in the immediate proj
directory tree in the file system.

Providers which exhibit the following characteristics may be affected by linked resources:

1. Those which call out to an external program that then operates directly against the file system.
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2. Those which are implemented in terms of IResource but assume that all the files/folders in a project
exist as direct descendents of that single rooted directory tree.

In the first case, lets assume the user picks a linked resource and tries to perform a provider operation on it.
Since the provider calls a command line client, we can assume that the provider does something equivalent
first calling IResource.getLocation().toOSString(), feeding the resulting file system location as an argument
to the command line program. If the resource in question is a linked resource, this will yield a file/folder
outside of the project directory tree. Not all command line clients may expect and be able to handle this cas
In short, if your provider ever gets the file system location of a resource, it will likely require extra work to
handle linked resources.

The second case is quite similar in that there is an implicit assumption that the structure of the project
resources is 1:1 with that of the file system files/folders. In general, a provider could be in trouble if they mix
IResource and java.io.File operations. For example, for links, the parent of IFile is not the same as the
java.io.File's parent and code which assumes these to be the same will fail.

Backwards Compatibility

It was important that the introduction of linked resources did not inadvertantly break existing providers.
Specifically, the concern was for providers that reasonably assumed that the local file system structure
mirrored the project structure. Consequently, by default linked resources can not be added to projects that a
mapped to such a provider. Additionally, projects that contain linked resources can not by default be shared
with that provider.

Strategies for Handling Linked Resources

In order to be "link friendly”, a provider should allow projects with linked resources to be version controlled,
but can disallow the version controlling of linked resources themselves.

A considerably more complex solution would be to allow the versioning of the actual linked resources, but
this should be discouraged since it brings with it complex scenarios (e.g. the file may already be version
controlled under a different project tree by another provider). Our recommendation therefore is to support
version controlled projects which contain non-version controlled linked resources.

Technical Details for Being "Link Friendly"

Repository provider implementations can be upgraded to support linked resources by overriding the
RepositoryProvider.canHandleLinkedResources() method to return true. Once this is done, linked
resources will be allowed to exist in projects shared with that repository provider. However, the repository
provider must take steps to ensure that linked resources are handled properly. As mentioned above, it is
strongly suggested that repository providers ignore all linked resources. This means that linked resources (&
their children) should be excluded from the actions supported by the repository provider. Furthermore, the
repository provider should use the default move and delete behavior for linked resources if the repository
provider implementation overrides the default IMoveDeleteHook.

Team providers can use IResource.isLinked() to determine if a resource is a link. However, this method only
returns true for the root of a link. The following code segment can be used to determine if a resource is the
child of a link.

String linkedParentName = resource.getProjectRelativePath().segment(0);
IFolder linkedParent = resource.getProject().getFolder(linkedParentName);
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boolean isLinked = linkedParent.isLinked();

Repository providers should ignore any resource for which the above code evaluates to true.

Team private resources

It is common for repository implementations to use extra files and folders to store information specific about
the repository implementation. Although these files may be needed in the workspace, they are of no interes
to other plug-ins or to the end user.

Team providers may use IResource.setTeamPrivateMember(boolean) to indicate that a resource is private
to the implementation of a team provider. Newly created resources are not private members by default, so
method must be used to explicitly mark the resource as team private. A common use is to mark a subfolder
the project as team private when the project is configured for team and the subfolder is created.

Other resource API that enumerates resources (such as resource delta trees) will exclude team private
members unless explicitly requested to include them. This means that most clients will not "see" the team
private resources and they will not be shown to the user. The resource navigator does not show team priva
members by default, but users can indicate via Preferences that they would like to see team private resourc

Attempts to mark projects or the workspace root as team private will be ignored.

Project sets

Since the resources inside a project under version control are kept in the repository, it is possible to share
projects with team members by sharing a reference to the repository specific information needed to
reconstruct a project in the workspace. This is done using a special type of file export for team project sets.
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£ Team Project Set @

Export a Team Project Set =
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Select the projects to include in the Team Project Set:

O & org.eclipse. platform.doc.user
[ platform-doc-home
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File name: | Browse... I

< Back Iy | | I Cancel I

In 3.0, APl was added to ProjectSetCapability to allow repository providers to declare a class that implemen
project saving for projects under their control. When the user chooses to export project sets, only the projec
configured with repositories that define project sets are shown as candidates for export. This API replaces tl
old project set serialization API (see below).

The project set capability class for a repository provider is obtained from the RepositoryProviderType class
which is registered in the same extension as the repository provider. For example:

<extension point="org.eclipse.team.core.repository">
<repository
typeClass="org.eclipse.team.internal.ccvs.core.CVSTeamProviderType"

class="org.eclipse.team.internal.ccvs.core.CVSTeamProvider"
id="org.eclipse.team.cvs.core.cvsnature">
</repository>
</extension>
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Prior to 3.0, The org.eclipse.team.core.projectSets extension point allowed repository providers to declare a
class that implements project saving for projects under their control. When the user chooses to export proje
sets, only the projects configured with repositories that define project sets are shown as candidates for expc

For example, the CVS client declares the following:

<extension point="org.eclipse.team.core.projectSets">
<projectSets id="org.eclipse.team.cvs.core.cvsnature" class="org.eclipse.team.internal.ccvs.ui.CVSProjectSetSerializer"/>

</extension>

The specified class must implement IProjectSetSerializer. Use of this interface is still supported in 3.0 but
has been deprecated.

© Copyright IBM Corporation and others 2000, 2004.
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Identifier:

org.eclipse.team.core.ignore

Since:

2.0

Description:
This extension point is used to register information about whether particular resources should be ignored; th

is, excluded from version configuration management operations. Providers may provide an extension for thit
extension point. No code beyond the XML extension declaration is required.

Configuration Markup:

<IELEMENT extension_(ignore*)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT ignore EMPTY>
<IATTLIST ignore

pattern CDATA #REQUIRED
enabled (true | false) >

* pattern — the pattern against which resources will be compared.
 enabled - one of "true" or "false", determines whether this ignore pattern is enabled.

Examples:

Following is an example of an ignore extension:
<extension point=
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"org.eclipse.team.core.ignore"
>

<ignore pattern=

"* class"

enabled=

"true"

/>

</extension>

Copyright (c) 2004 IBM Corporation and others. All rights reserved. This program and the accompanying
materials are made available under the terms of the Common Public License v1.0 which accompanies this

distribution, and is available_at http://www.eclipse.org/legal/cpl-v10.html
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File Types

Identifier:

org.eclipse.team.core.fileTypes

Since:

2.0

Description:

This extension point is used to register information about whether particular file types should be considered
contain text or binary data. This information is important to some repository providers as it affects how the
data is stored, compared and transmitted.

Providers may provide an extension for this extension point. No code beyond the XML extension declaratior
is required.

Configuration Markup:

<IELEMENT extension (fileTypes*)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT fileTypes EMPTY>
<IATTLIST fileTypes
extension CDATA #REQUIRED
type  CDATA #REQUIRED>
« extension - the file extension being identified by this contribution.

* type — one of either "text" or "binary", identifying the contents of files matching the value of
extension.

Examples:

Following is an example of a fileTypes extension:
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<extension point=
"org.eclipse.team.core.fileTypes"
>

<fileTypes extension=

"txt"

type=

"text"

/>

</extension>

Copyright (c) 2004 IBM Corporation and others. All rights reserved. This program and the accompanying
materials are made available under the terms of the Common Public License v1.0 which accompanies this
distribution, and is available_at http://www.eclipse.org/legal/cpl=v10.html

Linked resources

Earlier discussions of resources and the file system (Mapping resources to disk locations) assumed that all
resources in a project are located in the same place in the file system. This is generally true. However, the
concept of linked resources in the workbench is provided so that files and folders inside a project can be
stored in the file system outside of the project's location.

Linked resources must have a project as their parent resource. They can be located virtually anywhere in th
file system. They can reside outside the project location, or even within another project. There are only a fev
restrictions on linked resource locations. The method IWorkspace.validateLinkLocation can be used to
ensure that a given location is valid for creating a linked resource.

Linked resources are created using the method IFolder.createLink or IFile.createLink. To determine
programmatically whether a given resource is a linked resource, you can use the method IResource.isLinke
Note that this method will only return true for linked resources, not for children of linked resources.

Apart from these special methods for creating linked resources and finding out if a resource is linked, you ce
use normal workspace APl when manipulating linked resources. In most respects, linked resources act exac
like any other resource in the workspace. However, some restrictions apply when moving, copying, or
deleting linked resources. See IResource and its sub—classes for information on individual operatiosn and
their limitations.

Path variables

Path variables can be used when specifying the location of linked resources. A path variable is a simple
(String —>_IPath) mapping that defines a shortcut for a location in the file system. Variables can ease the
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management of linked resources by reducing the number of places where hard—coded, absolute file system
paths are used.

Path variables streamline the management of linked resources for users in several ways:

« Allows a single reference to the absolute path when defining several linked resources under a
common root

« Allows the location of several resources to be redefined by changing a single variable

« Allows users to share projects containing linked resources without updating the paths of each resour
(since the absolute path can vary from one machine to another.)

The last item in this list deserves a bit of explanation. When a user creates a linked resource in a project, a
description of the linked resource is added to the project description file (".project") in the project's location.
By using a path variable, users can share a project (by copying the project's content or by using a repository
and redefine the variable to suit each individual workstation. For example, one user might store external
resources under c:\temp on one system, while another user using Unix might store the same resources in
/home/username/tmp. Defining a path variable on each workspace (TEMP=c:\temp and
TEMP=/home/userb/tmp) allows users to work around this difference and share the projects with linked
resources as is.

IPathVariableManager defines the API for creating, manipulating, and resolving path variables. It also
provides methods for validating variable names and values before creating them, and for installing a listener
to be notified when path variable definitions change. You can obtain an instance of this class using
IWorkspace.getPathVariableManager. See the code examples at the end of this section for more detail.

The method IResource.getRawLocation can be used to find out the unresolved location of a linked resource
That is, to get the actual path variable name instead of resolving it to its value. If a resource location is not
defined with a path variable, the getRawLocation method acts exactly like the getLocation method.

Broken links

Clients that manipulate resources programmatically need to be aware of the possibility of broken links.
Broken links occur when a linked resource's location does not exist, or is specified relative to an undefined
path variable. The following special cases apply when using IResource protocol:

» The copy and move methods will fail when called on broken links.

« Calling refreshLocal on a broken link will not cause the resource to be removed from the workspace,
as it does for normal resources that are missing from the file system.

» The method getLocation will return null for linked resources whose locations are relative to
undefined path variables.

* You can still use delete to remove broken links from the workspace.

Compatibility with installed plug—-ins
Some plug—-ins may not be able to handle linked resources, so there are a number of mechanisms available
disabling them. If you are writing a plug—in that absolutely needs all of a project's contents to be located in t

project's default location, you can use these mechanisms to prevent users from creating linked resources
where you don't want them to appear.
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The first mechanism is called the project nature veto. If you define your own project nature, you can specify
in the nature definition that the nature is not compatible with linked resources. Here is an example of a natur
definition that employs the nature veto:

<extension
id="myNature"
name="My Nature"
point="org.eclipse.core.resources.natures">
<runtime>

<run class="com.xyz.MyNature"/>

</runtime>
<optionallowLinking="false"/>

</extension>

The second mechanism for preventing linked resource creation is the team hook. If you define your own
repository implementation, you can make use of the org.eclipse.core.resources.teamHook extension point t
prevent the creation of linked resources in projects that are shared with your repository type. By default,
repository providers do not allow linked resources in projects connected to the repository.

If the repository support is provided by an older plug—in that is not aware of linked resources, you will not be
able to create linked resources in those projects.

Finally, there is a preference setting that can be used to disable linked resources for the entire workspace.
While the previous two veto mechanisms work on a per—project basis, this preference affects all projects in
the workspace. To set this preference programatically, use the preference
ResourcesPlugin.PREF_DISABLE_LINKING. Note that even when set, users or plug-ins can

override this by turning the preference off.

Linked resources in code

Let's go into some examples of using linked resources in code. We'll start by defining a path variable:

IWorkspace workspace = ResourcesPlugin.getWorkspace();

IPathVariableManager pathMan = workspace.getPathVariableManager();

String name = "TEMP";

IPath value = new Path("c:\\temp");

if (pathMan.validateName(nhame).isOK() && pathMan.validateValue(value).isOK()) {
pathMan.setValue(hame, value);

}else {
/linvalid name or value, throw an exception or warn user

}
Now we can create a linked resource relative to the defined path variable:

IProject project = workspace.getProject("Project");//assume this exists
IFolder link = project.getFolder("Link");
IPath location = new Path("TEMP/folder");
if (workspace.validateLinkLocation(location).isOK()) {
link.createLink(location, IResource.NONE, null);
}else {
/linvalid location, throw an exception or warn user

}

That's it! You now have a linked folder in your workspace called "Link" that is located at "c:\temp\folder".
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Let's end with some code snippets on this linked resource to illustrate the behavior other methods related to
linked resources:

link.getFullPath() ==> "/Project/Link"
link.getLocation() ==> "c:\temp\folder"
link.getRawLocation() ==> "TEMP/folder"
link.isLinked() ==> "true"

IFile child = link.getFile("abc.txt");

child.create(...);

child.getFullPath() ==> "/Project/Link/abc.txt"
child.getLocation() ==> "c:\temp\folder\abc.txt"
child.getRawLocation() ==> "c:\temp\folder\abc.txt
child.isLinked() ==> "false"

© Copyright IBM Corporation and others 2000, 2004.

Project natures

Project natures allow a plug—in to tag a project as a specific kind of project. For example, the Java
development tools (JDT) use a "Java nature" to add Java—specific behavior to projects. Project natures are
defined by plug-ins, and are typically added or removed per—project when the user performs some action
defined by the plug-in.

A project can have more than one nature. However, when you define a project nature, you can define spec
constraints for the nature:

» one—of—nature — specifies that the nature is one of a named set. Natures in a set are mutually
exclusive; that is, only one nature belonging to the set can exist for a project.

* requires—nature — specifies that the nature depends on another nature and can only be added to a
project that already has the required nature.

To implement your own nature, you need to define an extension and supply a class which implements
IProjectNature.

Defining a nature

The_org.eclipse.core.resources.natures extension point is used to add a project nature definition. The
following markup adds a nature for the hypothetical com.example.natures plug-in.

<extension
point="org.eclipse.core.resources.natures"
id="myNature"
name="My Nature">
<runtime>
<run class="com.example.natures.MyNature">
</run>
</runtime>
</extension>

The class identified in the extension must implement the platform interface IProjectNature. This class
implements plug—in specific behavior for associating nature—specific information with a project when the
nature is configured.
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public class MyNature implements IProjectNature {
private IProject project;

public void configure() throws CoreException {
/I Add nature-specific information
/I for the project, such as adding a builder
/ to a project's build spec.
}
public void deconfigure() throws CoreException {
/I Remove the nature-specific information here.
}
public IProject getProject() {
return project;
}
public void setProject(IProject value) {
project = value;
}
}

The configure() and deconfigure() methods are sent by the platform when natures are added and removed
from a project. You can implement the configure() method to add a builder to a project as discussed in
Builders.

Associating the nature with a project

Defining the nature is not enough to associate it with a project. You must assign a nature to a project by
updating the project's description to include your nature. This usually happens when the user creates a new
project with a specialized new project wizard that assigns the nature. The following snippet shows how to
assign our new hature to a given project.

try {
IProjectDescription description = project.getDescription();

String[] natures = description.getNaturelds();
String[] newNatures = new String[natures.length + 1];
System.arraycopy(natures, 0, newNatures, 0, natures.length);
newNatures[natures.length] = "com.example.natures.myNature";
description.setNaturelds(newNatures);
project.setDescription(description, null);

} catch (CoreException e) {
/I Something went wrong

}

The natures are not actually assigned to (and configured) for the project until you set the project description
into the project. Also note that the identifier used for the nature is the fully qualified name (plug—in id +
extension id) of the nature extension.

If the nature has been defined with constraints, then workspace API can be used to validate the new nature.
For example, suppose a nature is defined with a prerequisite:

<extension
point="org.eclipse.core.resources.natures"
id="myOtherNature"
name="My Other Nature">
<runtime>
<run class="com.example.natures.MyOtherNature">
</run>
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</runtime>
<requires—nature id="com.example.natures.myNature"/>
</extension>

The new nature is not valid unless the first nature exists for the project. Depending on the design of your
plug—-in, you may want to check whether the prerequisite nature has been installed, or you may want to add
the prerequisite nature yourself. Either way, you can check on the validity of proposed combinations of
project natures using workspace API.

try {
IProjectDescription description = project.getDescription();

String[] natures = description.getNaturelds();

String[] newNatures = new String[natures.length + 1];
System.arraycopy(natures, 0, newNatures, 0, natures.length);
newNatures[natures.length] = "com.example.natures.myOtherNature";
IStatus status = workspace.validateNatureSet(natures);

/I check the status and decide what to do
if (status.getCode() == IStatus.OK) {
description.setNaturelds(newNatures);
project.setDescription(description, null);
}else {
Il raise a user error

}...

} catch (CoreException e) {
/I Something went wrong

}
Nature descriptors
In addition to working with natures by their id, you can obtain the descriptor (IProjectNatureDescriptor)
which describes a nature, its constraints, and its label. You can query a particular nature for its descriptor,

get descriptors from the workspace. The following snippet gets the project nature descriptor for our new
nature:

IProjectNatureDescriptor descriptor = workspace.getNatureDescriptor("com.example.natures.myOtherNature");
You can also get an array of descriptors for all installed natures:

IProjectNatureDescriptor[] descriptors = workspace.getNatureDescriptors();

© Copyright IBM Corporation and others 2000, 2004.
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Identifier:

org.eclipse.core.resources.natu res

Description:

The workspace supports the notion of project natures (or "natures” for short"). A nature associates lifecycle
behaviour with a project. Natures are installed on a per—project basis using the setDescription method defin
on org.eclipes.core.resources.IProject. They are configured automatically when a project is

opened and deconfigured when a project is closed. For example, the Java nature might install a Java builde
and do other project configuration when added to a project

The natures extension—point allows nature writers to register their nature implementation under a symbolic
name that is then used from within the workspace to find and configure natures. The symbolic name is id of
the nature extension. When defining a nature extension, users are encouraged to include a human-readabl
value fo rth e"name" attribute which identifies their meaning and potentially may be presented to users.

Natures can specify relationship constraints with other natures. The "one—of-nature" constraint specifies the
at most one nature belong to a given set can exist on a project at any given time. This enforces mutual
exclusion between natures that are not compatible with each other. The "requires—nature" constraint specifi
a dependency on another nature. When a nature is added to a project, all required natures must also be adt
The natures are guaranteed to be configured and deconfigured in such a way that their required natures will
always be configured before them and deconfigured after them. For this reason, cyclic dependencies betwe
natures are not permitted.

Natures cannot be added to or removed from a project if that change would violate any constraints that were
previously satisfied. If a nature is configured on a project, but later finds that its constraints are not satisfied,
that nature and all natures that require it are marked as disabled, but remain on the project. This can happel
for example, when a required nature goes missing from the install. Natures that are missing from the install,
and natures involved in dependency cycles are also marked as disabled.

Natures can also specify which incremental project builders, if any, are configured by them. With this
information, the workspace will ensure that builders will only run when their corresponding nature is present
and enabled on the project being built. If a nature is removed from a project, but the nature's deconfigure
method fails to remove its corresponding builders, the workspace will remove those builders from the spec
automatically. It is not permitted for two natures to specify the same incremental project builder in their
markup.

Natures also have the ability to disallow the creation of linked resources on projects they are associated witt

By setting the allowLinking attribute to "false", a nature can declare that linked resources should never be
created. This feature is new in release 2.1.

Configuration Markup:

<IELEMENT extension_(runtime , (one—of-nature | requires—nature | builder)* ., options?)>

<IATTLIST extension
point CDATA #REQUIRED
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id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT runtime (run)>

<IELEMENT run (parameter*)>
<IATTLIST run
class CDATA #REQUIRED>

« class - the fully—qualified name of a class which implements
org.eclipse.core.resources.|ProjectNature

<IELEMENT parameter EMPTY>
<IATTLIST parameter
name CDATA #REQUIRED
value CDATA #REQUIRED>
* name - the name of this parameter made available to instances of the specified nature class

« value — an arbitrary value associated with the given name and made available to instances of the
specificed nature class

<IELEMENT one-of-nature EMPTY>
<IATTLIST one—of-nature
id CDATA #REQUIRED>

« id — the name of an exclusive project nature category.

<IELEMENT requires—nature EMPTY>
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<IATTLIST requires—nature
id CDATA #REQUIRED>

« id - the fully—qualified id of another nature extension that this nature extension requires.

<IELEMENT builder EMPTY>
<IATTLIST builder
id CDATA #REQUIRED>

« id - the fully—qualified id of an incremental project builder extension that this nature controls.

<IELEMENT options EMPTY>
<IATTLIST options
allowLinking (true | false) >

« allowLinking — an option to specify whether this nature allows the creation of linked resources. By
default, linking is allowed.

Examples:

Following is an example of three nature configurations. The waterNature and fireNature belong to the same
exclusive set, so they cannot co—exist on the same project. The snowNature requires waterNature, so
snowNature will be disabled on a project that is missing waterNature. It naturally follows that snowNature

cannot be enabled on a project with fireNature. The fireNature also doesn't allow the creation of linked
resources.

<extension id=
"fireNature"
name=

"Fire Nature"
point=

"org.eclipse.core.resources.natures"
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>
<runtime>

<run class=
"com.xyz.natures.Fire"
/>

</runtime>
<one-of-nature id=
"com.xyz.stateSet"

/>

<options allowLinking=
"false"

/>

</extension>
<extension id=
"waterNature"

name=

"Water Nature"

point=

"org.eclipse.core.resources.natures"

>
<runtime>

<run class=
"com.xyz.natures.Water"
/>

</runtime>
<one-of-nature id=

Project Natures
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"com.xyz.stateSet"
/>

</extension>
<extension id=
"snowNature"
name=

"Snow Nature”

point=

"org.eclipse.core.resources.natures"

>
<runtime>

<run class=
"com.xyz.natures.Snow"

>

<parameter name=
“installBuilder"

value=

"true"

/>

</run>

</runtime>

<requires—nhature id=
"com.xyz.coolplugin.waterNature"
/>

<builder id=
"com.xyz.snowMaker"

Project Natures
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/>
</extension>

If these extensions were defined in a plug—in with id "com.xyz.coolplugin", the fully qualified name of these
natures would be "com.xyz.coolplugin.fireNature", "com.xyz.coolplugin.waterNature" and
"com.xyz.coolplugin.snowNature".

API Information:

The value of the class attribute must represent an implementor of
org.eclipse.core.resources.|ProjectNature. Nature definitions can be examined using the
org.eclipse.core.resources.|ProjectNatureDescriptor interface. The descriptor objects
can be obtained using the methods getNatureDescriptor(String) and
getNatureDescriptors() on org.eclipse.core.resources.lWorkspace.

Supplied Implementation:

The platform itself does not have any predefined natures. Particular product installs may include natures as
required.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Team Hook

Identifier:

org.eclipse.core.resources.teamHook

Since:

2.1

Description:

For providing an implementation of a TeamHook that is used for mechanisms available only to team
providers. This extension point tolerates at most one extension.

Configuration Markup:

<IELEMENT extension_(teamHook)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT teamHook EMPTY>
<IATTLIST teamHook
class CDATA #REQUIRED>

« class - the fully—qualified name of a class which subclasses
org.eclipse.core.resources.team.TeamHook

Examples:

The following is an example of using the teamHook extension point. (in file plugin.xml)

<extension point=
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"org.eclipse.core.resources.teamHook
>

<teamHook class=
"org.eclipse.team.internal. TeamHook"
/>

</extension>

API Information:

The value of the class attribute must represent a subclass of
org.eclipse.core.resources.team.TeamHook.

Supplied Implementation:

The Team component will generally provide the implementation of the team hook. The extension point shou
not be used by any other clients.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Project Sets

Identifier:

org.eclipse.team.core.projectSets

Since:

2.0

Description:

This extension point is used to register a handler for creating and reading project sets. Project sets are
lightweight, portable method of sharing a particular lineup of team-shared projects in a workspace. A projec
set file may be used to provide team memebers with a simple way of creating a workspace with a particular
lineup of projects form one or more team providers. Providers may provide an extension for this extension
point.

deprecated: see RepositoryProvider#getProjectSetCapability.

Configuration Markup:

<IELEMENT extension _(projectSets*)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT projectSets EMPTY>
<IATTLIST projectSets
id CDATA #REQUIRED
class CDATA #REQUIRED>
« id - the nature id of the provider for which this handler creates and reads project sets.

« class - the fully qualified name of a class implementing
org.eclipse.team.core.|ProjectSerializer.
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Examples:

Following is an example of a projectSets extension:

<extension point=
"org.eclipse.team.core.projectSets"

>

<projectSets id=
"org.eclipse.team.cvs.core.cvsnature"

class=
"org.eclipse.team.cvs.core.CVSProjectSetSerializer"
>

</projectSets>

</extension>

Copyright (c) 2004 IBM Corporation and others. All rights reserved. This program and the accompanying
materials are made available under the terms of the Common Public License v1.0 which accompanies this

distribution, and is available_at http://www.eclipse.org/legal/cpl-v10.html

Synchronization Support

New in Eclipse 3.0 are APIs for managing and displaying synchronization state between workspace resourc
and resources in another location. We refer to a resource outside of the workspace as a variant. Synchroniz
is the act of displaying the changes between resources in different locations and optionally allowing the usel
to affect the synchronization state by performing an action. The synchronize APIs are orthogonal to the
RepositoryProvider APIs and can be used without a repository provider. The purpose of the synchronization
APl is to ease the task of implementing different ways of presenting the synchronization state of resources.
such, the API requires a means to query the synchronization state of resources but does not require a mear
affect the state. The means of affecting the state is left to the implementer (although the Ul does provide
hooks for adding provider specific menu items to menus).

Terminology

Before the synchronization API is described, it is helpful to present some of the terminology and concepts th
apply when discussing workspace synchronization.

Resource Variant: A local resource that is mapped to a resource that exists at another location
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can be referred to as a variant of that resource. That is, the resources are usually very similar
but may differ slightly (either due to modifications to the local resource or changes made the
remote copy by other users). We take a local workspace centric view of this, referring to the
local copy as the resource and any remote copy as resource variants.

Synchronize: We refer to synchronize as the action of displaying to the user the differences
between resource variants. Synchronizing doesn't affect the state of the variants, but instead
provides a view to help the user understand the differences between different sets of variants.
It is common however to allow users to affect the states of the variants (e.g. allowing to
check-in, or revert) while synchronizing.

Two—-way vs. Three—way Synchronization: There are two basic types of synchronization state
determination: two—-way and three—way. A two—way comparison only considers the local
resource and a single resource variant, referred to as the remote resource variant. This type of
comparison can only show the differences between the two resources but cannot offer hints as
to how the changes interrelate. Most code repository systems support a three-way
comparison for synchronization state determination. This type of comparison involves the

local resource, a remote resource variant and a base resource variant. The base resource
variant represents a common ancestor for the local and remote resources. This allows for
more sophisticated synchronization states that indicate the direction of the change.

Table 1: The synchronization states

Two-Way| Three-Way

Outgoing Change
Incoming Change
Outgoing Deletion
Changed |Incoming Deletion
Deleted [ Outgoing Addition
Added Incoming Addition
Conflicting Change
Conflicting Deletion
Conflicting Addition

The Basics — Syncinfo

The classes in the org.eclipse.team.core.synchronize are used to describe the synchronization state. The m
important class is Syncinfo because it is the class that actually defines the synchronization state. It can be u
as follows:

Synclinfo info = getSyncinfo(resource); // this is a simulated method of obtaining the sync info for a resource
int changekind = info.getKind();
if(info.getResourceComparator().isThreeWay()) {
if((changeKind & Syncinfo.DIRECTION_MASK) == SyncInfo.INCOMING) {
// do something

} else if(changeKind == Syncinfo.CHANGE) {
// do something else

}

The Synclinfo class provides both the two-way and three—way comparison algorithms, a client must provide
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the resources and a class that can compare the resources (IResourceVariantComparator). Here is an exam
variant comparator:

public class TimestampVariantComparator implements IResourceVariantComparator {
protected boolean compare(IResourceVariant el, IResourceVariant e2) {
if(el.isContainer()) {
if(e2.isContainer()) {
return true;

}

return false;

}

if(el instanceof MyResourceVariant && e2 instanceof MyResourceVariant) {
MyResourceVariant myE1 = (MyResourceVariant)el,;
MyResourceVariant myE2 = (MyResourceVariant)e2;
return myE1l.getTimestamp().equals(myE2.getTimestamp());

}

return false;

}

protected boolean compare(IResource el, IResourceVariant e2) {

}
public boolean isThreeWay() {
return true;

}
}

Synclinfo info = new Synclinfo(resource, variantl, variant2, new TimestampComparator());
info.init(); // calculate the sync info

This package also contains collections specifically designed to contain Syncinfo and filters that can be appli
to Synclinfo instances.

Managing the synchronization state

As we have seen in the examples above, Syncinfo and IResourceVariantComparator classes provide acces
the synchronization state of resources. But what we haven't seen yet is how the state is managed. A Subsct
provides access to the synchronization state between the resources in the local workspace and a set of resc
variants for these resources using either a two-way or three—way comparison, depending on the nature of t
subscriber. A subscriber provides the following capabilities:

« local workspace traversal: a subscriber supports the traversal of the local workspace resources that
supervised by the subscriber. As such, the subscriber has a set of root resources that define the
workspace subtrees under the subscriber's control, as well as a members method that returns the
supervised members of a workspace resource. This traversal differs from the usual workspace
resource traversal in that the resources being traversed may include resources that do not exist loca
either because they have been deleted by the user locally or created by a 3rd party.

* resource synchronization state determination: For supervised resources, the subscriber provides acc
to the synchronization state of the resource, including access to the variants of the resource. For eac
supervised resource, the subscriber provides a Syncinfo object that contains the synchronization sta
and the variants used to determine the state.The subscriber also provides an
IResourceVariantComparator which determines whether two—-way or three—way comparison is to be
used and provides the logic used by the Syncinfo to comparing resource variants when determining
the synchronization state.

« refresh of synchronization state and change notification: Clients can react to changes that happen to
local resources by listening to the Core resource deltas. When a local resource is changed, the
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synchronization state of the resource can then be re—obtained from the subscriber. However, clients
must explicitly query the server to know if there are changes to the resource variants. For subscriber
this process is broken up into two parts. A client can explicitly refresh a subscriber. In response the
subscriber will obtain the latest state of the resource variants from the remote location and fire
synchronization state change events for any resource variants that have changed. The change
notification is separate from the refresh since there may be other operations that contact the remote
location and obtain the latest remote state.

The APIs do not not define how a Subscriber is created, this is left to the specific implementations. For
example the CVS plugin creates a Subscriber when a merge is performed, another for a comparison, and
another when synchronizing the local workspace with the current branch.

So let's revisit our first example of using Syncinfo and see how a Subscriber could be used to access
Synclinfo.

/I Create a file system subscriber and specificy that the
/I subscriber will synchronize with the provided file system location
Subscriber subscriber = new FileSystemSubscriber("c:\temp\repo");

/I Allow the subscriber to refresh its state
subscriber.refresh(subscriber.roots(), IResource.DEPTH_INFINITE, monitor);

/I Collect all the synchronization states and print

IResource[] children = subscriber.roots();

for(int i=0; i < children.length; i++) {
printSyncState(children[i]);

}

void printSyncState(Subscriber subscriber, IResource resource) {
System.out.printin(subscriber.getSyncinfo(resource).toString());
IResource[] children = subscriber.members(resource);
for(int i=0; i < children.length; i++) {
IResource child = children(il;
if(! child.exists()) {
System.out.printin(resource.getFullPath() + " doesn't exist in the workspace");

}
printSyncState(subscriber, childrenli]);

}
}

The important point to remember is that the Subscriber knows about resources that do not exist in the
workspace and non-existing resources can be returned from the Subscriber#members() and

Synclinfo#getlLocall().
Displaying the synchronizations state in the Ul

We could spend more time explaining how to manage synchronization state but instead let's see how to
actually get the state shown to the user. A ISynchronizePatrticipant is the user interface component that
displays synchronization state and allows the user to affect its state. The Synchronize View displays
synchronize participants, but it is also possible to show these in dialogs and wizards. In order to provide
support for users to show any type of synchronization state to the user, even those not based on Syncinfo a
Subscribers, a participant is a very generic component.
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There is also an extension point called org.eclipse.team.ui.synchronizeWizards to add a synchronization
creation wizard. This will put your wizard in the global synchronize action and in the Synchronize View, so
that users can easily create a synchronization of your type.

However, if you have implemented a Subscriber you can benefit from a concrete participant called
SubscriberParticipant which will provide the following functionality:

« Collects Syncinfo from a Subscriber in the background.

« Listens to changes in the workspace and those found when a Subscriber is refreshed and keeps the
synchronization state updated dynamically.

* Provides the user interface that support modes for filtering the changes, and layouts.

» Support scheduling a refresh with the Subscriber so that the synchronization states are kept
up—to—-date.

 Supports refreshing a Subscriber in the background.

» Supports navigation of the changes and showing the differences between the files.

» Supports configuration of the actions, toolbars, and decorators by subclasses.

The best way to explain these concepts are to see them used in the context of a simple example. Go to the

local history synchronization example to see how all of these pieces can be used together. Or if you want
pointers on how to use the more advanced APIs, go to Beyond The Basics.

© Copyright IBM Corporation and others 2000, 2004.
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Synchronize Participant Creation Wizards

Identifier:

org.eclipse.team.ui.synchronizeWizards

Since:

3.0

Description:

This extension point is used to register a synchronize participant creation wizard. These wizards are used tc
create synchronize participants that will appear in the Synchronize View. A provider will typically create a
creation wizard to allow the user to perform and manage a particular type of synchronize participant.

Providers may provide an extension for this extension point, and an implementation of
org.eclipse.jface.wizard.lWizard.

Configuration Markup:

<I[ELEMENT extension_(wizard?)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT wizard EMPTY>
<IATTLIST wizard
name CDATA #REQUIRED
description CDATA #REQUIRED
icon CDATA #REQUIRED
class CDATA #REQUIRED
id CDATA #REQUIRED>
« name — The name of the synchronize participant creation type. Examples are "CVS", "CVS Merge",
"WebDAV",

« description — The description for the creation wizard.
« icon — The icon to be shown when this wizard type is shown to the user.
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« class — A fully qualified name of the Java class implementing
org.eclipse.jface.wizard.lWizard.
« id — A unigue identifier for this extension.

Examples:

Following is an example of a synchronize participant creation wizard extension:

<extension point=
"org.eclipse.team.ui.synchronizeWizards"
>

<wizard name=

"WebDAV"

description=

"Create a WebDAYV participant to view changes between workspace resources and their remote WebDAV
location”

icon=

"webdav.gif"

class=

"com.xyz.DAVWizard"

id=
"com.xyz.dav.synchronizeWizard"
>

</wizard>

</extension>

API Information:

The value of the class attribute must represent a class that implements
org.eclipse.jface.wizard.lWizard.
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Supplied Implementation:

The plug-in org.eclipse.team.cvs.ui contains example definitions of synchronizeWizards extension point.

Copyright (c) 2004 IBM Corporation and others. All rights reserved. This program and the accompanying
materials are made available under the terms of the Common Public License v1.0 which accompanies this

distribution, and is available_at http://www.eclipse.org/legal/cpl-v10.html

Local History Example

The best way to understand the Synchronize APIs is to create a simple example that actually works. In this

example we will be creating a page in the Synchronize View that will display the latest local history state for
all files in the workspace. The local history synchronization will update automatically when changes are mac
to the workspace, and a compare editor can open to browse, merge, then changes. We will also add a custc
decorator to show the last timestamp of the local history element and an action to revert the workspace files
their latest saved local history state. This is an excellent example because we already have a store of resou
variants available and we don't have to manage it.

For the remainder of this example we will make use of a running example. Much, but not all, of the source
code will be included on this page. The full source code can be found in the local history package of the
org.eclipse.team.examples.filesystem plug—in. You can check the project out from the CVS repository and u
it as a reference while you are reading this tutorial. Disclaimer: The source code in the example plugin may
change over time. To get a copy that matches what is used in this example, you can check out the project
using the 3.0 version tag (most likely R3_0) or a date tag of June 28, 2004.
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This screen shot shows the local history synchronization in the Synchronize View. With it you can browse th
changes between the local resource and the latest state in history. It has a custom decorator for displaying t
timestamp associated with the local history entry and a custom action to revert your file to the contents in th
local history. Notice also that the standard Synchronize View presentation is used which provide problem
annotations, compressed folder layout, and navigation buttons.

Defining the variants for local history

The first step is to define a variant to represent the elements from local history. This will allow the
synchronize APIs to access the contents from the local history so it can be compared with the current contel
and displayed to the user.

public class LocalHistoryVariant implements IResourceVariant {
private final IFileState state;

public LocalHistoryVariant(IFileState state) {
this.state = state;

}

public String getName() {
return state.getName();

}
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public boolean isContainer() {
return false;

}

public IStorage getStorage(IProgressMonitor monitor) throws TeamException {
return state;

}

public String getContentldentifier() {
return Long.toString(state.getModificationTime());

}

public byte[] asBytes() {
return null;

}
}

Since the IFileState interface already provides access to the contents of the file from local history (i.e.
implements the IStorage interface), this was easy. Generally, when creating a variant you have to provide a
way of accessing the content, a content identifier that will be displayed to the user to identify this variant, an
a name. The asBytes() method is only required if persisting the variant between sessions.

Next, let's create a variant comparator that allows the Syncinfo calculation to compare local resources with
their variants. Again, this is easy because the existence of a local history state implies that the content of the
local history state differs from the current contents of the file. This is because the specification for local
history says that it won't create a local history state if the file hasn't changed.

public class LocalHistoryVariantComparator implements IResourceVariantComparator {
public boolean compare(IResource local, IResourceVariant remote) {
return false;

}

public boolean compare(IResourceVariant base, IResourceVariant remote) {
return false;

}

public boolean isThreeWay() {
return false;

}
}

Because we know that the existence of the local history state implies that it is different from the local, we ca
simply return false when comparing the file to it's local history state. Also, synchronization with the local
history is only two-way because we don't have access to a base resource so the method for comparing two
resource variants is not used.

Note that the synchronize calculation won't call the compare method of the comparator if the variant doesn't
exist (i.e. is null). It is only called if both elements exist. In our example, this would occur both for files that

don't have a local history and for all folders (which never have a local history). To deal with this, we need to
define our own subclass of Syncinfo in order to modify the calculated synchronization state for these cases.

public class LocalHistorySyncinfo extends Syncinfo {
public LocalHistorySyncInfo(IResource local, IResourceVariant remote, IResourceVariantComparator comparator) {
super(local, null, remote, comparator);

}
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protected int calculateKind() throws TeamException {
if (getRemote() == null)
return IN_SYNC,;
else
return super.calculateKind();
}
}

We have overridden the constructor to always provide a base that is null (since we are only using two—-way
comparison) and we have modified the synchronization kind calculation to return IN_SYNC if there is no
remote (since we only care about the cases where there is a local file and a file state in the local history.

Creating the Subscriber

Now we will create a Subscriber that will provide access to the resource variants in the local history. Since
local history can be saved for any file in the workspace, the local history Subscriber will supervise every
resource and the set of roots will be all projects in the workspace. Also, there is no need to provide the abilit
to refresh the subscriber since the local history changes only when the contents of a local file changes.
Therefore, we can update our state whenever a resource delta occurs. That leaves only two interesting metl
on our local history subscriber: obtaining a Syncinfo and traversing the workspace.

public Syncinfo getSyncinfo(IResource resource) throws TeamException {
try {
IResourceVariant variant = null;
if(resource.getType() == IResource.FILE) {
IFile file = (IFile)resource;
IFileState[] states = file.getHistory(null);
if(states.length > 0) {
/I last state only
variant = new LocalHistoryVariant(states[0]);
}
}
Synclnfo info = new LocalHistorySyncinfo(resource, variant, comparator);
info.init();
return info;
} catch (CoreException e) {
throw TeamException.asTeamException(e);
}
}

The Subscriber will return a new Synclinfo instance that will contain the latest state of the file in local history.
The Syncinfo is created with a local history variant for the remote element. For projects, folders and files wit
no local history, no remote resource variant is provided, which will result in the resource being considered
in—sync due to the calculateKind method in our LocalHistorySyncinfo.

The remaining code in the local history subscriber is the implementation of the members method:

public IResource[] members(IResource resource) throws TeamException {
try {
if(resource.getType() == IResource.FILE)
return new IResource[0];
IContainer container = (IContainer)resource;
List existingChildren = new ArrayList(Arrays.asList(container.members()));
existingChildren.addAll(
Arrays.asList(container.findDeletedMembersWithHistory(IResource. DEPTH_INFINITE, null)));
return (IResource[]) existingChildren.toArray(new IResource[existingChildren.size()]);
} catch (CoreException e) {
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throw TeamException.asTeamException(e);

}
}

The interesting detail of this method is that it will return non-existing children if a deleted resource has local
history. This will allow our Subscriber to return Syncinfo for elements that only exist in local history and are
no longer in the workspace.

Adding a Local History Synchronize Participant

So far we have created the classes which provide access to Syncinfo for elements in local history. Next, we
will create the Ul elements that will allow us to have a page in the Synchronize View to display the last
history state for every element in local history. Since we have a Subscriber, adding this to the Synchronize
View is easy. Let's start by adding an synchronize participant extension point:

<extension
point="org.eclipse.team.ui.synchronizeParticipants">
<participant

persistent="false"
icon="synced.gif"
class="org.eclipse.team.synchronize.example.LocalHistoryParticipant"
name="Latest From Local History"
id="org.eclipse.team.synchronize.example"/>

</extension>

Next we have to implement the LocalHistoryParticipant. It will subclass SubscriberParticipant which will
provide all the default behavior for collecting Syncinfo from the subscriber and updating sync states when
workspace changes occur. In addition, we will add an action to revert the workspace resources to the latest
local history.

First, we will look at how a custom action is added to the participant.

public static final String CONTEXT_MENU_CONTRIBUTION_GROUP = "context_group_1"; //SNON-NLS-1$

private class LocalHistoryActionContribution extends SynchronizePageActionGroup {
public void initialize(ISynchronizePageConfiguration configuration) {
super.initialize(configuration);
appendToGroup(
ISynchronizePageConfiguration.P_CONTEXT_MENU, CONTEXT_MENU_CONTRIBUTION_GROUP,
new SynchronizeModelAction("Revert to latest in local history”, configuration) { //$NON-NLS-1$
protected SynchronizeModelOperation getSubscriberOperation(ISynchronizePageConfiguration configuration, IDiffElement][] el
return new RevertAllOperation(configuration, elements);
}
i
}
}

Here we are adding a specific SynchronizeMoidelAction and operation. The behavior we get for free here is
the ability to run in the background and show busy status for the nodes that are being worked on. The actior
reverts all resources in the workspace to their latest state in local history. The action is added by adding an
action contribution to the participants configuration. The configuration is used to describe the properties use
to build the participant page that will display the actual synchronize UlI.

The patrticipant will initialize the configuration as follows in order to add the local history action group to the
context menu:

Adding a Local History Synchronize Participant 65



Welcome to Eclipse

protected void initializeConfiguration(ISynchronizePageConfiguration configuration) {
super.initializeConfiguration(configuration);
configuration.addMenuGroup(
ISynchronizePageConfiguration.P_CONTEXT_MENU,
CONTEXT_MENU_CONTRIBUTION_GROUP);
configuration.addActionContribution(new LocalHistoryActionContribution());
configuration.addLabelDecorator(hew LocalHistoryDecorator());

}

Now lets look at how we can provide a custom decoration. The last line of the above method registers the
following decorator with the page's configuration.

public class LocalHistoryDecorator extends LabelProvider implements ILabelDecorator {
public String decorateText(String text, Object element) {
if(element instanceof ISynchronizeModelElement) {
ISynchronizeModelElement node = (ISynchronizeModelElement)element;
if(node instanceof |IAdaptable) {
Synclinfo info = (Syncinfo)((IAdaptable)node).getAdapter(Syncinfo.class);
if(info != null) {
LocalHistoryVariant state = (LocalHistoryVariant)info.getRemote();
return text+ " ("+ state.getContentldentifier() + ")";
}
}
}

return text;

}

public Image decoratelmage(Image image, Object element) {
return null;
}
}

The decorator extracts the resource from the model element that appears in the synchronize view and appe
the content identifier of the local history resource variant to the text label that appears in the view.

The last and final piece is to provide a wizard that will create the local history participant. The Team
Synchronizing perspective defines a global synchronize action that allows users to quickly create a
synchronization. In addition, the ability to create synchronizations in available from the Synchronize view
toolbar. To start, create a synchronizeWizards extension point:

<extension

point="org.eclipse.team.ui.synchronizeWizards">
<wizard

class="org.eclipse.team.synchronize.example.LocalHistorySynchronizeWizard"
icon="synced.gif"
description="Creates a synchronization against the latest local history state of all resources in the workspace"
name="Latest From Local History Synchronize"
id="ExampleSynchronizeSupport.wizard1"/>

</extension>

This will add our wizard to the list and in the wizards finish() method we will simply create our participant
and add it to the synchronize manager.

LocalHistoryPartipant participant = new LocalHistoryPartipant();
ISynchronizeManager manager = TeamUI.getSynchronizeManager();
manager.addSynchronizeParticipants(new ISynchronizeParticipant[] {participant});
ISynchronizeView view = manager.showSynchronizeViewlnActivePage();
view.display(participant);
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Conclusion

This is a simple example of using the synchronize APIls and we have glossed over some of the details in orc
to make the example easier to understand. Writing responsive and accurate synchronization support is
non-trivial, the hardest part being the management of synchronization information and the notification of
synchronization state changes. The user interface, if the one associated with SubscriberParticipants is
adequate, is the easy part once the Subscriber implementation is complete. For more examples please refe
the org.eclipse.team.example.filesystem plugin and browse the subclasses in the workspace of Subscriber «
ISynchronizeParticipant.

The next section describes some class and interfaces that can help you write a Subscriber from scratch
including how to cache synchronization states between workbench sessions.

© Copyright IBM Corporation and others 2000, 2004.

Beyond the Basics

If you plan on providing synchronization support and don't have an existing mechanism for managing
synchronization state, this section explains how to implementing a Subscriber from scratch. This means thai
there is no existing synchronization infrastructure and illustrates how to use some API that is provided to
maintain the synchronization state.

For the remainder of this example we will make use of a running example. The source code can be found in
the file system provider package of the org.eclipse.team.examples.filesystem plug—in. You should check the
project out from the CVS repository and use as a reference while you are reading this tutorial.

Implementing a Subscriber From Scratch

This first example assumes that there is no existing infrastructure for maintaining the synchronization state c
the local workspace. When implementing a subscriber from scratch, you can make use of some additional A
provided in the org.eclipse.team.core plugin. The org.eclipse.team.core.variants package contains two
subclasses of Subscriber which can be used to simplify implementation. The first is
ResourceVariantTreeSubscriber which will be discussed in the second example below. The second is a
subclass of the first: ThreeWaySubscriber. This subscriber implementation provides several helpful classes
managing the synchronization state of a local workspace. If you do not have any existing infrastructure, this
a good place to start.

Implementing a subscriber from scratch will be illustrated using the file system example available in the
org.eclipse.team.examples.filesystem plugin. The code in the following description is kept to a minimum
since it is available from the Eclipse CVS repository. Although not technically a three-way subscriber, the
file system example can still make good use of this infrastructure. The FTP and WebDav plugins also are bt
using this infrastructure.

ThreeWaySubscriber

For the file system example, we already had an implementation of a RepositoryProvider that associated a la
project with a file system location where the local contents were mirrored. FileSystemSubscriber was create
as a subclass of ThreeWaySubscriber in order to make use of a ThreeWaySynchronizer to manage worksp:
synchronization state. Subclasses of this class must do the following:
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create a ThreeWaySynchronizer instance to manage the local workspace synchronization state.
create an instance of a ThreeWayRemoteTree subclass to provide remote tree refresh.
¢ The class FileSystemRemoteTree was defined for this purpose
implement a method to create the resource variant handles used to calculate the synchronization ste
¢ The class FileSystemResourceVariant (a subclass of CachedResourceVariant) was defined
this
implement the roots method.
¢ The roots for the subscriber are all the projects mapped to the FileSystemProvider. Callbacks
were added to FileSystemProvider in order to allow the FileSystemSubscriber to generate
change events when projects are mapped and unmapped.

In addition to the subscriber implementation, the get and put operations for the file system provider were
modified to update the synchronization state in the ThreeWaySynchronizer. The operations are implemente
in the class org.eclipse.team.examples.filesystem.FileSystemOperations.

ThreeWaySynchronizer

ThreeWaySynchronizer manages the synchronization state between the local workspace and a remote
location. It caches and persists the local, base and remote timestamps in order to support the efficient
calculation of the synchronization state of a resource. It also fires change notifications to any registered
listeners. The ThreeWaySubscriber translates these change events into the proper format to be sent to liste
registered with the subscriber.

The ThreeWaySynchronizer makes use of Core scheduling rules and locks to ensure thread safety and pro
change notification batching.

ThreeWayRemoteTree

A_ThreeWayRemoteTree is a subclass of ResourceVariantTree that is tailored to the ThreeWaySubscriber.
must be overridden by clients to provide the mechanism for fetching the remote state from the server.
ResourceVariantTree is discussed in more detail in the next example.

CachedResourceVariant

A_CachedResourceVariant is a partial implementation of IResourceVariant that caches any fetched contents
for a period of time (currently 1 hour). This is helpful since the contents may be accessed several times in a
short period of time (for example, to determine the synchronization state and display the contents in a
compare editor). Subclasses must still provide the unique content identifier along with the byte array that cal
be persisted in order to recreate the resource variant handle.

Building on Top of Existing Workspace Synchronization

Many repository providers may already have a mechanism for managing their synchronization state (e.g. if
they have existing plugins). The ResourceVariantTreeSubscriber and its related classes provide the ability t
build on top of an existing synchronization infrastructure. For example, this is the superclass of all of the CV
subscribers.
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ResourceVariantTreeSubscriber

As was mentioned in the previous example, the ThreeWaySubscriber is a subclass of
ResourceVariantTreeSubscriber that provides local workspace synchronization using a
ThreeWaySynchronizer. Subclasses of ResourceVariantTreeSubscriber must provide:

» Subclasses of ResourceVariantTree (or AbstractResourceVariantTree) that provide the behavior for
traversing and refreshing the remote resource variants and, for subscribers that support three—way
comparisons, the base resource variants.

« An implementation of IResourceVariantComparator that performs the two—-way or three-way
comparison for a local resource and its base and remote resource variants.It is common to also
provide a subclass of Syncinfo in order to customize the synchronization state determination
algorithm.

« An implementation of the roots method for providing the roots of the subscriber and an
implementation of the isSupervised method for determining what resources are supervised by the
subscriber.

The other capabilities of the subscriber are implemented using these facilities.
ResourceVariantTree
ResourceVariantTree is a concrete implementation of IResourceVariantTree that provides the following:

* traversal of the resource variant tree
« logic to merge the previous resource variant tree state with the current fetched state.
« caching of the resource variant tree using a ResourceVariantByteStore.

The following must be implemented by subclasses:

« creation of resource variant handles from the cached bytes that represent a resource variant
« fetching of the current remote state from the server
« creation of the byte store instance used to cache the bytes that uniquely identify a resource variant

Concrete implementations_of ResourceVariantByteStore are provided that persist bytes across workbench
invocations (PersistantResourceVariantByteStore) or cached the bytes only for the current session
(SessionResourceVariantByteStore). However, building a subscriber on top of an existing workspace
synchronization infrastructure will typically require the implementation of ResourceVariantByteStore
subclasses that interface with the underlying synchronizer. For example the ThreeWayRemoteTree makes
of a byte store implementation that stores the remote bytes in the ThreeWaySynchronizer.

The creation of resource variant handles for this example does not differ from the previous example except
that the handles are requested from a resource variant tree instance instead of the subscriber.

© Copyright IBM Corporation and others 2000, 2004.
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Program debug and launch support

The resource plug-ins in the Eclipse platform allow you to manage a set a source files for a program and
compile them using an incremental project builder. Plug—ins can define new builders that handle special
resource types, such as source files for a particular programming language. Once an executable program i
built with your plug—-in's builder, how can you make sure that it gets invoked correctly?

The org.eclipse.debug.core plug-in provides the API that allows a program to define a configuration for
launching a program. The program can be launched for regular execution or in debug mode, depending on
capabilities of your plug—in. The Eclipse Java development tooling (JDT) uses the platform debug support t
launch Java VM's and the Java debugger.

The org.eclipse.debug.ui plug—in includes support for user configuration of launch parameters and utility
classes that ease the implementation of powerful debuggers.

There are some shared concepts in launching and debugging programs that are implemented in the platforr
debug support. However, the best way to understand how to use the platform debug support is to study a
robust concrete implementation of launching and debugging, such as the JDT launching and debug tools.
We'll review the major concepts of the platform debug support in order to provide a roadmap for studying a
concrete implementation.

For a detailed explanation of how to define and develop custom launch configurations, see We Have Lift-of
The Launching Framework in Eclipse.

© Copyright IBM Corporation and others 2000, 2004.
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Plugging in help

The Eclipse platform's help facilities provide you with the raw building blocks to structure and contribute
documentation to the platform. It does not dictate structure or granularity of documentation. You can choose
the tools and structure for your documentation that suits your needs. The help plug-in allows you to descrik
your documentation structure to the platform using a table of contents (toc) file.

Your plug-in's online help is contributed using_the org.eclipse.help.toc extension point. You can either
contribute the online help as part of your code plug-in or provide it separately in its own documentation

plug-in.

Separating the documentation into a separate plug—in is beneficial in those situations where the code and
documentation teams are different groups or where you want to reduce the coupling between the
documentation and code.

Advanced features of the help system include context—sensitive help with reference links (known as
infopops) and the ability to invoke platform code from the documentation. A help browser lets you view,
print, and search your documentation.

The best way to demonstrate the contribution of help is to create a documentation plug-in.

© Copyright IBM Corporation and others 2000, 2004.
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Identifier:

org.eclipse.help.toc

Description:
For registering an online help contribution for an individual plug-in.
Each plug-in that contributes help files should in general do the following:
¢ author the html files, zip html files into doc.zip, and store the zip file in the plug—in directory.
¢ create TOC files that describe Table of Contents for the help and the necessary topic
interleaving. See the syntax below.
¢ the plugin.xml file should extend the org.eclipse.help.toc extension point and
specify TOC file(s).

Configuration Markup:

<IELEMENT extension_(toc*)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT toc EMPTY>
<IATTLIST toc

fle CDATA #REQUIRED
primary (true | false) "false"
extradir CDATA #IMPLIED>

« file — the name of the TOC file which contains the table of contents or section for this plug—in's online
help.

Configuration Markup for toc file:
<IELEMENT toc (topic | anchor | link)* >
<IATTLIST toc link_to CDATA #IMPLIED >
<IATTLIST toc label CDATA #REQUIRED >
<IATTLIST toc topic CDATA #IMPLIED >
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<IELEMENT topic (topic | anchor | link )* >
<IATTLIST topic label CDATA #REQUIRED >
<IATTLIST topic href CDATA #IMPLIED >

<IELEMENT anchor EMPTY >
<IATTLIST anchor id ID #REQUIRED >

<IELEMENT link EMPTY >
<IATTLIST link toc CDATA #REQUIRED >

In general, a plug—in that needs to provide online help will define its own TOC files. In the end, the
help system is configured to be launched as some actions, and the path of the TOC file can be used
do so.

The topic element

All help topic element are contributed as part of the toc container element. They can have a
hierarchical structure, or can be listed as a flat list.

The topic element is the workhorse of structure of Table of Contents. There are two typical uses for
the topic element:

1. To provide a link to a documentation file — usually an HTML file.
2. To act as a container for other toc, either in the same manifest or another.

1. Topics as links
The simplest use of a topic is as a link to a documentation file.

<topic label="Some concept file" href="concepts/some_file.html" />

The href attribute is relative to the plug-in that the manifest file belongs to. If you need to access a
file in another plug-in, you can use the syntax

<topic label="topic in another plug-in"
href="../other.plugin.id/concepts/some_other_file.html" />

2. Topics as containers
The next most common use of a topic is to use it as a container for other toc. The container topic
itself can always refer to a particular file as well.
<topic label="Integrated Development Environment"
href="concepts/ciover.htm" >
<topic label="Starting the IDE" href="concepts/blah.htm" />
</topic>
The link element
The link element allows to link Table of Contents defined in another toc file. All the topics from the
toc file specified in the toc attribute will appear in the table of contents as if they were defined directly

in place of the link element. To include toc from api.xml file you could write
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<topic label="References" >
;iink toc="api.xml" />

<):[;)pic>

The anchor element

The anchor element defines a point that will allow linking other toc files to this navigation, and
extending it, without using the link element and referencing other toc files from here. To allow
inserting Table of Contents with more topics after the "ZZZ" document you would define an anchor
as follows:

<topic label="zzz" href="zzz.html" />
<anchor id="moreapi" />

The toc element

The toc element is a Table of Contents that groups topics and other elements defined in this file. Th
label identifies the table of contents to the user, when it is displayed to the user. The optional topic
attribute is the path to a topic file describing the TOC. The optional link_to attribute allows for
linking toc from this file into another toc file being higher in the navigation hierarchy. The value of
the link_to attribute must specify an anchor in another toc file. To link toc from myapi.xml to api.xml
file, specified in another plugin you would use the syntax

<toc link_to="../anotherPlugin/api.xml#moreapi" label="My Tool
API"/>

<toc />
where # character separates toc file name from the anchor identifier.

« primary — specifies whether the TOC file is a primary table of contents and is meant to be the mastel
table of contents, or not primary and intended to be integrated into another table of contents.

« extradir — specifies relative directory name of containing additional documents that are associated
with the table of contents. All help documents in this directory, and all subdirectories, will be indexed

and accessible through the documentation search, even if topic elements in the TOC file do not
refer to these documents.

Examples:
The following is an example of using the toc extension point.

(in file plugin.xml)
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<extension point=
"org.eclipse.help.toc"
>
<toc file=
"maindocs.html”
primary=
"true"
/>
<toc file=
"task.xml"
/>
<toc file=
"sample.xml"
extradir=
"samples”
/>
</extension>
(in file maindocs.xml)
<toc label="Help System Example">
<topic label="Introduction" href="intro.html"/>
<topic label="Tasks">
<topic label="Creating a Project" href="tasks/taskl.html">
<topic label="Creating a Web Project"
href="tasks/task11.html"/>
<topic label="Creating a Java Project"
href="tasks/task12.html"/>
</topic>
<link toc="task.xml" />
<topic label="Testing a Project" href="tasks/taskn.html"/>
</topic>
<topic label="Samples">
<topic label="Creating Java Project"

href="samples/samplel.htm|">
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<topic label="Launch a Wizard"
href="samples/samplell.html"/>
<topic label="Set Options" href="samples/sample12.html"/>
<topic label="Finish Creating Project"
href="samples/samplel13.html"/>
</topic>
<anchor id="samples" />
</topic>
</toc>

(in file tasks.xml)

<toc label="Building a Project">
<topic label="Building a Project" href="build/building.htm|">
<topic label="Building a Web Project"
href="build/web.html"/>
<topic label="Building a Java Project"
href="build/java.html"/>
</topic>
</toc>

(in file samples.xml)

<toc link_to="maindocs.xml#samples" label="Using The Compile
Tool">

<topic label="The Compile Tool Sample"
href="compilesample/example.html|">

<topic label="Step 1" href="compilesample/stepl.html"/>

<topic label="Step 2" href="compilesample/step2.html"/>

<topic label="Step 3" href="compilesample/step3.html"/>

<topic label="Step 4" href="compilesample/step4.html"/>
</topic>
</toc>

Assuming more documents exists with the path starting with "samples”, they will not be displayed in the
navigation tree, but be accessible using search. Itis due to the presence of "extradir" attribute in the elemel
<toc file="sample.xml" extradir="samples" /> inside plugin.xml file. For example

searching for "Creating Java Project" could return a document "Other Ways of Creating Java Project”, whick
path is samples/sample2.html.

Internationalization The TOC XML files can be translated and the resulting copy (with translated labels)
should be placed in nl/<language>/<country> or nl/<language> directory. The <language> and <country>
stand for two letter language and country codes as used in locale codes. For example, Traditional Chinese
translations should be placed in the nl/zh/TW directory. The nl/<language>/<country> directory has a highe
priority than nl/<language>. Only if no file is found in the nl/<language>/<country>, the file residing in
nl/<language> will be used. The the root directory of a plugin will be searched last.

The documentation contained in doc.zip can be localized by creating a doc.zip file with translated version of
documents, and placing doc.zip in
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nl/<language>/<country> or nl/<language> directory. The help system will look for the files under this
directories before defaulting to plugin directory.

API Information:

No code is required to use this extension point. All that is needed is to supply the appropriate manifest files
mentioned in the plugin.xml file.

Supplied Implementation:

The default implementation of the help system Ul supplied with the Eclipse platform fully supports the toc
extension point.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Plug it in: Hello World meets the workbench

The Eclipse platform is structured as a core runtime engine and a set of additional features that are installec
platform plug—ins. Plug-ins contribute functionality to the platform by contributing to pre—defined extension
points. The workbench Ul is contributed by one such plug—in. When you start up the workbench, you are no
starting up a single Java program. You are activating a platform runtime which can dynamically discover
registered plug—ins and start them as needed.

When you want to provide code that extends the platform, you do this by defining system extensions in your
plug-in. The platform has a well-defined set of extension points — places where you can hook into the
platform and contribute system behavior. From the platform's perspective, your plug—in is no different than
basic plug-ins like the resource management system or the workbench itself.

So how does your code become a plug-in?

» Decide how your plug-in will be integrated with the platform.

« Identify the extension points that you need to contribute in order to integrate your plug-in.

» Implement these extensions according to the specification for the extension points.

» Provide a manifest file (plugin.xml) that describes the extensions you are providing and the packagin
of your code.

The process for creating a plug—-in is best demonstrated by implementing an old classic, "Hello World," as a
plug-in. The intention of this example is to give you a flavor of how plug-in development is different from
Java application development. We'll gloss over a lot of details in order to get the plug—in built and running.
Then we'll look at extension points in more detail, see where they are defined, and learn how plug-ins
describe their implementation of an extension.

© Copyright IBM Corporation and others 2000, 2004.
A minimal plug-in

We all know what "Hello World" looks like in plain old Java without using any user interface frameworks or
other specialized libraries.

public class HellowWorld {
public static void main(String[] args) {
System.out.printin("Hello World");

}
}

What happens to this old standard in the context of the Eclipse platform? Instead of thinking of Hello World
as a self-contained program, we recast it as an extension of the platform. Since we want to say hello to the
world, we need to figure out how to extend the workbench to include our greeting.

When we get deeper into the platform user interface components, we'll do an exhaustive review of the ways
that you can extend and customize the workbench Ul. For now, let's start with one of the simplest workbenc
extensions — a view.

You can think of the workbench window as a frame that presents various visual parts. These parts fall into t
major categories: views and editors. We will look at editors later. Views provide information about some
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object that the user is working with in the workbench. Views often change their content as the user selects
different objects in the workbench.

Hello world view
For our hello world plug-in, we will implement our own view to greet the user with "Hello World."

The plug-in org.eclipse.ui.workbench defines most of the public interfaces that make up the workbench
API. These interfaces can be found in the package org.eclipse.ui and its sub packages. Many of these
interfaces have default implementation classes that you can extend to provide simple modifications to the
system. In our hello world example, we will extend a workbench view to provide a label that says hello.

The interface of interest_is IViewPart, which defines the methods that must be implemented to contribute a
view to the workbench. The class ViewPart provides a default implementation of this interface. In a nutshell,
a view part is responsible for creating the widgets needed to show the view.

The standard views in the workbench often display some information about an object that the user has
selected or is navigating. Views update their contents based on actions that occur in the workbench. In our
case, we are just saying hello, so our view implementation will be quite simple.

Before jumping into the code, we need to make sure our environment is set up for plug-in development...

© Copyright IBM Corporation and others 2000, 2004.

Creating the plug—-in project

You can use any Java IDE you wish to build Eclipse plug-ins, but we'll walk through the steps for building
our plug—-in with the Eclipse Java IDE, since this is the typical case. If you are not already familiar with the
Eclipse workbench and the Java IDE, consult the Java Development User Guide for further explanations of
the steps we are taking. For now we are focusing on the code, not the tool. However, there are some IDE
logistics for getting started.

Creating your plug-in project

You will need to create a project that contains your work. We'll take advantage of some of the
code—generation facilities of the Plug—in Development Environment (PDE) to give us a template to start fron
This will set up the project for writing Java code and generate a default plug—in manifest file (explained in a
moment) and class to hold our view.

1. Open the New Project... wizard (File > New > Project...) and choose Plug-in Project from the
Plug—in Development category and click Next.

2.0n the Plug-in Project page, use com.example.helloworld as the name for your project and check
the box for Create a Java project (this should be the default). Click Next to accept the default Java
project structure.

3.0n the Plug-in Content page, look at the default settings. The wizard sets com.example.helloworld
as the id of the plug-in. The wizard will also generate a plug—in class for your plug—in and allow you
supply additional information about contributing to the Ul. These defaults are acceptable, so click
Next.

4.0n the Templates page, check the box for Create a plug—in using one of the templates. Then select
the Plug—in with a view template. Click Next.
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5. We want to create a minimal plug—in, so at this point we need to change the default settings to keep
things as simple as possible. On the Main View Settings page, change the suggested defaults as

follows:

> & & & o

14
14

& New plug-in project with a sample view

Main Yiew Settings P
Choose the way the new view will be added to the plug-in. =*J:]

Java Package Name: I com.example. helloworld

Yiew Class Name: l Helloworldview
View Name: I Hello View
View Category Id: | com.example. helloworld

View Category Name: I Hello Category

Select the viewer type that should be hosted in the view:

{* Table viewer {can also be used For lists)
" Tree viewer

[” Add the view to the resource perspective

< Back Mext = | | Finish | Cancel |

Change the Java Package Name from com.example.helloworld.views to
com.example.helloworld (we don't need a separate package for our view).

Change the View Class Name to HelloWorldView.

Change the View Name to Hello View.

Leave the default View Category Id as com.example.helloworld.

Change the View Category Name to Hello Category.

Leave the default viewer type as Table viewer (we will change this in the code to make it
even simpler).

Uncheck the box for Add the view to the resource perspective.

Click Next to proceed to the next page.

6. On the View Features page, uncheck all of the boxes so that no extra features are generated for the
plug-in. Click Finish to create the project and the plug-in skeleton.

7.When asked if you would like to switch to the Plug—in Development perspective, answer Yes.

8. Navigate to your new project and examine its contents.

The skeleton project structure includes several files and a Java package. The important files at this stage ar
the plugin.xml (manifest) file and the Java source code for your plug-in. We'll start by looking at the
implementation for a view and then examine the manifest file.
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The Hello World view

Now that we've created a project, package, and view class for our plug-in, we're ready to study some code.
Here is everything you need in your HelloWorldView. Copy the contents below into the class you created,
replacing the auto—generated content.

package com.example.helloworld;

import org.eclipse.swt.widgets.Composite;
import org.eclipse.swt.widgets.Label;
import org.eclipse.swt.SWT;

import org.eclipse.ui.part.ViewPart;

public class HelloWorldView extends ViewPart {

Label label;

public HelloWorldView() {

}

public void createPartControl(Composite parent) {
label = new Label(parent, SWT.WRAP);
label.setText("Hello World");

}

public void setFocus() {
/I set focus to my widget. For a label, this doesn't
/l make much sense, but for more complex sets of widgets
/I you would decide which one gets the focus.

}
}

The view part creates the widgets that will represent it in the createPartControl method. In this example, we
create an SWT label and set the "Hello World" text into it. This is about the simplest view that can be create
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The Hello World manifest

Before we run the new view, let's take a look at the manifest file that was generated for us:

<?xml version="1.0" encoding="UTF-8"?>
<?eclipse version="3.0"?>
<plugin
id="com.example.helloworld"
name="Helloworld Plug—in"
version="1.0.0"
provider-name="EXAMPLE"
class="com.example.helloworld.HelloworldPlugin">

<runtime>
<library name="helloworld.jar">
<export name="*"/>
</library>
</runtime>

<requires>

<import plugin="org.eclipse.ui"/>

<import plugin="org.eclipse.core.runtime"/>

<import plugin="org.eclipse.core.runtime.compatibility"/>
</requires>
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<extension
point="org.eclipse.ui.views">

<category
name="Hello Category"
id="com.example.helloworld">

</category>

<view
name="Hello View"
icon="icons/sample.gif"
category="com.example.helloworld"
class="com.example.helloworld.HelloWorldView"
id="com.example.helloworld.HelloWorldView">

</view>

</extension>

</plugin>

The information about the view that we provided when we created the plug—in project was used to generate
manifest file with the appropriate mark—up for defining our view extension. In the extension definition, we
define a category for the view, including its name and id. We then define the view itself, including its name
and id, and we associate it with the category using the id we defined for our category. We also specify the
class that implements our view, HelloWorldView.

As you can see, the manifest file wraps up all the information about our extension and how to run it into a
nice, neat package.
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Running the plug-in

We have all the pieces needed to run our new plug-in. Now we need to build the plug-in. If your Eclipse
workbench is set up to build automatically, then your new view class should have compiled as soon as you
saved the new content. If not, then select your new project and choose Project>Build Project. The class
should compile without error.

There are two ways to run a plug-in once it has been built.
1. The plug-in's manifest file and jar file can be installed in the eclipse/plugins directory. When the
workbench is restarted, it will find the new plug—in.
2.The PDE tool can be used to run another workbench from within your current workbench. This
runtime workbench is handy for testing new plug—ins immediately as you develop them from your
workbench. (For more information about how a runtime workbench works, check the PDE guide.)

For simplicity, we'll run the new plug—in from within the Eclipse workbench.

Launching the workbench

To launch a runtime workbench, choose Run>Run.... This dialog will show you all the different kinds of
ways you can launch a program. Choose Runtime workbench and accept all of the default settings. This will
cause another instance of the Eclipse workbench, the runtime workbench, to start.
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Running Hello World

So where is our new view? We can see all of the views that have been contributed by plug-ins using the
Window >Show View menu.

GG Help

a Mew Window evel...
>

Open Perspective
@] Error Log |

Customize Perspective... &5. Navigator
save Perspective As... | B= Outline Alb+3hift+Q, O

Reset Perspective .
Close Perspective [# package Explorer  Alt+Shift+Q, P

Close all Perspectives 2 Plugrins
5 )
Navigation R [_ Problems Alt+Shift+Q, X
2| Tasks
Readme File Editor 4

= | r—‘

This menu shows us what views are available for the current perspective. You can see all of the views that
contributed to the platform (regardless of perspective) by selecting Other.... This will display a list of view
categories and the views available under each category.

The workbench creates the full list of views by using the extension registry to find all the plug-ins that have
provided extensions for the org.eclipse.ui.views extension point.
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(= ant

(= Basic

(= Browser Example

(= Cheat Sheets

= CYs

(= Debug

(= Hello Category
2

(= Java

(= Java Browsing

(= PDE

(= PDE Runtime

(= Readme

(= SWT Examples

(= Team

E R S S S S

I e O = S

| QK | Cancel

There we are! The view called "Hello View" has been added to the Show View window underneath our
category "Hello Category.” The labels for our category and view were obtained from the extension point
configuration markup in the plugin.xml.

Up to this point, we still have not run our plug-in code! The declarations we made in the plugin.xml

(which can be seen by other plug-ins using the extension registry) are enough for the workbench to find out
that there is a view called "Hello View" available in the "Hello" category. It even knows what class
implements the view. But none of our code will be run until we decide to show the view.

If we choose the "Hello View" view from the Show View list, the workbench will activate our plug-in,

instantiate and initialize our view class, and show the new view in the workbench along with all of the other
views. Now our code is running.
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£ Resource - index. html - Eclipse Platform

File Edit Mavigate Search Project Run Window Help

‘ 9~ , Q - ‘ & ‘ A :;': A Y [Resource
\;‘ = N
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2| B v:h/ Y - khlﬂlelcome to my web</hil>
[+ ID‘J‘ MyServlet
= =3 MyWeb
(= images
5| .project
& index.html
EE S £ Hello View X =8
» ' Hello World
0= Outline 52 =0

An outline is not available,

There it is, our first plug-in! We'll cover more specifics about Ul classes and extension points later on.
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Identifier:

org.eclipse.ui.views

Description:

This extension point is used to define additional views for the workbench. A view is a visual component
within a workbench page. It is typically used to navigate a hierarchy of information (like the workspace), ope
an editor, or display properties for the active editor. The user can make a view visible from the View menu o
close it from the view local title bar.

In order to reduce the visual clutter in the Show View Dialog, views should be grouped using categories.

Configuration Markup:

<IELEMENT extension_(category | view | stickyView)*>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
« name — an optional name of the extension instance

<IELEMENT category EMPTY>
<IATTLIST category
id CDATA #REQUIRED
name CDATA #REQUIRED
parentCategory CDATA #IMPLIED>
« id — a unique name that will be used to identify this category
* name - a translatable name that will be used in the Ul for this category

« parentCategory — an optional path composed of category IDs separated by '/'. This attribute provides
for creating category hierarchy.

<IELEMENT view (description?)>
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<IATTLIST view

id CDATA #REQUIRED
name CDATA #REQUIRED
category CDATA #IMPLIED
class CDATA #REQUIRED
icon CDATA #IMPLIED

fastViewWidthRatio CDATA #IMPLIED
allowMultiple  (true | false) >

* id — a unique name that will be used to identify this view

* name - a translatable name that will be used in the Ul for this view

« category — an optional attribute that is composed of the category IDs separated by '/'. Each referenc
category must exist prior to being referenced in this attribute.

« class - a fully qualified name of the class that implements org.eclipse.ui.lViewPart. A
common practice is to subclass org.eclipse.ui.part.ViewPart in order to inherit the
default functionality.

* icon — a relative name of the icon that will be associated with the view.

« fastViewWidthRatio — the percentage of the width of the workbench that the view will take up as an
active fast view. This must be defined as a floating point value and lie between 0.05 and 0.95. If no
value is supplied, a default ratio will be used.

« allowMultiple — flag indicating whether this view allows multiple instances to be created using
IWorkbenchPage.showView(String id, String secondaryld). The default is false.

<IELEMENT description (#CDATA)>

an optional subelement whose body should contain text providing a short description of the view.

<IELEMENT stickyView EMPTY>
<IATTLIST stickyView

id CDATA #REQUIRED

location (RIGHT|LEFT|TOP|BOTTOM)
closeable (true | false)

moveable (true | false) >
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A sticky view is a view that will appear by default across all perspectives in a window once it is opened. Its
initial placement is governemed by the location attribute, but nothing prevents it from being moved or closed
by the user. Use of this element will only cause a placeholder for the view to be created, it will not show the
view. Please note that usage of this element should be done with great care and should only be applied to
views that truely have a need to live across perspectives. Since 3.0

id — the id of the view to be made sticky.

location — optional attribute that specifies the location of the sticky view relative to the editor area. If
absent, the view will be docked to the right of the editor area.

closeable — optional attribute that specifies wether the view should be closeable. If absent it will be
closeable.

moveable — optional attribute that specifies wether the view should be moveable. If absent it will be
moveable.

Examples:

The following is an example of the extension point:

<extension point=
"org.eclipse.ui.views"

>

<category id=
"com.xyz.views.XYZviews"
name=

"XYZz"

>

</category>

<view id=
"com.xyz.views.XYZView"
name=

"XYZ View"

category=
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"com.xyz.views.XYZviews"
class=
"com.xyz.views.XYZView"
icon=

"icons/XYZ.gif"

>

</view>

</extension>

The following is an example of a sticky view declaration:

<extension point=

"org.eclipse.ui.views"

>

<stickyView id=

"com.xyz.views.XYZView"

/>

</extension>

AP Information:

The value of the class attribute must be a fully qualified name of the class that implements

org.eclipse.ui.lViewPart. It is common practice to subclass
org.eclipse.ui.part.ViewPart when developing a new view.

Supplied Implementation:

The workbench provides a number of standard views including Navigator, Properties, Outline and Tasks.
From the user point of view, these views are no different from any other view provided by the plug-ins. All
the views can be shown from the "Show View" submenu of the "Window" menu. The position of a view is
persistent: it is saved when the view is closed and restored when the view is reopened in a single session. T
position is also persisted between workbench sessions.

Copyright (c) 2002, 2004 IBM Corporation and others.
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All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html

Beyond the basics

Hopefully you've gotten a flavor of how you can contribute code in the form of an extension, and package th
functionality into a plug—in. From here, you can start diving into more detail:

« Basic workbench extension points
* Workbench menu contributions

» Advanced workbench concepts
» Workbench wizard extension points

A complete list of extension points can be found in the Platform Extension Point Reference.
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Basic workbench extension points

The workbench defines extension points that allow plug—ins to contribute behaviors to existing views and
editors or to provide implementations for new views and editors. We are going to take a look at the
contributions to these extension points from one of the workbench sample applications, the readme tool.

The readme tool is a plug—in that provides custom editing and navigation for a specific resource , a .readme
file. The example shows many typical (but simplified) ways that extensions can be used to provide specializ
tools.

The readme tool contributes to the menus of the navigator view, adds editor related actions to the workbenc

menus and tool bar, defines a custom view and content outliner, and defines markers and marker resolution
The figure below shows some of the customized features added to the workbench by the readme tool.

Beyond the basics 90


http://www.eclipse.org/legal/cpl-v10.html

Welcome to Eclipse

Editor toolbar
actions

Action set

actions Custom editor

View action

& Resource - sample.readme - Eclipse Platform
File Edit Navigatearch Project Readme

Run Window Help

£ [ Resource

T5-Mavigator &3

122

+ b‘J MyServiet
SAMPLE README FILE

- 1= MyWeb
=~ images
=] .project 1. SECTION 1
& index.html This text is a placeholder for the sectic
Wsamplel.readme 1.1 Subhsection

This text is a placeholder for the suk
2. SECTION 2

=5 This text is a placeholder for the sectic
m a bit longer in order to sSpan two lines. ¥

1. SECTION 1 < \ >
1.1 Subsection = =
2. SECTION 2 Tasks |[w¥Readme Sections 52 =

2.1 Subsection
2.2 Subsection

\

\
Content outliner Custom view

The readme tool also contributes preference and properties pages to the workbench. Later we'll also look at
some wizard contributions_in Dialogs and wizards.

The readme tool is located in the org.eclipse.ui.examples.readmetool package. The readmetool.jar and
plugin.xml can be found in the org.eclipse.ui.examples.readmetool directory underneath the plugins
directory. To follow along, you will need to make sure that you have installed the platform examples. (See
the Examples Guide for more information.)

The_readme tool implements many different workbench extensions. We will start with one of the simplest
workbench extension points, a view. We'll continue by looking at additional readme tool extensions.
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Installing examples via the Update Manager

The Eclipse SDK examples are found on the Eclipse project update site at http://update.eclipse.org/updates
To locate and install them into a product:

1. Open the main update manager by clicking Help > Software Updates > Find and Install. This opens
the Install Wizard.

2. Select "Search for new features" and click Next.

3. In the sites to search page, add an update site by clicking on Add Update Site button: In the Add
Update Site dialog that opens, give the site the name "Eclipse.org" and URL
"http://update.eclipse.org/updates”. Note: this step is not needed if the site is already there.

4. Click Next and wait for the search results to return all the features found on that site.

5. Select the SDK Examples feature and click Next.

6. Accept the license and click Next.

7. Select the directory into which the example feature is to be installed and hit Next.

8. Click Install to allow the downloading and installing to proceed.

9. Click Yes when asked to exit and restart the workbench for the changes to take effect. The example:
are now installed in the workbench. Note: you can also click on Apply Now to dynamically install the
examples into the current configuration.

Installing examples manually

To install the examples without the Update Manager, download the appropriate Eclipse SDK Example zip fil
from the Eclipse project web site at http://www.eclipse.org/downloads.

The workbench should not be running while the examples are being installed. Extract the contents of the zi
file to the root directory of your Eclipse installation.

For example, if you installed the Eclipse Project SDK on d:\eclipse—sdk\ then extract the contents of the
examples zip file to d:\eclipse—sdk\ (the subdirectories named eclipse should line up).

Start the workbench. The workbench will report that updates have been detected; accept them. The exampl
are now installed in the workbench.

You can verify that examples have been installed by looking for File > New > Example... in the workbench
menu bar.
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Example — Readme Tool

Introduction

The Readme editor shows how to define your own extension points for use by other plugins. It also shows
how to create extensions for resource popup menu entries, new resource wizards, file editors on an extensi
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(.readme), a custom view and property pages.

Running the example

To start using this example create a file with the .readme extension using the file creation wizard or create o
using the example creation wizard. The additional view provided by this example can be seen by selecting
Window > Show View > Other and expanding the Readme section. The view action can be seen by clicking
on the readme icon on the Navigator View.

Creating a new readme file

Create a new file with file extension .readme. From the File menu, select New and then select Other... from
the sub menu. Click on Simple in the wizard, then select File in the list on the left. Click on Next to supply
the file name (make sure the extension is .readme) and the folder in which the file should be contained.
Example creation wizards

From the File menu, select New and from the sub menu select Example... Now select Example Creation
Wizards. Select Readme File. Click Next. Select the folder in which you want the file to be created. Type the
name of the file with a .readme extension. Click Finish.

Readme view extension action

In the Navigator View, select a file with extension .readme. If there isn't one create a file with that extension.
On the local toolbar of the Navigator View, you will see a button whose hover help says Run Readme View
Extension. Click on this button. A dialog will popup saying View Action executed.

Popup menus

In the Navigator View, select a file with extension .readme. If there isn't one create a file with that extension
Select the file to bring up the popup menu. Notice there is a menu item that says Show Readme Action in tt
popup menu. Choose this menu item to open a dialog that says Popup Menu Action Executed.

Preference page

From the Window menu, select Preferences. Click on the page called Readme Example. This shows an
example of a preference page.

Property page

In the Navigator View, select a file with extension .readme. If there isn't one create a file with that extension
Select the file to bring up the popup menu, then select the Properties menu item. Click on the page called
Readme Tool to see an example of a property page.

Readme file editor

The Readme File Editor is the default editor for files of type *.readme. Create a file with extension .readme
and open the file by double clicking on it, or by bringing up the popup menu, selecting Open With, then

selecting Readme File Editor from the sub menu. Notice the editor has an icon with a pencil. This is the
editor that the readme tool uses by default for files of type *.readme.
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Readme Editor Actions

This demonstrates an example of actions that are applicable only to a particular editor. When a readme file
editor has focus, notice 4 additional tool bar buttons — Run Readme Editor Extension, Readme Editor Actior
1, Readme Editor Action 2, Readme Editor Action 3.

A pull down menu named Readme appears when a readme file editor has focus. It contains the actions
previously described: Readme Editor Action 1, Readme Editor Action 2, Readme Editor Action 3.

Readme sections view

To see this Readme Sections view, from the Window menu select Show View, then select Other... from the
sub menu. Expand the Readme item and then select Readme Sections. This will show a list of the section:
the current *.readme file when a .readme file is selected in the Navigator View. You can also see the structt
of a *.readme file in the Outline view.

A file with extension .readme can be broken down into sections when each section begins with a number. F
example, if the following text were entered into the readme file editor, the readme tool would detect 2
sections. To see how sections are detected in the readme tool, type some text in the readme file editor, sav
the file by either typing CTRL-S or selecting File->Save. Open the Readme Sections view and select the
.readme file in the Navigator View.

Example text:

99.1 This is my first section
This is some text in my first section.

99.1.1 This is a sub section
This is some text in my sub-section.

Drag and Drop

The Drag and Drop functionality can be seen by selecting a section in the Outline View and dragging the
selection over top of a text file. The contents of the selection will be appended to the file.

Help contribution

The readme tool example also demonstrates how to use and implement context help on all of the extension:
supplies — a view, various actions and a wizard page. To get context help on an action, hover over the men
item, but do no select it, then hit the F1 key. You can also get context sensitive (F1) help on the Readme
Sections view and the Example Creation Wizards page (in the New wizard).

Detalls

The Readme Tool example declares one extension point and supplies a number of extensions. The extensi
supplied are quite comprehensive in understanding how the Workbench functions, as it utilizes a number of
the more interesting extension points declared by the workbench. Supplied extensions included in this
example are views and view actions, preference pages, property pages, wizards, editors and editor actions,
popup menus, action sets, help contributions, help contexts, and drop actions.
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This example also supplies an extension point declared in the plug-in.. The class IReadmeFileParser is
required for any plug—in that uses the org.eclipse.ui.examples.readmetool.sectionParser extension that this
example defines. The class DefaultSectionParser is an example implementation of IReadmeFileParser.

The class ReadmeEditor implements IEditorPart and is defined as an editor on files with the extension
.readme in the plugin.xml using the org.eclipse.ui.editors extension point. The class ReadmeSectionsView
implements IViewPart and is defined as a view using the org.eclipse.ui.views extension point. This extensiol
point also defines a category for the view for use in view selection.

Two types of preference settings are defined in this example, workbench preferences and resource properti
The workbench preference is defined in class ReadmePreferencePage which implements
IWorkbenchPreferencePage so that it will be added to the Window—>Preferences dialog. The class is define
in the extension point org.eclipse.ui.preferencePages in the plugin.xml. The two resource properties pages ¢
ReadmeFilePropertyPage and ReadmeFilePropertyPage2 both of which implement IWorkbenchPropertyPa
They are both defined to be invoked on the IFile type by the objectClass tag in the plugin.xml in the
org.eclipse.ui.propertyPages extension point.

The class ReadmeCreationWizard implements INewWizard and is defined in the org.eclipse.ui.newWizards
extension point in the plugin.xml. This extension point also defines the category that the wizard that is show
when the user selects File—>New->Example....

Several action stubs are added to this example. The action set declares a menu labeled Readme File Editor
be included in the workbench window menu bar using the extension point org.eclipse.ui.actionSets. It also
defines an action for the workbench toolbar and menu bar using the tags toolbarPath and menubarPath. It u
the class WindowActionDelegate which implements IWorkbenchWindowActionDelegate to implement the
action. The action for the popup menu is defined as an objectContribution by the class
PopupMenuActionDelegate in the extension point org.eclipse.ui.popupMenus. PopupMenuActionDelegate
implements I0bjectActionDelegate and uses the IWorkbenchPart provided to open a message dialog. The
view action ViewActionDelegate is defined in the extension point org.eclipse.ui.viewActions and implements
IViewActionDelegate. The View it appears in is defined by the tag targetlD which in this example is
org.eclipse.ui.views.ResourceNavigator. The editor action is defined by the class EditorActionDelegate whic
implements IEditorActionDelegate and is added using the org.eclipse.ui.editorActions extension point. The
editor that it is applied to is defined by the tag targetlD which in this example is defined on
org.eclipse.ui.examples.readmetool.ReadmeEditor.

The class ReadmeDropActionDelegate implements IDropDelegate. IDropDelegates are informed every time

there is a drop action performed in the workbench . The extension point for this action is
org.eclipse.ui.dropActions.

(C) Copyright IBM Corp. 2000, 2001.

Notices

(c) Copyright IBM Corp. 2000, 2001. All Rights Reserved.

Workbench menu contributions

We've seen several different extension points that contribute to various menus and toolbars in the workbenc
How do you know which one to use? The following table summarizes the various menu contributions and
their use.
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Extension point name

Datallc
T wAINnS

viewActions

Actions appear in a specific
view's local toolbar and local
pulldown menu.

Contribute an action class that implement
[ViewActionDelegate. Specify the id of the
contribution and the id of the target view t
should show the action. The label and ima
dictate the appearance of the action in the
The path specifies the location relative to
view's menu and toolbar items.

[72)

nat
ge
2 U,
the

editorActions

Actions are associated with an
editor and appear in the

workbench menu and/or tool bgaction in the Ul. Separate menu and toolb

Contribute an action class that implement
IEditorActionDelegate. Specify the id of

the contribution and the id of the target eq
that causes the action to be shown. The I
and image specify the appearance of the

paths specify the existence and location @
the contribution in the workbench menu a
toolbar.

5

itor
hbel

ar
f
nd

popupMenus

Actions appear in the popup men

of an editor or view. Actions
associated with an object type
show up in all popups of views
and editors that show the objec
type. Actions associated with a

specific popup menu appear ong{

in that popup menu.

Object contributions specify the type of
object for which the action should appear
a popup menu. The action will be shown i

all view and editor popups that contain the

object type. Provide an action class that
implements_10bjectActionDelegate.
iewer contributions specify the id of the

target popup menu in which the menu iter

| hould appear. Provide an action class th

implements _|EditorActionDelegate or
|ViewActionDelegate.

in

=

=

at

actionSets

Actions appear in the workbenc
main menus and toolbar. Action
are grouped into action sets. Al
actions in an action set will sho
up in the workbench menus andg
toolbars according to the user's
selection of action sets and the
current perspective shown in th
workbench. May be influenced
by actionSetPartAssociations
(below).

h
€ontribute an action class that implement

IWorkbenchWindowActionDelegate or

WVorkbenchWindowPulldownDelegate.
ISpecify the name and id of the action set.

Enumerate all of the actions that are defin
for that action set. For each action, separg
gnenu and toolbar paths specify the existeg
and location of the contribution in the
workbench menu and toolbar.

[72]

ed
nte
nce

actionSetPartAssociations

Actions sets are shown only wh
the specified views or editors ar

active. This is ignored if the user

has customized the current
perspective.

P§1pecify an action set by id and followed b
5ne or more parts (by id) that must be act
lin the current perspective in order to show
the action set.

ve

© Copyright IBM Corporation and others 2000, 2004.
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Advanced workbench concepts

Plugging into the workbench looks at the basic workbench extension points in the context of the readme too
example. However, there are many more extension points available for contributing to the workbench.

The next topics cover additional workbench extensions and concepts that you will likely encounter once
you've implemented your plug-in and have begun to refine its function. In order to understand the next few
topics, you should already be familiar with

« Plugging into the Workbench
* JFace Ul framework

* SWT
» Resources overview

Since the readme tool does not contribute to all of these extension points, we will look at example extension
that are implemented by the platform workbench, the platform help system, and Java tooling (JDT).

© Copyright IBM Corporation and others 2000, 2004.
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Plugging into the workbench

By now, you should be quite familiar with the operation of the workbench and how it uses views and editors
to display information. If not, read the quick tour of the workbench below.

The sections following the quick tour will look at the workbench user interface from an API perspective. We
will show how a plug—-in can contribute to the workbench UI.

Quick tour of the workbench

The workbench is the cockpit for navigating all of the function provided by plug—-ins. By using the
workbench, we can navigate resources and we can view and edit the content and properties of these resout

When you open your workbench on a set of projects, it looks something like this.

& Resource - index. html - Eclipse Platform

File Edit Mavigate Search Project Run Window Help
£~ Q- |9 FY [5Resource
&5 Mavigator &2 = O @ index.html &2 8
=R -, <hl>Welcome to my web</hl>
+ IEJ MyServlet
=1 1== MyWeb
(= images
|=| .project
& index.html
- — 21,
A Tasks X =) 5 v T O
0 items
8% outline 52 =0 | | Description Resource | In Folder
An outline is not available.
< ?

The workbench is just a frame that can present various visual parts. These parts fall into two major categorit
views and editors.

« Editors allow the user to edit something in the workbench. Editors are "document-centric," much
like a file system editor. Like file system editors, they follow an open—save—-close lifecycle. Unlike
file system editors, they are tightly integrated into the workbench.
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* Views provide information about some object that the user is working with in the workbench. Views
often change their content as the user selects different objects in the workbench. Views often suppo
editors by providing information about the content in the active editor.

Views

The workbench provides several standard views that allow the user to navigate or view something of interes
For example, the resource navigator lets the user navigate the workspace and select resources.

‘o Mavigator &3 =08

I

v

+ IEJ MyServlet
- 1=% MyWeb
[~ images
| .project
& index.html

Editors

Editors allow the user to open, edit, and save objects. The workbench provides a standard editor for text
resources.

& index.html 22 5
<hl>Welcome to my webh</hl>

Additional editors, such as Java code editors or HTML editors, can be supplied by plug-ins

© Copyright IBM Corporation and others 2000, 2004.
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JFace: Ul framework for plug-ins

We've seen that the workbench defines extension points for plug-ins to contribute Ul function to the platforn
Many of these extension points, particularly wizard extensions, are implemented using classes in the
org.eclipse.jface.* packages. What's the distinction?

JFace is a Ul toolkit that provides helper classes for developing Ul features that can be tedious to implemen
JFace operates above the level of a raw widget system. It provides classes for handling common Ul
programming tasks:

« Viewers handle the drudgery of populating, sorting, filtering, and updating widgets.

« Actions and contributions introduce semantics for defining user actions and specifying where to
make them available.

« Image and font registries provide common patterns for handling Ul resources.

« Dialogs and wizards define a framewaork for building complex interactions with the user.

JFace frees you up to focus on the implementation of your specific plug—in's function, rather than focusing o
the underlying widget system or solving problems that are common in almost any Ul application.

JFace and the workbench

Where does JFace end and the workbench begin? Sometimes the lines aren't so obvious. In general, the JF
APIs (from the packages org.eclipse.jface.*) are independent of the workbench extension points and APIs.
Conceivably, a JFace program could be written without using any workbench code at all.

The workbench makes use of JFace but attempts to reduce dependencies where possible. For example, the
workbench part model (IWorkbenchPart) is designed to be independent of JFace. We saw earlier that views
and editors can be implemented using SWT widgets directly without using any JFace classes. The workben
attempts to remain "JFace neutral" wherever possible, allowing programmers to use the parts of JFace they
find useful. In practice, the workbench uses JFace for much of its implementation and there are references t
JFace types in API definitions. (For example, the JFace interfaces for IMenuManager, IToolBarManager,
and IStatusLineManager show up as types in the workbench IActionBar methods.)

JFace and SWT

The lines between SWT and JFace are much cleaner. SWT does not depend on any JFace or platform code
all. Many of the SWT examples show how you can build a standalone application.

JFace is designed to provide common application Ul function on top of the SWT library. JFace does not try 1
"hide" SWT or replace its function. It provides classes and interfaces that handle many of the common tasks
associated with programming a dynamic Ul using SWT.

The relationship between JFace and SWT is most clearly demonstrated by looking at viewers and their
relationship to SWT widgets.

© Copyright IBM Corporation and others 2000, 2004.
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Standard Widget Toolkit

The Standard Widget Toolkit (SWT) is a widget toolkit for Java developers that provides a portable API and
tight integration with the underlying native OS GUI platform.

Many low level Ul programming tasks are handled in higher layers of the Eclipse platform. For example, the
plugin.xml markup for Ul contributions specifies menu and toolbar content without requiring any SWT
programming. Additionally, JFace viewers and actions provide implementations for the common interactions
between applications and widgets. However, knowledge of the underlying SWT architecture and design
philosophy is important for understanding how the rest of the platform works.

Portability and platform integration

A common issue in widget toolkit design is the tension between portable toolkits and platform integration.
The Java AWT (Abstract Window Toolkit) provides platform integrated widgets for lower level widgets such
as lists, texts, and buttons, but does not provide access to higher level platform components such as trees ¢
rich text. This forces application developers into a "least common denominator" situation in which they can
only use widgets that are available on all platforms.

The Swing toolkit attempts to address this problem by providing non—native implementations of high level
widgets like trees, tables, and text. This provides a great deal of functionality, but makes applications
developed in Swing stand out as being different. Platform look and feel emulation layers help the applicatior
look more like the platform, but the user interaction is different enough to be noticed. This makes it difficult
to use emulated toolkits to build applications that compete with shrink—wrapped applications developed
specifically for a particular OS platform.

SWT addresses this problem by defining a common portable API that is provided on all supported platforms
and implementing the API on each platform using native widgets wherever possible. This allows the toolkit t
immediately reflect any changes in the underlying OS GUI look and feel while maintaining a consistent
programming model on all platforms.

The "least common denominator" problem is solved by SWT in several ways:

 Features that are not available on all platforms but are generally useful for the workbench and toolin
plug-ins can be emulated on platforms that provide no native support. For example, the OSF/Motif
2.1 widget toolkit does not contain a tree widget, so SWT provides an emulated tree widget on Motif
2.1 that is APl compatible with the Windows native implementation.

 Features that are not available on all platforms but are not widely used can be omitted from SWT. Fc
example, Windows provides a widget that implements a calendar, but this is not provided in SWT.

 Features that are specific to a platform, such as ActiveX integration, are only provided on the relevar
platform. Platform specific features are separated into separate packages that clearly denote the
platform name in the package.

Consistency with the platform

Platform integration is not strictly a matter of look and feel. Tight integration includes the ability to interact
with native desktop features such as drag and drop, to integrate with OS desktop applications, and to use
components developed with OS component models like Win32 ActiveX.
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SN sWT ActiveX support is discussed in the article ActiveX Support in SWT.

Consistency is also achieved in the code itself by providing an implementation that looks familiar to the nativ
OS developer. Rather than hide OS differences in native C code or attempt to build portable and non—portal
layers in the Java implementation, SWT provides separate and distinct implementations in Java for each
platform.

One important implementation rule is that natives in C map one—to—one with calls to the OS. A Windows
programmer will immediately recognize the implementation of the SWT toolkit on Windows, because it uses
natives that directly map to the system calls used in C. None of the "platform magic" is hidden in C code. A
platform developer can eyeball the code and know exactly which platform calls are executed by the toolkit.
This greatly simplifies debugging. If a failure occurs when calling a native method, calling the platform API
with the same parameters from C code will exhibit the same failure. (A complete discussion of this issue ca

be found in SWT Implementation Strategy for Java Natives.)

© Copyright IBM Corporation and others 2000, 2004.
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Resources overview

An essential plug—in for Eclipse IDE applications is the resources plug-in (named
org.eclipse.core.resources). The resources plug-in provides services for accessing the projects, folders, an
files that a user is working with.

© Copyright IBM Corporation and others 2000, 2004.

Workbench wizard extension points

The workbench defines extension points for wizards that create new resources, import resources, or export
resources.

When you make selections in the new, import, or export menu, the workbench uses various wizard selectior
dialogs to display all the wizards that have been contributed for that particular extension point. The import
wizard dialog is shown below.

Select

Import resources from the local file system N \d

Select an import source:

¥ Checkout Projects from CYS

% Existing Ant BuildFile

[ Existing Project into Workspace
LgkExternal Features

%, External Plug-ins and Fragments
%,Team Project Set

[, zip file

I MNext = | Cancel

Your wizard takes control once it is selected in the list and the Next button is pressed. This is when your firs
page becomes visible.
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Platform Extension Points

The following extension points can be used to extend the capabilities of the platform infrastructure:
Platform runtime

« org.eclipse.core.runtime.adapters

« org.eclipse.core.runtime.applications
« org.eclipse.core.runtime.contentTypes
« org.eclipse.core.runtime.preferences

« org.eclipse.core.runtime.products

Workspace

« org.eclipse.core.resources.builders

« org.eclipse.core.resources.fileModificationValidator
« org.eclipse.core.resources.markers

« org.eclipse.core.resources.moveDeleteHook

« org.eclipse.core.resources.natures

« org.eclipse.core.resources.refreshProviders

« org.eclipse.core.resources.teamHook

Platform text

« org.eclipse.core.filebuffers.annotationModelCreation

« org.eclipse.core. filebuffers.documentCreation

« org.eclipse.core.filebuffers.documentSetup

« org.eclipse.ui.editors.annotationTypes

« org.eclipse.ui.editors.documentProviders

« org.eclipse.ui.editors.markerAnnotationSpecification

« org.eclipse.ui.editors.markerUpdaters

« org.eclipse.ui.editors.templates

« org.eclipse.ui.workbench.texteditor.quickDiffReferenceProvider

Workbench

« org.eclipse.ui.acceleratorConfigurations

« org.eclipse.ui.acceleratorScopes

« org.eclipse.ui.acceleratorSets

« org.eclipse.ui.actionDefinitions

« org.eclipse.ui.actionSetPartAssociations

« org.eclipse.ui.actionSets

« org.eclipse.ui.activities

« org.eclipse.ui.cheatsheets.cheatSheetContent
« org.eclipse.ui.cheatsheets.cheatSheetltemExtension
* org.eclipse.ui.commands

* org.eclipse.ui.contexts

« org.eclipse.ui.decorators

« org.eclipse.ui.dropActions
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« org.eclipse.ui.editorActions

« org.eclipse.ui.editors

« org.eclipse.ui.elementFactories

« org.eclipse.ui.exportWizards

« org.eclipse.ui.fontDefinitions

« org.eclipse.ui.helpSupport

« org.eclipse.ui.ide.markerHelp

« org.eclipse.ui.ide.markerlmageProviders
« org.eclipse.ui.ide.markerResolution

« org.eclipse.ui.ide.projectNaturelmages
« org.eclipse.ui.ide.resourceFilters

« org.eclipse.ui.importWizards

* org.eclipse.ui.intro

« org.eclipse.ui.intro.config

« org.eclipse.ui.intro.configExtension

« org.eclipse.ui.newWizards

« org.eclipse.ui.perspectiveExtensions

« org.eclipse.ui.perspectives

* org.eclipse.ui.popupMenus

« org.eclipse.ui.preferencePages

« org.eclipse.ui.presentationFactories

« org.eclipse.ui.propertyPages

« org.eclipse.ui.startup

« org.eclipse.ui.systemSummarySections
« org.eclipse.ui.themes

« org.eclipse.ui.viewActions

« org.eclipse.ui.views

« org.eclipse.ui.workingSets

Team

« org.eclipse.team.core. fileTypes

« org.eclipse.team.core.ignore

« org.eclipse.team.core.projectSets

« org.eclipse.team.core.repository

« org.eclipse.team.ui.configurationWizards

« org.eclipse.team.ui.synchronizePatrticipants
« org.eclipse.team.ui.synchronizeWizards

Debug

« org.eclipse.debug.core.breakpoints

« org.eclipse.debug.core.launchConfigurationComparators
« org.eclipse.debug.core.launchConfigurationTypes

« org.eclipse.debug.core.launchDelegates

« org.eclipse.debug.core.launchers

« org.eclipse.debug.core.launchMaodes

« org.eclipse.debug.core.logicalStructureTypes

« org.eclipse.debug.core.processFactories

« org.eclipse.debug.core.sourceContainerTypes
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« org.eclipse.debug.core.sourcel.ocators

« org.eclipse.debug.core.sourcePathComputers

« org.eclipse.debug.core.statusHandlers

« org.eclipse.debug.core.watchExpressionDelegates
« org.eclipse.debug.ui.consoleColorProviders

« org.eclipse.debug.ui.consoleLineTrackers

« org.eclipse.debug.ui.contextViewBindings

« org.eclipse.debug.ui.debugModelContextBindings

« org.eclipse.debug.ui.debugModelPresentations

« org.eclipse.debug.ui.launchConfigurationTabGroups
« org.eclipse.debug.ui.launchConfigurationTypelmages
« org.eclipse.debug.ui.launchGroups

« org.eclipse.debug.ui.launchShortcuts

« org.eclipse.debug.ui.sourceContainerPresentations
« org.eclipse.debug.ui.stringVariablePresentations

Help

« org.eclipse.help.contentProducer

« org.eclipse.help.contexts

« org.eclipse.help.toc

« org.eclipse.help.base.browser

« org.eclipse.help.base.luceneAnalyzer

Other

« org.eclipse.ant.core.antProperties

« org.eclipse.ant.core.antTasks

« org.eclipse.ant.core.antTypes

« org.eclipse.ant.core.extraClasspathEntries

« org.eclipse.compare.contentMergeViewers
« org.eclipse.compare.contentViewers

« org.eclipse.compare.streamMergers

« org.eclipse.compare.structureCreators

« org.eclipse.compare.structureMergeViewers
« org.eclipse.core.expressions.propertyTesters
« org.eclipse.core.variables.dynamicVariables
« org.eclipse.core.variables.valueVariables

« org.eclipse.search.searchPages

« org.eclipse.search.searchResultSorters

« org.eclipse.search.searchResultViewPages

« org.eclipse.ui.externaltools.configurationDuplicationMaps

« org.eclipse.update.core.featureTypes
» org.eclipse.update.core.installHandlers
« org.eclipse.update.core.siteTypes

© Copyright IBM Corporation and others 2000, 2004.
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Adapters

Identifier:

org.eclipse.core.runtime.adapters

Since:

3.0

Description:
The adapters extension point allows plug—ins to declaratively register adapter factories. This information is
used to by the runtime XML expression language to determine existence of adapters without causing plug-i

to be loaded. Registration of adapter factories via extension point eliminates the need to manually register
adapter factories when a plug-in starts up.

Configuration Markup:

<IELEMENT extension_(factory+)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT factory (adapter+)>
<IATTLIST factory
adaptableType CDATA #REQUIRED
class CDATA #REQUIRED>
 adaptableType — The fully qualified name of a class (typically implementing |IAdaptable) that this
factory provides adapters for.

« class — The fully qualified hame of the adapter factory class. Must implement
org.eclipse.core.runtime.lAdapterFactory.

<IELEMENT adapter EMPTY>
<IATTLIST adapter

type CDATA #REQUIRED>
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« type — The fully qualified name of a Java class or interface that this factory can adapt to.

Examples:

Following is an example of an adapter declaration. This example declares that this plug—in will provide an
adapter factory that will adapt objects of type IFile to objects of type MyFile.

<extension point=
"org.eclipse.core.runtime.adapters"
>

<factory class=
"com.xyz.MyFileAdapterFactory"
adaptableType=
"org.eclipse.core.resources.|File"
>

<adapter type=

"com.xyz.MyFile"

/>

</factory>

</extension>

API Information:

Adapter factories registered using this extension point can be queried using the method
IAdapterManager.hasAdapter, or retrieved using one of the getAdapter methods on

IAdapterFactory. An adapter factory registered with this extension point does not need to be registered
at runtime using IAdapterFactory.registerAdapters.

Supplied Implementation:

Several plug-ins in the platform provide adapters for a number of different IAdaptable objects.

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
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Common Public License v1.0 which accompanies this distribution, and is available at
http://www.eclipse.org/legal/cpl-v10.html
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Applications

Identifier:

org.eclipse.core.runtime.applications

Description:

Platform runtime supports plug-ins which would like to declare main entry points. That is, programs which
would like to run using the platform runtime but yet control all aspects of execution can declare themselves
an application. Declared applications can be run directly from the main platform launcher by specifying the
—application argument where the parameter is the id of an extension supplied to the applications extension

point described here. This application is instantiated and run by the platform. Platform clients can also use tl
platform to lookup and run multiple applications.

Configuration Markup:

<IELEMENT extension_(application)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #REQUIRED

name CDATA #IMPLIED>

<IELEMENT application (run?)>

<IELEMENT run (parameter*)>
<IATTLIST run
class CDATA #REQUIRED>

« class - the fully—qualified name of a class which implements
org.eclipse.core.runtime.lPlatformRunnable.

<IELEMENT parameter EMPTY>
<IATTLIST parameter

name CDATA #REQUIRED
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value CDATA #REQUIRED>

* name - the name of this parameter made available to instances of the specified application class
« value - the value of this parameter made available to instances of the specified application class

Examples:

Following is an example of an application declaration:

<extension id=
"coolApplication”

point=
"org.eclipse.core.runtime.applications"
>

<application>

<run class=
"com.xyz.applications.Cool"
>

<parameter name=
"optimize"

value=

"true”

/>

</run>

</application>

</extension>
API Information:
The value of the class attribute must represent an implementor of

org.eclipse.core.runtime.lPlatformRunnable.
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Supplied Implementation:

The platform supplies a number of applications including the platform workbench itself.

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Content Types

Identifier:

org.eclipse.core.runtime.contentTypes

Since:

3.0

Description:

The content types extension point allows plug—-ins to contribute to the platform content type catalog. There ¢
two forms of contributions: content types and file associations.

« a content type represents a file format and its naming conventions. Content types can be defined fro
scratch, or can inherit from existing ones, specializing them

« a file association extends an existing content type by associating new file names and/or extensions t
it

Configuration Markup:

<IELEMENT extension_(content-type* , file—association*)>

<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT content-type_(describer?)>
<IATTLIST content-type

id CDATA #REQUIRED
base-type CDATA #IMPLIED

name CDATA #REQUIRED
file—extensions CDATA #IMPLIED

file—names CDATA #IMPLIED
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priority (low|normal|high) "normal"
default-charset CDATA #IMPLIED>

« id - the identifier for this content type (simple id token, unique for content types within the extension
namespace). The token cannot contain dot (.) or whitespace

» base-type - the fully qualified identifier of this content type's base type. This content type will
inherit its base type's file associations, content describer and default charset, unless they are redefin

* name - the human-readable name of this content type

« file—extensions — a comma-separated list of file extensions to be associated with this content type

« file—-names — a comma-separated list of file names to be associated with this content type

« priority — the priority for this content type. Priorities are used to solve conflicts (when two content
types are associated to the same file name/extension)

« default-charset - the default charset for this content type, or an empty string, if this content type
should not have a default charset even if the parent has one

<IELEMENT describer (parameter*)>
<IATTLIST describer
class CDATA #REQUIRED>
« class - the fully qualified name of a class that implements
org.eclipse.core.runtime.content.IContentDescriber or

org.eclipse.core.runtime.content.I TextContentDescriber, or an empty string,
if this content type should not have a describer even if the parent has one

<IELEMENT file-association EMPTY>
<IATTLIST file—association
content-type CDATA #REQUIRED
fle-names  CDATA #IMPLIED
file—extensions CDATA #IMPLIED>
« content-type - the fully qualified identifier for the content type this file association contributes to

« file—-names — a comma-separated list of file names to be associated with the target content type
« file—extensions — a comma-separated list of file extensions to be associated with the target content

type

<IELEMENT parameter EMPTY>
<IATTLIST parameter
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name CDATA #REQUIRED
value CDATA #REQUIRED>

* name - the name of this parameter made available to instances of the specified application class
« value - the value of this parameter made available to instances of the specified application class

Examples:

Following is an example of a XML-based content type declaration using the
XMLRootElementContentDescriber (a built—in describer):

<extension point=
"org.eclipse.core.runtime.contentTypes"
>

<content-type id=

"ABC"

base-type=

"org.eclipse.core.runtime.xml

file—extensions=

a,b,c
>
<describer class=

"org.eclipse.core.runtime.content. XMLRootElementContentDescriber"
>

<param name=

"element”

value=

abc

/>
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</describer>
</content-type>
</extension>

Here is an example of a simple text-based content type that has a specific file extension:

<extension point=
"org.eclipse.core.runtime.contentTypes"
>

<content-type id=

"MyText"

base-type=
"org.eclipse.core.runtime.text"
file—extensions=

"mytxt"

/>

</extension>

In a case like the example above, when we are just trying to associate new file names/extensions to an exis
content type, to contribute a file association is usually the best thing to do:

<extension point=
"org.eclipse.core.runtime.contentTypes"
>

<file—association content-type=
"org.eclipse.core.runtime.text"
file—extensions=

"mtht"

Content Types 117



Welcome to Eclipse

/>
</extension>
API Information:

The value of the class attribute in the describer element must represent an implementor of
org.eclipse.core.runtime.content.IContentDescriber or
org.eclipse.core.runtime.content.ITextContentDescriber.

Supplied Implementation:
The org.eclipse.core.runtime plug-in provides the following content types:

« org.eclipse.core.runtime.text
« org.eclipse.core.runtime.xml

Other plug-ins in the platform contribute other content types.
Also, the org.eclipse.core.runtime plug—in provides ready—to—use implementations of content describers:

« org.eclipse.core.runtime.content. XMLRootElementContentDescriber
« org.eclipse.core.runtime.content.BinarySignatureDescriber

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Preferences

Identifier:
org.eclipse.core.runtime.preferences
Since:

3.0

Description:

The preferences extension point allows plug-ins to add new preference scopes to the Eclipse preference
mechanism as well as specify the class to run to initialize default preference values at runtime.

Configuration Markup:

<IELEMENT extension_(scope?* , initializer*)>

<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT scope EMPTY>
<IATTLIST scope

name CDATA #REQUIRED
class CDATA #REQUIRED>

Element describing a client's definiton of a new preference scope.

* name - The name of the scope.
« class — The name of the class.

<IELEMENT initializer EMPTY>
<IATTLIST initializer

class CDATA #REQUIRED>
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Element which defines the class to use for runtime preference initialization.

 class — The name of the class.

Examples:
Following is an example of a preference scope declaration. This example declares that this plug-in will
provide a preference implementation for the scope "foo". It also declares that when the default values are

loaded for this plug-in, the class "MyPreferencelnitializer" contains code to be run to initialize preference
default values at runtime.

<extension point=
"org.eclipse.core.runtime.preferences”

>

<scope name=
"foo"

class=

"com.example.FooPrefs"

/>

<initializer class=
"com.example.MyPreferencelnitializer"

/>

</extension>

API Information:

The preference service (obtained by calling

org.eclipse.core.runtime.Platform.getPreferencesService()) is the hook into the
Eclipse preference mechanism.

Supplied Implementation:

The org.eclipse.core.runtime plug-in provides preference implementations for the "configuration”, "instance'
and "default" scopes. The org.eclipse.core.resources plug—in provides an implementation for "project"

preferences.
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Copyright (c) 2004 IBM Corporation and others.
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Products

Identifier:

org.eclipse.core.runtime.products

Since:

3.0

Description:

Products are the Eclipse unit of branding. Product extensions are supplied by plug-ins wishing to define one
or more products. There must be one product per extension as the extension id is used in processing and
identifying the product.

There are two possible forms of product extension, static and dynamic. Static product extensions directly

contain all relevant information about the product. Dynamic product extensions identify a class (an
IProductProvider) which is capable of defining one or more products when queried.

Configuration Markup:

<IELEMENT extension ((product | provider))>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT product (property*)>
<IATTLIST product
application CDATA #REQUIRED
name CDATA #REQUIRED
description CDATA #IMPLIED>
« application - the default application to run when running this product

* name - the human-readable name of this product
« description — the human-readable description of this product

<IELEMENT property EMPTY>
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<IATTLIST property
name CDATA #REQUIRED
value CDATA #REQUIRED>

« name - the key under which this property is stored
« value — the value of this property

<IELEMENT provider (run)>

details of a product provider

<IELEMENT run EMPTY>
<IATTLIST run
class CDATA #REQUIRED>

« class - the fully—qualified name of a class which implements
org.eclipse.core.runtime.lProductProvider.

Examples:

Following is an example of static product declaration:

<extension id=

"coolProduct”

point=
"org.eclipse.core.runtime.products”
>

<product name=

"%coolName"

application=

Products
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"coolApplication”
description=
"%coolDescription"
>

<property name=
"windowlmage"
value=
"window.gif"

/>

<property name=
"aboutimage"
value=
"image.gif"

/>

<property name=
"aboutText"
value=
"%aboutText"

/>

<property name=
"appName"
value=
"CoolApp"

/>

<property name=
"welcomePage"
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value=
"$ni$/welcome.xml"

/>

<property name=
"preferenceCustomization”
value=
"plugin_customization.ini"
/>

</product>

</extension>

The following is an example of a dynamic product (product provider) declaration: Following is an example of
an application declaration:

<extension id=

"coolProvider"

point=
"org.eclipse.core.runtime.products”
>

<provider>

<run class=
"com.example.productProvider"

/>

</provider>

</extension>

API Information:

Static product extensions provided here are represented at runtime by instances of IProduct. Dynamic
product extensions must identify an implementor of IProductProvider. See
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org.eclipse.ui.branding.IProductConstants for details of the branding related product
properties defined by the Eclipse Ul.

Supplied Implementation:

No implementations of IProductProvider are supplied.

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html

Products 126


http://www.eclipse.org/legal/cpl-v10.html

Incremental Project Builders

Identifier:
org.eclipse.core.resources.builders
Description:

The workspace supports the notion of an incremental project builder (or "builder" for short"). The job of a
builder is to process a set of resource changes (supplied as a resource delta). For example, a Java builder
would recompile changed Java files and produce new class files.

Builders are confgured on a per—project basis and run automatically when resources within their project are
changed. As such, builders should be fast and scale with respect to the amount of change rather than the
number of resources in the project. This typically implies that builders are able to incrementally update their
"built state”.

The builders extension—point allows builder writers to register their builder implementation under a symbolic
name that is then used from within the workspace to find and run builders. The symbolic name is the id of th

builder extension. When defining a builder extension, users are encouraged to include a human-readable
value for the "name" attribute which identifies their builder and potentially may be presented to users.

Configuration Markup:

<IELEMENT extension_(builder)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT builder (run?)>
<IATTLIST builder
hasNature (true | false) >
« hasNature — "true" or "false" indicating whether the builder is owned by a project nature. If

"true" and no corresponding nature is found, this builder will not run but will remain in the project's
build spec. If the attribute is not specified, it is assumed to be "false".
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<IELEMENT run (parameter*)>
<IATTLIST run
class CDATA #REQUIRED>

« class - the fully—qualified name of a subclass of
org.eclipse.core.resources.IncrementalProjectBuilder.

<IELEMENT parameter EMPTY>
<IATTLIST parameter
name CDATA #REQUIRED
value CDATA #REQUIRED>
* name - the name of this parameter made available to instances of the specified builder class

« value — an arbitrary value associated with the given name and made available to instances of the
specified builder class

Examples:

Following is an example of a builder configuration:

<extension id=

"coolbuilder"

name=

"Cool Builder"

point=
"org.eclipse.core.resources.builders"
>

<builder hasNature=

"false"

>
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<run class=
"com.xyz.builders.Cool"
>

<parameter name=
"optimize"

value=

"true"

/>

<parameter name=
"comment"

value=

"Produced by the Cool Builder"
/>

</run>

</builder>
</extension>

If this extension was defined in a plug—in with id "com.xyz.coolplugin", the fully qualified name of this
builder would be "com.xyz.coolplugin.coolbuilder".

API Information:

The value of the class attribute must represent a subclass of
org.eclipse.core.resources.IncrementalProjectBuilder.

Supplied Implementation:

The platform itself does not have any predefined builders. Particular product installs may include builders as
required.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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File Modification Validator

Identifier:

org.eclipse.core.resources.fileModificationValidator

Description:

For providing an implementation of an IFileModificationValidator to be used in the validate—edit and

validate—save mechanism. This extension point tolerates at most one extension.

Configuration Markup:

<IELEMENT extension_(fileMaodificationValidator?)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT fileModificationValidator EMPTY>
<IATTLIST fileModificationValidator
class CDATA #REQUIRED>

« class - a fully qualified name of a class which implements
org.eclipse.core.resources.|FileMaodificationValidator.

Examples:

The following is an example of using the fileModificationValidator extension point:

<extension point=
"org.eclipse.core.resources.fileModificationValidator"

>

File Modification Validator
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<fileModificationValidator class=
"org.eclipse.vcm.internal.VCMFileModificationValidator"

/>
</extension>
AP Information:

The value of the class attribute must represent an implementation of
org.eclipse.core.resources.|FileMaodificationValidator.

Supplied Implementation:

The Team component will generally provide the implementation of the file modification validator. The
extension point should be used by any other clients.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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Resource Markers

Identifier:

org.eclipse.core.resources.markers

Description:

The workspace supports the notion of markers on arbitrary resources. A marker is a kind of metadata (similc
to properties) which can be used to tag resources with user information. Markers are optionally persisted by
the workspace whenever a workspace save or snapshot is done.

Users can define and query for markers of a given type. Marker types are defined in a hierarchy which supp
multiple—inheritance. Marker type definitions also specify a number attributes which must or may be present
on a marker of that type as well as whether or not markers of that type should be persisted.

The markers extension—point allows marker writers to register their marker types under a symbolic hame th:
is then used from within the workspace to create and query markers. The symbolic name is the id of the
marker extension. When defining a marker extension, users are encouraged to include a human-readable
value for the "name" attribute which indentifies their marker and potentially may be presented to users.

Configuration Markup:

<IELEMENT extension_(super* , persistent? , attribute*)>

<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT super EMPTY>
<IATTLIST super
type CDATA #REQUIRED>

« type - the fully—qualified id of a marker super type (i.e., a marker type defined by another marker
extension)

<IELEMENT persistent EMPTY>
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<IATTLIST persistent
value (true | false) >

« value — "true" or "false" indicating whether or not markers of this type should be persisted by the
workspace. If the persistent characteristic is not specified, the marker type is not persisted.

<IELEMENT attribute EMPTY>
<IATTLIST attribute
name CDATA #REQUIRED>

* name - the name of an attribute which may be present on markers of this type

Examples:

Following is an example of a marker configuration:

<extension id=

"com.xyz.coolMarker"

point=
"org.eclipse.core.resources.markers"
name=

"Cool Marker"

>

<persistent value=

"true"

/>

<super type=
"org.eclipse.core.resources.problemmarker"

/>
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<super type=
"org.eclipse.core.resources.textmarker"
/>
<attribute name=
"owner"
/>
</extension>
API Information:

All markers, regardless of their type, are instances of org.eclipse.core.resources.IMarker.

Supplied Implementation:

The platform itself has a number of pre—defined marker types. Particular product installs may include
additional markers as required.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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Auto-refresh providers

Identifier:

org.eclipse.core.resources.refreshProviders

Since:

3.0

Description:
The workspace supports a mode where changes that occur in the file system are automatically detected anc
reconciled with the workspace in memory. By default, this is accomplished by creating a monitor that polls

the file system and periodically searching for changes. The monitor factories extension point allows clients t
create more efficient monitors, typically by hooking into some native file system facility for change callbacks

Configuration Markup:

<IELEMENT extension _(refreshProviders)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT refreshProvider EMPTY>
<IATTLIST refreshProvider
name CDATA #REQUIRED
class CDATA #REQUIRED>
* name — A human-readable name for the monitor factory

« class — The fully qualified hame of a class implementing
org.eclipse.core.resources.refresh.RefreshProvider.

Examples:

Following is an example of an adapter declaration. This example declares that this plug—in will provide an
adapter factory that will adapt objects of type IFile to objects of type MyFile.
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<extension id=

"coolProvider"

point=
"org.eclipse.core.resources.refreshProviders"
>

<refreshProvider name=

"Cool Refresh Provider"

class=
"com.xyz.CoolRefreshProvider"
>

</refreshProvider>

</extension>

API Information:

Refresh provider implementations must subclass the abstract type RefreshProvider in the
org.eclipse.core.resources.refresh package. Refresh requests and failures should be forward
to the provide IRefreshResult. Clients must also provide an implementation of IRefreshMonitor
through which the workspace can request that refresh monitors be uninstalled.

Supplied Implementation:

The org.eclipse.core.resources.win32 fragment provides a native refresh monitor that uses
win32 file system notification callbacks. The workspace also supplies a default naive polling—based monitor
that can be used for file systems that do not have native refresh callbacks available.

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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Annotation Model Creation

Identifier:

org.eclipse.core.filebuffers.annotationModelCreation

Since:

3.0

Description:
This extension point is used to customize the annotation model creation behavior of this plug-in's default te:
file buffer manager. It allows to specify which annotation model factory should be used in order to create the

annotation model instance of a text file buffer created for a certain file content type, file extension, or file
name.

Configuration Markup:

<IELEMENT extension_(factory)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT factory EMPTY>

<IATTLIST factory

class CDATA #REQUIRED

extensions CDATA #IMPLIED

fleNames CDATA #IMPLIED

contentTypeld CDATA #IMPLIED>

The specification of a annotation model factory. In order to find a factory for a given file the attributes of eacl
factory specification are consulted in the following sequence: contentTypeld, fileNames, extensions. If

multiple, equally specific factory specifications are found for a given file it is not specified which factory is
used.
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« class — The fully qualified hame of the factory implementation class. This class must implement the
org.eclipse.core.filebuffers.lAnnotationModelFactory interface.

 extensions — A comma separated list of file extensions for which this factory should be used.

« fileNames — A comma separated list of file names for which this factory should be used.

« contentTypeld — The id of a content type as defined by the org.eclipse.core.runtime.contentTypes
extension point for which this factory should be used.

Examples:

<extension point=
"org.eclipse.core.filebuffers.annotationModelCreation”

>

<factory extensions=

Xzy
class=
"org.eclipse.ui.texteditor.ResourceMarkerAnnotationModelFactory"
>

</factory>

</extension>

API Information:

Annotation model factories have to implement org.eclipse.core.filebuffers.|AnnotationModelFactory.

Copyright (c) 2001, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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Document Creation

Identifier:

org.eclipse.core.filebuffers.documentCreation

Since:

3.0

Description:
This extension point is used to customize the document creation behavior of this plug—in's default text file

buffer manager. It allows to specify which document factory should be used in order to create the document
instance of a text file buffer created for a certain file content type, file extension, or file name.

Configuration Markup:

<IELEMENT extension_(factory)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT factory EMPTY>

<IATTLIST factory

class CDATA #REQUIRED

extensions CDATA #IMPLIED

fleNames CDATA #IMPLIED

contentTypeld CDATA #IMPLIED>

The specification of a document factory. In order to find a factory for a given file the attributes of each factor

specification are consulted in the following sequence: contentTypeld, fleNames, extensions. If multiple,
equally specific factory specifications are found for a given file it is not specified which factory is used.

« class — The fully qualified hame of the factory implementation class. This class must implement the
org.eclipse.core.filebuffers.IDocumentFactory interface.
 extensions — A comma separated list of file extensions for which this factory should be used.
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« fileNames — A comma separated list of file names for which this factory should be used.
« contentTypeld — The id of a content type as defined by the org.eclipse.core.runtime.contentTypes
extension point for which this factory should be used.

Examples:

<extension id=
"org.eclipse.jdt.debug.ui.SnippetDocumentFactory"
name=

"%snippetDocumentFactory.name”

point=
"org.eclipse.core.filebuffers.documentCreation"

>

<factory extensions=

"jpage”

class=
"org.eclipse.jdt.internal.debug.ui.snippeteditor.SnippetDocumentFactory"
>

</factory>

</extension>

API Information:

Document factories have to implement org.eclipse.core.filebuffers.IDocumentFactory.

Copyright (c) 2001, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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Document Setup

Identifier:

org.eclipse.core.filebuffers.documentSetup

Since:

3.0

Description:
This extension point is used to customize the initialization process of a document for a text file buffer
manager by this plug-in's default text file buffer manager. It allows to specify which document setup

participant should be involved in the initialization process for a text file buffer created for a certain file
content type, file extension, or file name.

Configuration Markup:

<IELEMENT extension_(participant)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT participant EMPTY>

<IATTLIST participant

class CDATA #REQUIRED

extensions CDATA #IMPLIED

fleNames CDATA #IMPLIED

contentTypeld CDATA #IMPLIED>

The specification of a document setup participant. In order find all participants for a given file the attributes ¢

each participant specification are consulted in the following sequence: contentTypeld, fileNames, extension:
If multiple participants are found, the sequence in which they are called is not specified.

« class — The fully qualified hame of the participant implementation class. This class must implement
the org.eclipse.core.filebuffers.IDocumentSetupParticipant interface.
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 extensions — A comma separated list of file extensions for which this participant should be used.

« fileNames — A comma separated list of file names for which this participant should be used.

« contentTypeld — The id of a content type as defined by the org.eclipse.core.runtime.contentTypes
extension point for which this participant should be used.

Examples:

<extension id=
"JavaDocumentSetupParticipant"

name=

"%javaDocumentSetupParticipant”

point=
"org.eclipse.core.filebuffers.documentSetup”
>

<participant extensions=

"java"

class=
"org.eclipse.jdt.internal.ui.javaeditor.JavaDocumentSetupParticipant"
>

</participant>

</extension>

API Information:

Document setup participants have to implement org.eclipse.core.filebuffers.IDocumentSetupParticipant.

Copyright (c) 2001, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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Annotation Types

Identifier:

org.eclipse.ui.editors.annotationTypes

Since:

3.0

Description:

An Annotation is a piece of information attached to a certain region of a text document. New kinds of
annotations may be defined using this extension point. Annotations are attached to documents via their
annotation model and may be displayed in text editors and views. Annotation types form a hierarchy: an
annotation type may refine another type by specifying it in its super attribute. Some annotations serve as the
Ul counterpart of markers (see org.eclipse.core.resources.IMarker), while others exist on their

own without having a persistable form. The mapping between markers and annotation types is defined by th
optional markerType attribute.

Configuration Markup:

<IELEMENT extension_(type)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT type EMPTY>
<IATTLIST type

name CDATA #REQUIRED
markerType CDATA #IMPLIED
super CDATA #IMPLIED
markerSeverity (0|1]2) >

A marker type definition.

« name — The unigue name of this annotation type.
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» markerType — The marker type that this annotation type corresponds to, if any.
 super — The name of the parent type, if this type is a descendant of another annotation type.
» markerSeverity — The severity of this annotation type, used for ordering. Any out of 1, 2, 3.

Examples:

This is an excerpt from the plugin.xml for JDT Ul, which adds the java compiler error and warning
annotations:

<extension point=
"org.eclipse.ui.editors.annotationTypes"

>

<type name=

"org.eclipse.jdt.ui.error"

super=
"org.eclipse.ui.workbench.texteditor.error"
markerType=
"org.eclipse.jdt.core.problem"”
markerSeverity=

no

>

</type>

<type name=

"org.eclipse.jdt.ui.warning"

super=
"org.eclipse.ui.workbench.texteditor.warning"

markerType=

"org.eclipse.jdt.core.problem"
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markerSeverity=

np

>

</type>

<type name=
"org.eclipse.jdt.ui.info"
super=
"org.eclipse.ui.workbench.texteditor.info"
markerType=
"org.eclipse.jdt.core.problem"
markerSeverity=

"o

>

</type>

</extension>

API Information:

See the org.eclipse.jface.text.source.Annotation class and the
org.eclipse.ui.editors.markerAnnotationSpecification extension point.

Copyright (c) 2001, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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Document Providers

Identifier:

org.eclipse.ui.editors.documentProviders

Since:

3.0 (originally named org.eclipse.ui.documentProviders)

Description:
This extension point is used to define mappings between file types and document providers or between type
of editor inputs and document providers that can be used by editors. Document providers must implement tt

interface org.eclipse.ui.texteditor.IDocumentProvider. Editor inputs must be instance of
org.eclipse.ui.lEditorinput.

Configuration Markup:

<IELEMENT extension _(provider*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT provider EMPTY>
<IATTLIST provider
extensions CDATA #IMPLIED
inputTypes CDATA #IMPLIED
class CDATA #REQUIRED
id CDATA #REQUIRED>
 extensions — a comma separated list of file extensions
* inputTypes — a comma separated list of qualified editor input class names

« class - the qualified name of the document provider class
* id - the unique id of this provider
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Examples:

<extension point=

"org.eclipse.ui.editors.documentProviders

>

<provider extensions=

Jjav
class=

"org.eclipse.ui.examples.javaeditor.JavaDocumentProvider"

id=

"org.eclipse.ui.examples.javaeditor.JavaDocumentProvider"

>

</provider>

</extension>

This example registers org.eclipse.ui.examples.javaeditor.JavaDocumentProvider as
the default provider for files with the extension ".jav".

<extension point=

"org.eclipse.ui.editors.documentProviders"

>

<provider inputTypes=

"org.eclipse.ui.IStorageEditorinput”

class=

"org.eclipse.ui.editors.text.FileDocumentProvider"

id=

"org.eclipse.ui.editors.text.FileDocumentProvider"

Document Providers
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>
</provider>
</extension>

This example registers org.eclipse.ui.editors.text.FileDocumentProvider as the default
provider for all editor inputs that are instance of org.eclipse.ui.IStorageEditorinput.

API Information:

Document providers registered for a file extension have precedence over those registered for input types.
Document providers must implement the interface

org.eclipse.ui.texteditor.IDocumentProvider. Editor inputs must be instance of

org.eclipse.ui.lEditorinput.

Copyright (c) 2001, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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Marker Annotation Specification

Identifier:

org.eclipse.ui.editors.markerAnnotationSpecification

Since:

3.0 (originally named org.eclipse.ui.workbench.texteditor.markerAnnotationSpecification)

Description:
This extension point is used to define presentation properties of markers. Extensions provided for this
extension point can be accessed using
org.eclipse.ui.texteditor.MarkerAnnotationPreferences. Use
org.eclipse.ui.texteditor.AnnotationPreferencelLookup to get the annotation preference
for a given annotation.
Note that an extension will only be returned from
MarkerAnnotationPreferences.getAnnotationPreferences (and thus included in the
preference pages) if it contains the following four attributes in addition to the required annotationType:
« colorPreferenceKey
* colorPreferenceValue
« overviewRulerPreferenceKey
« textPreferenceKey

Annotation preference types that extend another annotation preference are allowed to overwrite attributes
already defined in a parent preference specification, but these will not be accessible from the preference pa

Configuration Markup:

<IELEMENT extension_(specification)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT specification EMPTY>
<IATTLIST specification
annotationType CDATA #REQUIRED

colorPreferenceKey CDATA #IMPLIED
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overviewRulerPreferenceKey CDATA #IMPLIED
verticalRulerPreferenceKey CDATA #IMPLIED
textPreferenceKey CDATA #IMPLIED
label CDATA #IMPLIED
highlightPreferenceKey CDATA #IMPLIED
colorPreferenceValue CDATA #IMPLIED
presentationLayer CDATA #IMPLIED
overviewRulerPreferenceValue (true | false)
verticalRulerPreferenceValue (true | false)
textPreferenceValue (true | false)
highlightPreferenceValue (true | false)
contributesToHeader (true | false)

showInNextPrevDropdownToolbarActionKey CDATA #IMPLIED
showInNextPrevDropdownToolbarAction (true | false)
isGoToNextNavigationTargetKey CDATA #IMPLIED
isGoToNextNavigationTarget (true | false)

isGoToPreviousNavigationTargetkey =~ CDATA #IMPLIED

isGoToPreviousNavigationTarget (true | false)

icon CDATA #IMPLIED

symboliclcon (error|warning|info|task|bookmark)
annotationimageProvider CDATA #IMPLIED

textStylePreferenceKey CDATA #IMPLIED

textStylePreferenceValue (SQUIGGLIES|BOX|UNDERLINE|IBEAM|NONE)
includeOnPreferencePage (true | false) "true">

 annotationType — The annotation type.
« colorPreferenceKey — The color preference key must be provided, otherwise this annotation type
will not be included in the List returned from
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MarkerAnnotationPreferences.getAnnotationPreferences() and thus not show in the preferences.

« overviewRulerPreferenceKey — The overview ruler preference key must be provided, otherwise this
annotation type will not be included in the List returned from
MarkerAnnotationPreferences.getAnnotationPreferences() and thus not show in the preferences.

« verticalRulerPreferenceKey — The preference key for the show in vertical ruler preference. since:

3.0

« textPreferenceKey — The text preference key must be provided, otherwise this annotation type will
not be included in the List returned from MarkerAnnotationPreferences.getAnnotationPreferences()
and thus not show in the preferences.

* label -

« highlightPreferenceKey — The preference key for highlighting in text. since: 3.0

« colorPreferenceValue — The color preference value must be provided, otherwise this annotation type
will not be included in the List returned from
MarkerAnnotationPreferences.getAnnotationPreferences() and thus not show in the preferences.

* presentationLayer —

* overviewRulerPreferenceValue -

« verticalRulerPreferenceValue — The default value for showing in vertical ruler. since: 3.0

* textPreferenceValue -

« highlightPreferenceValue — The default value for highlighting in text. since: 3.0

* contributesToHeader -

» showInNextPrevDropdownToolbarActionKey — The preference key for the visibility in the
next/previous drop down toolbar action. since: 3.0

« showInNextPrevDropdownToolbarAction — The default value for the visibility in the next/previous
drop down toolbar action. since: 3.0

 isGoToNextNavigationTargetKey — The preference key for go to next navigation enablement.
since: 3.0

 isGoToNextNavigationTarget — The default value for go to next navigation enablement. since: 3.0

« isGoToPreviousNavigationTargetKey — The preference key for go to previous navigation
enablement. since: 3.0

« isGoToPreviousNavigationTarget — The default value for go to previous navigation enablement.
since: 3.0

« icon — The path to the icon to be drawn for annotations of this annotation type.

« symboliclcon — The symbolic name of the image that should be drawn to represent annotation of this
annotation type. The image is only used when there is no vertical ruler icon specified for this
annotation type. Possible values are: "error", "

 annotationlmageProvider -

« textStylePreferenceKey — The preference key for the text decoration property. since: 3.0

« textStylePreferenceValue — The default value for the "show in text" decoration style. since: 3.0

« includeOnPreferencePage — Defines whether this annotation type should be configurable via the
standard annotation preference page. Default is true.

[IITH non non

warning", "info", "task", "bookmark".

Copyright (c) 2001, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Marker Updaters

Identifier:

org.eclipse.ui.editors.markerUpdaters

Since:

3.0 (originally named org.eclipse.ui.markerUpdaters)

Description:

This extension point is used for registering marker update strategies with marker annotation models. A
resource that is opened in a text editor is associated with a marker annotation model. For each marker attac
to the resource this model manages a position that is updated with each change applied to the text in the
editor. If the resource is saved, the text in the editor and the position managed for a marker are passed ovel
the registered marker update strategies. These strategies can then update the marker's attributes based on
text and the position. Marker update strategies are requested to implement the interface

org.eclipse.ui.texteditor.IMarkerUpdater. The update strategies can be registered either for
a particular marker type or all marker types. The latter by omitting any marker type in the extension.

Configuration Markup:

<IELEMENT extension_(updater*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT updater EMPTY>
<IATTLIST updater

id CDATA #REQUIRED
markerType CDATA #IMPLIED
class CDATA #REQUIRED>

* id - the unique id of this provider
» markerType — the name of the marker type
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« class - the qualified name of the marker updater class

Examples:

<extension point=

"org.eclipse.ui.editors.markerUpdaters"

>

<updater id=
"org.eclipse.jdt.ui.markerUpdaters.JavaSearchMarkerUpdater"
class=
"org.eclipse.jdt.internal.ui.search.JavaSearchMarkerUpdater"
markerType=

"org.eclipse.search.searchmarker"

>

</updater>

</extension>

This example registers org.eclipse.jdt.internal.ui.search.JavaSearchMarkerUpdater
as a marker updater for all markers of the type org.eclipse.search.searchmarker including all its
derived types.

<extension point=

"org.eclipse.ui.editors.markerUpdaters"

>

<updater id=

"org.eclipse.ui.texteditor.BasicMarkerUpdater"

class=

"org.eclipse.ui.texteditor.BasicMarkerUpdater"

>
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</updater>
</extension>

This example registers org.eclipse.ui.texteditor.BasicMarkerUpdater as a marker updater
independent from the type of the marker.

API Information:

Registered marker updaters have to implement the interface
org.eclipse.ui.texteditor.IMarkerUpdater.

Copyright (c) 2001, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Editor Template

Identifier:
org.eclipse.ui.editors.templates
Since:

3.0

Description:

Templates are snippets of text or code which help the user enter reoccurring patterns into a text editor.
Templates may contain variables which are resolved in the context where the template is inserted.

Configuration Markup:

<IELEMENT extension_(template* , resolver* , contextType* . include*)>

<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT contextType EMPTY>
<IATTLIST contextType

id CDATA #REQUIRED

class CDATA #REQUIRED

name CDATA #IMPLIED>

A context type defines a context within which templates are evaluated. A context type uses its resolvers to
resolve a template.

« id — Unambiguously identifies this context type. Use of a qualified hame is recommended.
« class — A subclass of org.eclipse.jface.text.templates. TemplateContextType.
* name — The display name of this context.

<IELEMENT resolver EMPTY>

Editor Template 155



Welcome to Eclipse

<IATTLIST resolver

contextTypeld CDATA #REQUIRED
type CDATA #REQUIRED
class CDATA #REQUIRED
description CDATA #IMPLIED
name CDATA #IMPLIED

icon CDATA #IMPLIED>

A template variable resolver can resolve a template variable in a certain context.

« contextTypeld — References the context type that this resolver is contributed to.

« type — The type of this variable resolver. This property will be set on the resolver once it gets createc

* class — A subclass of
org.eclipse.jface.text.templates. TemplateVariableResolver.

« description — The description of this variable resolver. This property will be set on the resolver once
it gets created.

« name — The display name of this resolver.

« icon — An icon that may be displayed in the user interface.

<IELEMENT template (pattern)>
<IATTLIST template

id CDATA #REQUIRED
contextTypeld CDATA #REQUIRED
name CDATA #REQUIRED
description CDATA #IMPLIED
icon CDATA #IMPLIED>

A template is a snippet of code or text that will be evaluated in a given context. Variables which will be
resolved in that context can be specified using the ${variable_type} notation.

« id — Unambiguously identifies this template. Use of a qualified name is recommended.
« contextTypeld — References the context type that this template is contributed to.
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* name — The internationalizable name of the template which will show up in the Ul, such as in
template proposals.

« description — The description of this template.

« icon — An icon that may be displayed in the Ul for this template, for example in content assist
proposals.

<IELEMENT pattern (#CDATA)>

The template pattern.

<IELEMENT include EMPTY>
<IATTLIST include

file CDATA #REQUIRED
translations CDATA #IMPLIED>

A collection of templates encoded as XML can be included as a whole via this element.

« file — The XML file to import templates from.
« translations — An optional properties file with resources for the templates specified in file.

Examples:

<extension point=
"org.eclipse.ui.examples.templateeditor.template”
>

<template hame=

"javac"

context=

ant"”

editorld=
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"org.eclipse.ui.examples.templateeditor.editors. TemplateEditor"
description=
"%ant.tasks.javac.description"
>

<pattern>

<javac srcdir=

"${src}"

destdir=

"${dst}"

classpath=

"${classpath}"

debug=

"${debug}"

/>

</pattern>

</template>

<resolver context=

ant

type=

src
editorld=
"org.eclipse.ui.examples.templateeditor.editors. TemplateEditor"
class=
"org.eclipse.ui.examples.templateeditor.editors.AntVariableResolver"
>

</resolver>
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<resolver context=

ant
type=

"dst"

editorld=
"org.eclipse.ui.examples.templateeditor.editors. TemplateEditor"
class=
"org.eclipse.ui.examples.templateeditor.editors.AntVariableResolver"
>

</resolver>

</extension>

API Information:

See the org.eclipse.jface.text.templates package in the org.eclipse.text plug—in for
the relevant API.

Supplied Implementation:

See the org.eclipse.jface.text.templates package in the org.eclipse.text plug-in for
the relevant classes.

Copyright (c) 2001, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Reference Provider

Identifier:

org.eclipse.ui.workbench.texteditor.quickdiffReferenceProvider

Since:

3.0

Description:

Allows contributors to add reference providers for the quick diff display.

Configuration Markup:

<IELEMENT extension _(referenceprovider+)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — The fully qualified name of the extension point.

« id — The optional id of this extension.
« name — The optional name of this extension.

<IELEMENT referenceprovider EMPTY>
<IATTLIST referenceprovider

class CDATA #REQUIRED

label CDATA #IMPLIED

id CDATA #REQUIRED

default (true | false) >

The definition of a reference provider for the quick diff display.

« class — The class of the reference provider, which must implement
org.eclipse.ui.editors.quickdiff.IQuickDiffReferenceProvider.

Reference Provider
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« label — The display label for the provider, which will show up in the menu that allows the user to set
the quick diff reference to this provider.

« id — A string uniquely identifying this reference provider.

« default - If this flag is set to true, this reference provider will be installed per default the first time
quick diff is enabled for a document. If multiple providers are installed with the flag set are
encountered, the first one is taken.

Examples:

The following is an example of a reference provider definition. It contributes a provider that uses the version
of a document saved on disk as a reference.

<extension point=
"quickdiff.referenceprovider"

>

<referenceprovider id=

"default”

name=
"%LastSavedProvider.name"

label=
"%quickdiff.referenceprovider.label"
class=
"org.eclipse.ui.internal.editors.quickdiff.providers.LastSaveReferenceProvider"
>

</referenceprovider>

</extension>

API Information:

There is no additional API for managing reference providers.
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Supplied Implementation:

The org.eclipse.ui.editors plugin contributes LastSaveReferenceProvider. See its
implementation as an example.

Copyright (c) 2001, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Accelerator Configurations

Identifier:

org.eclipse.ui.acceleratorConfigurations

Since:

Release 2.0

Description:

WARNING: This extension point is DEPRECATED.
Do not use this extension point, it will be removed in future versions of this product. Instead, use the

extension point org.eclipse.ui.commands

This extension point is used to register accelerator configuration extensions. Accelerator configurations are
configurations to which accelerator sets may be registered. The workbench allows the user to select an
accelerator configuration from the Workbench preference page. Only one accelerator configuration may be
active at a time.

An accelerator configuration represents a general style or theme of accelerators for Workbench actions. For
example, the Workbench provides the "Emacs" accelerator configuration. When the "Emacs" accelerator
configuration is active, accelerators belonging to accelerator sets registered to the "Emacs" configuration ar
active. These accelerators are defined to mimic the accelerators in Emacs (a popular text editor amongst
developers).

An accelerator set registers with an accelerator configuration by listing the configuration's id as the value of
its "configurationld" attribute (see the Accelerator Sets extension point). Many accelerator sets can be
registered to the same accelerator configuration.

Note the accelerator configuration name presented to the user is the same as the value of the attribute "nan
of the extension element of org.eclipse.ui.acceleratorConfigurations extension point.

Configuration Markup:

<IELEMENT extension_(acceleratorConfiguration*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance
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<IELEMENT acceleratorConfiguration EMPTY>
<IATTLIST acceleratorConfiguration

id CDATA #REQUIRED

name CDATA #REQUIRED

description CDATA #REQUIRED>

« id — a unigue name that can be used to identify this accelerator configuration.

* name - a translatable name of the accelerator configuration to be presented to the user.

« description — a short description of the accelerator configuration.

Examples:

Following is an example of an accelerator configuration extension:

<extension point=
"org.eclipse.ui.acceleratorConfigurations"
>

<acceleratorConfiguration id=
"org.eclipse.ui.viAcceleratorConfiguration”
name=

"

description=

"VI style accelerator configuration”

>

</acceleratorConfiguration>
<acceleratorConfiguration id=
"org.eclipse.ui.jonDoeAcceleratorConfiguration”
name=

"Jon Doe"

Accelerator Configurations
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description=

"Personal accelerator configuration for Jon Doe"
>

</acceleratorConfiguration>

</extension>

Supplied Implementation:

The workbench provides the Default and Emacs accelerator configurations.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Commands

Identifier:

org.eclipse.ui.commands

Since:

2.1

Description:

The org.eclipse.ui.commands extension point is used to declare commands and command categories,
using the command and category elements. Through this extension point, one can also assign key
sequences to commands using the keyBinding element. Key sequences are bound to commands based on

key configurations and contexts which are declared here as well, using the keyConfiguration and
context elements.

Configuration Markup:

<IELEMENT extension_(activeKeyConfiguration , category , command . keyBinding . keyConfiguration ,
context)>

<IATTLIST extension
id CDATA #IMPLIED
name CDATA #IMPLIED
point CDATA #REQUIRED>
« id — An optional identifier of the extension instance.

* name — An optional name of the extension instance.
« point — A fully qualified identifier of the target extension point.

<IELEMENT activeKeyConfiguration EMPTY>
<IATTLIST activeKeyConfiguration

value CDATA #IMPLIED
keyConfigurationld CDATA #IMPLIED>

This element is used to define the initial active key configuration for Eclipse. If more than one of these
elements exist, only the last declared element (in order of reading the plugin registry) is considered valid.

« value — The unique id (idattribute) of the keyConfiguration element one wishes to be initially active.
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 keyConfigurationld — The unique id (idattribute) of the keyConfiguration element one wishes to be
initially active.

<IELEMENT category EMPTY>

<IATTLIST category

description CDATA #IMPLIED

id CDATA #REQUIRED

name CDATA #REQUIRED>

In the Ul, commands are often organized by category to make them more manageable. This element is use
define these categories. Commands can add themselves to at most one category. If more than one of these

elements exist with the same id attribute, only the last declared element (in order of reading the plugin
registry) is considered valid.

« description — A translatable short description of this category for display in the UI.
« id — The unique identifier of this category.
« name — The translatable name of this category for display in the Ul.

<IELEMENT command EMPTY>

<IATTLIST command

category CDATA #IMPLIED

description CDATA #IMPLIED

id CDATA #REQUIRED

name CDATA #REQUIRED

categoryld CDATA #IMPLIED>

This element is used to define commands. A command represents an request from the user that can be har
by an action, and should be semantically unique among other commands. Do not define a command if there
already one defined with the same meaning. If more than one of these elements exist with the same id
attribute, only the last declared element (in order of reading the plugin registry) is considered valid. See the

extension points org.eclipse.ui.actionSets and org.eclipse.ui.editorActions to understand how actions are
connected to commands.
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« category — The unique id of the category for this command. If this command does not specify a
category, it will still appear in all Ul, alongside other specifically categorized commands.
@deprecated Please use "categoryld" instead.

« description — A translatable short description of this command for display in the Ul.

* id — The unique identifier of this command.

« name — The translatable name of this command for display in the Ul. Command are typically named

in the form of an imperative verb.

« categoryld — The unique id of the category for this command. If this command does not specify a
category, it will still appear in all Ul, alongside other specifically categorized commands.

<!IELEMENT keyBinding EMPTY>
<IATTLIST keyBinding

configuration = CDATA #IMPLIED

command CDATA #IMPLIED
locale CDATA #IMPLIED
platform CDATA #IMPLIED
contextld CDATA #IMPLIED
string CDATA #IMPLIED
scope CDATA #IMPLIED

keyConfigurationld CDATA #IMPLIED
commandid CDATA #IMPLIED

keySequence CDATA #IMPLIED>

This element allows one to assign key sequences to commands.

« configuration — The unique id of the key configuration of this key binding. @deprecated Please use

keyConfigurationld instead.

e command - The unique identifier of the command to which the key sequence specified by this key
binding is assigned. If the value of this attribute is an empty string, the key sequence is assigned to ¢
internal 'no operation' command. This is useful for 'undefining' key bindings in specific key
configurations and contexts which may have been borrowed from their parents. @deprecate Please

use "commandld" instead.

« locale — An optional attribute indicating that this key binding is only defined for the specified locale.
Locales are specified according to the format declared in java.util.Locale.

« platform — An optional attribute indicating that this key binding is only defined for the specified
platform. The possible values of the platform attribute are the set of the possible values returned
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by org.eclipse.swt.SWT.getPlatform().

« contextld — The unique id of the context of this key binding.

« string — The key sequence to assign to the command. Key sequences consist of one or more key
strokes, where a key stroke consists of a key on the keyboard, optionally pressed in combination wit|
one or more of the following modifiers: Ctrl, Alt, Shift, and Command. Key strokes are separated by
spaces, and modifiers are separated by '+' characters. @deprecate Please user "keySequence" inst

 scope — The unique id of the context of this key binding. @deprecated Please use "contextld" instea

« keyConfigurationld — The unigue id of the key configuration of this key binding.

« commandld — The unique identifier of the command to which the key sequence specified by this key
binding is assigned. If the value of this attribute is an empty string, the key sequence is assigned to ¢
internal 'no operation' command. This is useful for 'undefining' key bindings in specific key
configurations and contexts which may have been borrowed from their parents.

» keySequence — The key sequence to assign to the command. Key sequences consist of one or mor
key strokes, where a key stroke consists of a key on the keyboard, optionally pressed in combinatior
with one or more of the following madifiers: Ctrl, Alt, Shift, and Command. Key strokes are
separated by spaces, and modifiers are separated by '+' characters.

<IELEMENT keyConfiguration EMPTY>
<IATTLIST keyConfiguration
description CDATA #IMPLIED

id CDATA #REQUIRED

name CDATA #REQUIRED

parent CDATA #IMPLIED

parentld CDATA #IMPLIED>

This element is used to define key configurations. If more than one of these elements exist with the same id
attribute, only the last declared element (in order of reading the plugin registry) is considered valid.

« description — A translatable short description of this key configuration for display in the Ul.

« id — The unique identifier of this key configuration.

* name — The translatable name of this key configuration for display in the Ul. If this key configuration
has a parent, it is not necessary to add "(extends ...)" to the name. This will be automatically added |
the Ul where necessary.

« parent — The unique id of the parent key configuration. If this key configuration has a parent, it will
borrow all key bindings from its parent, in addition to the key bindings defined in its own key
configuration.

« parentld — The unique id of the parent key configuration. If this key configuration has a parent, it
will borrow all key bindings from its parent, in addition to the key bindings defined in its own key
configuration.
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<IELEMENT context EMPTY>
<IATTLIST context

description CDATA #IMPLIED
id CDATA #REQUIRED
name CDATA #REQUIRED
parent CDATA #IMPLIED
parentld CDATA #IMPLIED>

This element is used to define contexts. If more than one of these elements exist with the same id attribute,
only the last declared element (in order of reading the plugin registry) is considered valid.

« description — A translatable short description of this context for display in the Ul.

« id — The unique identifier of this context.

« name — The translatable name of this context for display in the Ul. If this context has a parent, it is
not necessary to add "(extends parent)" to the name. This will be automatically added by the Ul whe
necessary.

 parent — The unique id of the parent context. If this context has a parent, it will borrow all key
bindings from its parent, in addition to the key bindings defined in its own context. @deprecated
Please use "parentld" instead.

« parentld — The unique id of the parent context. If this context has a parent, it will borrow all key
bindings from its parent, in addition to the key bindings defined in its own context.

<IELEMENT handlerSubmission EMPTY>

<IATTLIST handlerSubmission

commandld CDATA #REQUIRED

handler CDATA #REQUIRED>

This element declares a handler for a command. This handler is then associated with the command with the
given restrictions. This association is done at start—-up. Associating a handler does not mean that this handle
will always be the one chosen by the workbench; the actual choice is done by examining the workbench sta

and comparing with the various handler submissions.

This particular API should still be considered experimental. While you may use it, you must be willing to
accept that this APl may change radically or be removed entirely at some point in the future. We appreciate

feedback on this API to platform-ui—dev@eclipse.org.
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« commandld - The identifier of the command to which this handler should be associated.

« handler — The name of the class of the handler. If the class is an implementation of
IExecutableExtension, then it is possible to pass data into the object. This handler will be proxied
until the handler is queried for information —— at which point the class will be loaded, and an instance
created.

<IELEMENT scope EMPTY>
<IATTLIST scope

description CDATA #IMPLIED
id CDATA #REQUIRED
name CDATA #REQUIRED
parent CDATA #MPLIED>

This element is used to define scopes. If more than one of these elements exist with the same id attribute,
only the last declared element (in order of reading the plugin registry) is considered valid. @deprecated Ple:
use the "org.eclipse.ui.contexts" extension point instead.

« description — A translatable short description of this scope for display in the Ul. @deprecated Please
use the "org.eclipse.ui.contexts" extension point instead.

« id — The unique identifier of this scope. @deprecated Please use the "org.eclipse.ui.contexts"
extension point instead.

« name — The translatable name of this scope for display in the UL. If this scope has a parent, it is not
necessary to add "(extends parent)" to the name. This will be automatically added by the Ul where
necessary. @deprecated Please use the "org.eclipse.ui.contexts" extension point instead.

« parent — The unique id of the parent scope. If this scope has a parent, it will borrow all key bindings
from its parent, in addition to the key bindings defined in its own scope. @deprecated Please use the
"org.eclipse.ui.contexts" extension point instead.

Examples:

The plugin.xml file in the org.eclipse.ui plugin makes extensive use of the
org.eclipse.ui.commands extension point.

API Information:
This is no public API for declaring commands, categories, key bindings, key configurations, or contexts othe

than this extension point. Public API for querying and setting contexts, as well as registering actions to hand
specific commands can be found in org.eclipse.ui.lKeyBindingService.
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Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Action Sets

Identifier:

org.eclipse.ui.actionSets

Description:

This extension point is used to add menus, menu items and toolbar buttons to the common areas in the
Workbench window. These contributions are collectively known as an action set and appear within the
Workbench window by the user customizing a perspective.

An action's enablement and/or visibility can be defined using the elements enablement and visibility
respectively. These two elements contain a boolean expression that is evaluated to determine the enableme
and/or visibility.

The syntax is the same for the enablement and visibility elements. Both contain only one boolean
expression sub—element. In the simplest case, this will be an objectClass, objectState,

pluginState, or systemProperty element. In the more complex case, the and, or, and not elements

can be combined to form a boolean expression. Both the and, and or elements must contain 2 sub—element
The not element must contain only 1 sub—element.

Configuration Markup:

<IELEMENT extension_(actionSet+)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT actionSet_ (menu* , action*)>

<IATTLIST actionSet

id CDATA #REQUIRED
label CDATA #REQUIRED
visible  (true | false)
description CDATA #IMPLIED>
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This element is used to define a group of actions and/or menus.

« id — a unique identifier for this action set.

« label — a translatable name used by the Workbench to represent this action set to the user.

« visible — an optional attribute indicating whether the action set is initially visible when a perspective
is open. This option is only honoured when the user opens a perspective which has not been
customized. The user can override this option from the "Customize Perspective Dialog". This attribut
should be used with great care so as not to overwhelm the user with too many actions.

« description — a translatable description used by the Workbench to represent this action set to the use

<IELEMENT action (selection* | enablement?)>
<IATTLIST action

id CDATA #REQUIRED
label CDATA #REQUIRED
accelerator  CDATA #IMPLIED
definitionld CDATA #IMPLIED
menubarPath  CDATA #IMPLIED
toolbarPath  CDATA #IMPLIED
icon CDATA #IMPLIED
disabledicon CDATA #IMPLIED
hovericon CDATA #IMPLIED
tooltip CDATA #IMPLIED

helpContextld CDATA #IMPLIED

style (push|radio|toggle|pulldown) "push”
state (true | false)

pulldown (true | false)

class CDATA #IMPLIED

retarget (true | false)

allowLabelUpdate (true | false)
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enablesFor CDATA #IMPLIED>

This element defines an action that the user can invoke in the UI.

« id — a unique identifier used as a reference for this action.

* label - a translatable name used either as the menu item text or toolbar button label. The name can
include mnenomic information.

« accelerator — Deprecated: Use the definitionld attribute instead.

« definitionld — Specifies the command that this action will handle. By specifying and action, the key
binding service can assign a key sequence to this action. See the extension point
org.eclipse.ui.commands for more information.

« menubarPath — a slash—delimited path (/") used to specify the location of this action in the menu bar
Each token in the path, except the last one, must represent a valid identifier of an existing menu in tt
hierarchy. The last token represents the named group into which this action will be added. If the patt
is omitted, this action will not appear in the menu bar.

« toolbarPath - a slash—delimited path (/') that is used to specify the location of this action in the
toolbar. The first token represents the toolbar identifier (with "Normal" being the default toolbar),
while the second token is the named group within the toolbar that this action will be added to. If the
group does not exist in the toolbar, it will be created. If toolbarPath is omitted, the action will not
appear in the toolbar.

« icon — a relative path of an icon used to visually represent the action in its context. If omitted and the
action appears in the toolbar, the Workbench will use a placeholder icon. The path is relative to the
location of the plugin.xml file of the contributing plug—in. The icon will appear in toolbars but not in
menus. Enabled actions will be represented in menus by the hoverlcon.

« disabledlcon - a relative path of an icon used to visually represent the action in its context when the
action is disabled. If omitted, the normal icon will simply appear greyed out. The path is relative to
the location of the plugin.xml file of the contributing plug—in. The disabled icon will appear in
toolbars but not in menus. Icons for disabled actions in menus will be supplied by the OS.

« hoverlcon - a relative path of an icon used to visually represent the action in its context when the
mouse pointer is over the action. If omitted, the normal icon will be used. The path is relative to the
location of the plugin.xml file of the contributing plug-in.

« tooltip — a translatable text representing the action's tool tip. Only used if the action appears in the
toolbar.

« helpContextld — a unigue identifier indicating the help context for this action. If the action appears as
a menu item, then pressing F1 while the menu item is highlighted will display help.

« style — an attribute to define the user interface style type for the action. If omitted, then it is push by
default. The attribute value will be one of the following:

push — as a regular menu item or tool item.

radio — as a radio style menu item or tool item. Actions with the radio
style within the same menu or toolbar group behave as a radio
set. The initial value is specified by the state attribute.
toggle - as a checked style menu item or as a toggle tool item. The
initial value is specified by the state attribute.
pulldown — as a cascading style menu item or as a drop down menu beside
the tool item.
* state — an optional attribute indicating the initial state (either true or false). Used only when the
style attribute has the value radio or toggle.
* pulldown — Deprecated: Use the style attribute with the value pulldown.
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« class - a fully qualified name of a class which implements
org.eclipse.ui.lWorkbenchWindowActionDelegate or
org.eclipse.ui.lWorkbenchWindowPulldownDelegate. The latter should be
implemented in cases where the style attribute has the value pulldown. This class is the handler
responsible for performing the action. If the retarget attribute is true, this attribute is ignored and
should not be supplied.

* retarget — an optional attribute to retarget this action. When true, view and editor parts may supply a
handler for this action using the standard mechanism for setting a global action handler on their site
using this action's identifier. If this attribute is true, the class attribute should not be supplied.

« allowLabelUpdate — optional attribute indicating whether the retarget action allows the handler to
override it's label and tooltip. Only applies if retarget attribute is true.

 enablesFor — a value indicating the selection count which must be met to enable the action. If
specified and the condition is not met, the action is disabled. If omitted, the action enablement state |
not affected. The following attribute formats are supported:

I - 0 items selected

? - 0 or 1 items selected

+ - 1 or more items selected

multiple, 2+ — 2 or more items selected

n - a precise number of items selected.a precise number of

items selected. For example: enablesFor=" 4" enables the
action only when 4 items are selected

* — any number of items selected

<IELEMENT menu (separator+ . groupMarker*)>
<IATTLIST menu

id CDATA #REQUIRED

label CDATA #REQUIRED

path CDATA #IMPLIED>

This element is used to defined a new menu.

* id — a unique identifier that can be used to reference this menu.

* label - a translatable name used by the Workbench for this new menu. The name should include
mnemonic information.

* path - the location of the new menu starting from the root of the menu. Each token in the path must
refer to an existing menu, except the last token which should represent a named group in the last
menu in the path. If omitted, the new menu will be added to the additions named group of the
menu.
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<IELEMENT separator EMPTY>
<IATTLIST separator
name CDATA #REQUIRED>

This element is used to create a menu separator in the new menu.

« name - the name of the menu separator. This name can later be referenced as the last token inam
path. Therefore, a separator also serve as hamed group into which actions and menus can be addec

<IELEMENT groupMarker EMPTY>
<IATTLIST groupMarker
name CDATA #REQUIRED>

This element is used to create a named group in the new menu. It has no visual representation in the new
menu, unlike the separator element.

* name - the name of the group marker. This name can later be referenced as the last token in the me
path. It serves as named group into which actions and menus can be added.

<IELEMENT selection EMPTY>
<IATTLIST selection

class CDATA #REQUIRED
name CDATA #IMPLIED>

This element is used to help determine the action enablement based on the current selection. Ignored if the
enablement element is specified.

« class - a fully qualified name of the class or interface that each object in the selection must
implement in order to enable the action.

« name — an optional wild card filter for the name that can be applied to all objects in the selection. If
specified and the match fails, the action will be disabled.
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<IELEMENT enablement_(and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element is used to define the enablement for the extension.

<IELEMENT visibility (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element is used to define the visibility for the extension.

<IELEMENT and (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean AND operation on the result of evaluating it's two sub—element expressiol

<IELEMENT or (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean OR operation on the result of evaluating it's two sub—element expression:

<IELEMENT not (and_| or_| not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean NOT operation on the result of evaluating it's sub—element expressions.

<IELEMENT objectClass EMPTY>
<IATTLIST objectClass
name CDATA #REQUIRED>

This element is used to evaluate the class or interface of each object in the current selection. If each object
the selection implements the specified class or interface, the expression is evaluated as true.

« name - a fully qualified name of a class or interface. The expression is evaluated as true only if all
objects within the selection implement this class or interface.
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<IELEMENT objectState EMPTY>
<IATTLIST objectState
name CDATA #REQUIRED
value CDATA #REQUIRED>
This element is used to evaluate the attribute state of each object in the current selection. If each object in tt
selection has the specified attribute state, the expression is evaluated as true. To evaluate this type of

expression, each object in the selection must implement, or adapt to,
org.eclipse.ui.lActionFilter interface.

* name - the name of an object's attribute. Acceptable names reflect the object type, and should be
publicly declared by the plug-in where the object type is declared.

« value - the required value of the object's attribute. The acceptable values for the object's attribute
should be publicly declared.

<IELEMENT pluginState EMPTY>
<IATTLIST pluginState

id CDATA #REQUIRED

value (installed|activated) "installed">

This element is used to evaluate the state of a plug—in. The state of the plug—in may be one of the following
installed or activated.

« id - the identifier of a plug—in which may or may not exist in the plug—in registry.
« value - the required state of the plug-in. The state of the plug—in may be one of the following:
installed or activated.

<IELEMENT systemProperty EMPTY>
<IATTLIST systemProperty

name CDATA #REQUIRED

value CDATA #REQUIRED>

This element is used to evaluate the state of some system property. The property value is retrieved from the
java.lang.System.
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* name - the name of the system property.
« value - the required value of the system property.

Examples:

The following is an example of an action set (note the sub—elements and the way attributes are used):

<extension point =
"org.eclipse.ui.actionSets"
>

<actionSet id=
"com.xyz.actionSet"
label=

"My Actions"

>

<menu id=
"com.xyz.xyzMenu"
label=

"XYZ Menu"

path=

"additions"

>

<separator name=
"groupl”

/>

<separator name=
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"optionl"

/>

</menu>

<action id=
"com.xyz.runXyZz"

label=

"&amp;Run XYZ Tool"
style=

"toggle”

state=

"false”

menubarPath=
"com.xyz.xyzMenu/groupl1"
icon=

"icons/runXYZ.gif"

tooltip=

"Run XYZ Tool"
helpContextld=
"com.xyz.run_action_context"
class=
"com.xyz.actions.Runxyz"
enablesFor=

L

>

<selection class=
"org.eclipse.core.resources.|File"
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name=
"* java"

/>

</action>

<action id=
"com.xyz.runABC"

label=

"&amp;Run ABC Tool"
style=

"push"

menubarPath=
"com.xyz.xyzMenu/groupl1"
toolbarPath=
"Normal/XYZ"

icon=

"icons/runABC.gif"

tooltip=

"Run ABC Tool"
helpContextld=
"com.xyz.run_abc_action_context"
retarget=

"true”

allowLabelUpdate=

"true”

>

<enablement>

Action Sets
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<and>

<objectClass name=
"org.eclipse.core.resources.|File"
/>

<not>

<objectState name=
"extension”

value=

"java"

/>

</not>

</and>
</enablement>
</action>

<action id=
"com.xyz.runDEF"
label=

"&amp;Run DEF Tool"
style=

"radio”

state=

"true"

menubarPath=
"com.xyz.xyzMenu/option1"
icon=
"icons/runDEF.gif"
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tooltip=

"Run DEF Tool"

class=
"com.xyz.actions.RunDEF"
helpContextld=
"com.xyz.run_def_action_context"
>

</action>

<action id=
"com.xyz.runGHI"

label=

"&amp;Run GHI Tool"
style=

"radio”

state=

"false”

menubarPath=
"com.xyz.xyzMenu/option1"
icon=

"icons/runGHI.gif"

tooltip=

"Run GHI Tool"

class=
"com.xyz.actions.RunGHI"
helpContextld=
"com.xyz.run_ghi_action_context"

Action Sets
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>
</action>

<action id=

"com.xyz.runJKL"

label=

"&amp;Run JKL Tool"

style=

"radio”

state=

"false"

menubarPath=
"com.xyz.xyzMenu/option1"
icon=

"icons/runJKL.gif"

tooltip=

"Run JKL Tool"

class=
"com.xyz.actions.RunJKL"
helpContextld=
"com.xyz.run_jkl_action_context"
>

</action>

</actionSet>

</extension>

In the example above, the specified action set, named "My Actions", is not initially visible within each

perspective because the visible attribute is not specified.
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The XYZ action will appear as a check box menu item, initially not checked. It is enabled only if the selectior
count is 1 and if the selection contains a Java file resource.

The ABC action will appear both in the menu and on the toolbar. It is enabled only if the selection does not
contain any Java file resources. Note also this is a label retarget action therefore it does not supply a class
attribute.

The actions DEF, GHI, and JKL appear as radio button menu items. They are enabled all the time,
independent of the current selection state.

API Information:

The value of the class attribute must be the fully qualified name of a class that implements
org.eclipse.ui.lWorkbenchWindowActionDelegate or
org.eclipse.ui.lWorkbenchWindowPulldownDelegate. The latter should be implemented in

cases where the style attribute has the value pulldown. This class is the handler responsible for
performing the action. If the retarget attribute is true, this attribute is ignored and should not be supplied.
This class is loaded as late as possible to avoid loading the entire plug—in before it is really needed.

The enablement criteria for an action extension is initially defined by enablesFor, and also either
selection or enablement. However, once the action delegate has been instantiated, it may control the
action enable state directly within its selectionChanged method.

It is important to note that the workbench does not generate menus on a plug-in's behalf. Menu paths must
reference menus that already exist.

Action and menu labels may contain special characters that encode mnemonics using the following rules:

1. Mnemonics are specified using the ampersand ('&") character in front of a selected character in the
translated text. Since ampersand is not allowed in XML strings, use &amp; character entity.

If two or more actions are contributed to a menu or toolbar by a single extension the actions will appear in tf
reverse order of how they are listed in the plugin.xml file. This behavior is admittedly unintuitive. However, it
was discovered after the Eclipse Platform API was frozen. Changing the behavior now would break every
plug-in which relies upon the existing behavior.

The selection and enablement elements are mutually exclusive. The enablement element can

replace the selection element using the sub—elements objectClass and objectState. For example,
the following:

<selection class=
"org.eclipse.core.resources.|File"
name=

"* java"

>
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</selection>

can be expressed using:

<enablement>
<and>

<objectClass name=
"org.eclipse.core.resources.|File"
/>

<objectState name=
"extension"

value=

"java"

/>

</and>

</enablement>

Supplied Implementation:

Plug-ins may use this extension point to add new top level menus. Plug-ins can also define named groups
which allow other plug-ins to contribute their actions into them.

Top level menus are created by using the following values for the path attribute:
« additions - represents a group immediately to the left of the Window menu.
Omitting the path attribute will result in adding the new menu into the additions menu bar group.
The default groups in a workbench window are defined in the IWorkbenchActionConstants interface.
These constants can be used in code for dynamic contribution. The values can also be copied into an XML
for fine grained integration with the existing workbench menus and toolbar.
Various menu and toolbar items within the workbench window are defined algorithmically. In these cases a
separate mechanism must be used to extend the window. For example, adding a new workbench view resu

in a new menu item appearing in the Perspective menu. Import, Export, and New Wizards extensions are al
added automatically to the window.
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Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Accelerator Scopes

Identifier:
org.eclipse.ui.acceleratorScopes
Since:

Release 2.0

Description:

WARNING: This extension point is DEPRECATED.
Do not use this extension point, it will be removed in future versions of this product. Instead, use the

extension point org.eclipse.ui.commands

This extension point is used to register accelerator scope extensions. Accelerator scopes are scopes for wh
accelerator sets may be applicable. For example, if an accelerator set is applicable for the scope entitled "T«
Editor Scope", the accelerators of that accelerator set will only operate if the "Text Editor Scope" or one of it
children is active (in other words, if the active part is a participating text editor).

An accelerator set declares what scope it is applicable for by listing the scope's id as the value of its "scopel

attribute (see the Accelerator Sets extension point). Many accelerator sets can be applicable for the same
accelerator scope.

Configuration Markup:

<IELEMENT extension_(acceleratorScope*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT acceleratorScope EMPTY>
<IATTLIST acceleratorScope
id CDATA #REQUIRED

name CDATA #REQUIRED
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description CDATA #REQUIRED

parentScope CDATA #IMPLIED>
« id — a unigue name that can be used to identify this accelerator scope.
* name - a translatable name of the accelerator scope.
« description — a short description of the accelerator scope.

 parentScope - an optional attribute which represents a scope which is active whenever this scope is
active. For most scopes, org.eclipse.ui.globalScope will be the parent scope

Examples:

Following is an example of an accelerator scope extension:

<extension point=
"org.eclipse.ui.acceleratorScopes"
>

<acceleratorScope id=
"org.eclipse.ui.globalScope"
name=

"Global"

description=

"Action accelerator key applicable to all views and editors unless explicitly overridden."
>

</acceleratorScope>
<acceleratorScope id=
"org.eclipse.ui.javaEditorScope"
name=

"Java Editor"

description=

"Action accelerator key applicable only when java editor active."
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parentScope=

"org.eclipse.ui.globalScope
>

</acceleratorScope>
</extension>

API Information:

The method public IKeyBindingService getKeyBindingService() was added to |EditorSite.

Supplied Implementation:

The workbench provides the Global accelerator scope and the Text Editor accelerator scope.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Accelerator Sets

Identifier:

org.eclipse.ui.acceleratorSets

Since:

Release 2.0

Description:

WARNING: This extension point is DEPRECATED.
Do not use this extension point, it will be removed in future versions of this product. Instead, use the

extension point org.eclipse.ui.commands

This extension point is used to register accelerator set extensions. Accelerator sets are just what the name
implies, sets of accelerators. An accelerator is an association between one or more sequences of acceleratc
keys and a workbench action. An accelerator key sequence may be of length one or greater.

An accelerator set is registered with an accelerator configuration (see the Accelerator Configuration extensi
point) and is applicable for an accelerator scope (see the Accelerator Scope extension point).

Configuration Markup:

<IELEMENT extension_(acceleratorSet*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT acceleratorSet (accelerator+)>
<IATTLIST acceleratorSet

configurationld CDATA #REQUIRED
scopeld CDATA #REQUIRED>

« configurationld — a unique name that identifies the accelerator configuration to which this
accelerator set is registered.
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 scopeld — a unique name that identifies the accelerator scope for which this accelerator set is
applicable.

<IELEMENT accelerator EMPTY>
<IATTLIST accelerator
id CDATA #IMPLIED
key CDATA #REQUIRED
locale CDATA #IMPLIED
platform CDATA #IMPLIED>
« id - the unique identifier of the action definition of the action associated with this accelerator. If the
id is not specified this accelerator deletes any mappings with the same key. This is used to delete a
key binding for a specific Locale.
 key — an attribute representing the sequence(s) of accelerator keys used to perform the action
associated with this accelerator. Sequences are separated by '||', and individual keys in a sequence
separated by a space. A key may be modified by the CTRL, ALT, or SHIFT keys. Depending on
keyboard layout, some keys ('?' for example) may need the SHIFT to be accessed but the acceleratc
should be specified without the SHIFT so it will be independent of keyboard layout. E.g. if CTRL+?
is specified as an accelerator, the user may have to press CTRL+SHIFT+? depending on the keybo:e
layout.
« locale — an optional attribute which specifies a locale for which the accelerator is applicable. If this
attribute is not specified, the accelerator is applicable for all locales.

« platform — an optional attribute which specifies a platform on which the accelerator is applicable. If
this attribute is not specified, the accelerator is applicable on all platforms.

Examples:

Following is an example of an accelerator set extension:

<extension point=
"org.eclipse.ui.acceleratorSets"

>

<acceleratorSet configurationld=
"org.eclipse.ui.exampleAcceleratorConfiguration”

scopeld=
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"org.eclipse.ui.globalScope"

>

<accelerator id=
"org.eclipse.ui.ExampleActionA"
key=

"CTRL+R CTRL+A"

>

</accelerator>

<accelerator id=
"org.eclipse.ui.ExampleActionB"
key=

"CTRL+R CTRL+B"

>

</accelerator>

<accelerator id=
"org.eclipse.ui.ExampleActionC"
key=

"CTRL+R CTRL+C || CTRL+SHIFT+DELETE"
>

</accelerator>
</acceleratorSet>

</extension>

API Information:

More than one accelerator may be specified for the same action in the accelerator set but only one will be
used.

If the locale and/or the platform is specified, the accelerator that better matches the current locale and platfc
will be used. The current locale is determined by the API Locale.getDefault() and the platform by the API
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SWT.getPlatform(). If the platform and/or the locale is specified and it does not match the current locale
and/or platform, the accelerator is discarded. If accelerator A defines only the locale and B defines only the
platform, B is used. If accelerator A defines "ja" as its locale and B defines "ja_JP", B is used in case the
current locale is "ja_JP".

If two accelerators are defined in accelerators sets in different plugins, the chosen accelerator will depend o
the plugins. If plugin A depends on B, the accelerators defined in B is used. If A and B don't depend on eact
other, they will be alphabetically sorted by the plugin id.

If two accelerators are defined in different scopes, the accelerator defined in the current scope will be used.
an accelerator is not defined in the current scope or one of its parents it is discarded. If an accelerator is
defined in a parent and child scope, the one in the child is used.

Supplied Implementation:

The workbench provides accelerator sets for the Default and Emacs accelerator configurations.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Action Definitions

Identifier:

org.eclipse.ui.actionDefinitions

Since:

Release 2.0

Description:

WARNING: This extension point is DEPRECATED.
Do not use this extension point, it will be removed in future versions of this product. Instead, use the

extension point org.eclipse.ui.commands

This extension point is used to register action definitions. Accelerators (see the Accelerator Sets extension
point) use action definitions to reference actions. An action associates itself with a given accelerator by
registering with that accelerator's associated action definition. An action registers itself with an action
definition by calling the setActionDefinitionld(String id) method and supplying the action definition's id as an
argument.

Configuration Markup:

<IELEMENT extension_(actionDefinition*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT actionDefinition EMPTY>
<IATTLIST actionDefinition

id CDATA #REQUIRED

name CDATA #IMPLIED
description CDATA #IMPLIED>

« id — a unigue name that can be used to identify this action.
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* name - the name of the action as displayed to the user.
« description — a short description of the action to display to the user.

Examples:

Welcome to Eclipse

Following is an example of an action definition extension:

<extension point=

"org.eclipse.ui.actionDefinitions"

>
<actionDefinition id=
"org.eclipse.ui.file.save"

>

</actionDefinition>
<actionDefinition id=
"org.eclipse.ui.file.saveAll"
>

</actionDefinition>
<actionDefinition id=
"org.eclipse.ui.file.close"
>

</actionDefinition>
<actionDefinition id=
"org.eclipse.ui.file.closeAll"
>

</actionDefinition>

<actionDefinition id=
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"

"org.eclipse.ui.file.print
>

</actionDefinition>
</extension>

API Information:

The methods public void setActionDefinitionld(String id) and public String getActionDefinitionld() have
been added to IAction.

NOTE - other attributes may be added in the future, as needed.
Supplied Implementation:

The workbench provides many action definitions.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Action Set Part Associations

Identifier:

org.eclipse.ui.actionSetPartAssociations

Description:
This extension point is used to define an action set which should be added to a perspective when a part (vie

or editor) is opened in the perspective. In the case of an editor, the action set will remain visible while the
editor is the current editor. In the case of a view, the action set will be visible when the view is the active par

Configuration Markup:

<IELEMENT extension_(actionSetPartAssociation*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT actionSetPartAssociation (part*)>
<IATTLIST actionSetPartAssociation
targetID CDATA #REQUIRED>

« targetlD - the unique identifier of the action set (as specified in the registry) which is to be
associated with particular workbench views and/or editors.

<IELEMENT part EMPTY>
<IATTLIST part
id CDATA #REQUIRED>

« id - the unique identifier of the part (view or editor) to be associated with the action set.
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Examples:

The following is an example of an action set part association (note the subelement and the way attributes ar
used):

<extension point=
"org.eclipse.ui.actionSetPartAssociations"
>

<actionSetPartAssociation targetID=
"org.eclipse.jdt.ui.refactoring.actionSet"
>

<part id=
"org.eclipse.jdt.ui.PackageExplorer"

/>

<part id=
"org.eclipse.jdt.ui.CompilationUnitError"
/>

</actionSetPartAssociation>
</extension>

In the example above, a view or editor are associated with the refactoring action set.

API Information:

The user may override these associations using the customize perspective dialog. Regardless of these
associations, action sets which the user turns off will never appear and action sets which the user turns on v
always be visible.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Activities
Identifier:
org.eclipse.ui.activities
Since:

3.0

Description:

The org.eclipse.ui.activities extension point is used to declare activities and associated

elements. Activities are used by the platform to filter certain plugin contributions from the users view until
such a time that they express interest in them. This allows Eclipse to grow dynamically based on the usage
pattern of a user.

Configuration Markup:

<IELEMENT extension_(activity , activityRequirementBinding . activityPatternBinding ., category ,
categoryActivityBinding . defaultEnablement)*>

<IATTLIST extension
id CDATA #IMPLIED
name CDATA #IMPLIED
point CDATA #REQUIRED>
« id — an optional identifier of the extension instance

* name — an optional name of the extension instance
« point — a fully qualified identifier of the target extension point

<IELEMENT activity EMPTY>
<IATTLIST activity

description CDATA #IMPLIED

id CDATA #REQUIRED
name CDATA #REQUIRED>

This element is used to define activities. If more than one of these elements exist with the same id attribute,
only the last declared element (in order of reading the registry) is considered valid.
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« description — a translatable short description of this activity for display in the Ul
« id — the unique identifier of this activity
* name - the translatable name of this activity for display in the Ul

<IELEMENT activityRequirementBinding EMPTY >
<IATTLIST activityRequirementBinding
requiredActivityld CDATA #REQUIRED

activityld CDATA #REQUIRED>

This element allows one to bind activities to activities. The relationship is such that if the activityld is ever
enabled then the requiredActivityld is enabled as well.

« requiredActivityld — the unique identifier of required activity to bind
« activityld — the unique identifier of the activity to bind

<IELEMENT activityPatternBinding EMPTY>
<IATTLIST activityPatternBinding

activityld CDATA #REQUIRED

pattern CDATA #REQUIRED>

This element allows one to bind activities to patterns.

« activityld — the unique identifier of the activity to bind
* pattern — the pattern to be bound. Patterns are regular expressions which match unique identifiers.
Please see the Java documentation for java.util.regex.Pattern for further details.

<IELEMENT category EMPTY>
<IATTLIST category

description CDATA #IMPLIED

id CDATA #REQUIRED
name CDATA #REQUIRED>
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This element is used to define categories. If more than one of these elements exist with the same id attribut
only the last declared element (in order of reading the registry) is considered valid.

« description — a translatable short description of this category for display in the Ul
« id - the unique identifier of this category
* name - the translatable name of this category for display in the Ul

<IELEMENT categoryActivityBinding EMPTY>
<IATTLIST categoryActivityBinding

activityld CDATA #REQUIRED

categoryld CDATA #REQUIRED>

This element allows one to bind categories to activities.

« activityld — the unique identifier of the activity to bind
« categoryld - the unique identifier of the category to bind

<IELEMENT defaultEnablement EMPTY>
<IATTLIST defaultEnablement
id CDATA #REQUIRED>

This element allows one to specify that a given activity should be enabled by default.

« id — the unique identifier of the activity

Examples:

The following is an example of several activity and category definitions as well as associated bindings.

<extension point=

"org.eclipse.ui.activities"
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>
<activity id=

"com.xyz.Activity"

description=

"Filters contributions from com.xyz"
name=

"My Activity"

/>

<activity id=

"com.xyz.OtherActivity"

description=

"Filters other contributions from com.xyz"
name=

"My Other Activity"

/>

<!-— other activity requires activity ——>
<activityRequirementBinding activityld=
"com.xyz.OtherActivity"
requiredActivityld=

"com.xyz.Activity"

/>

<category id=

"com.xyz.Category"

description=

"com.xyz Activities"

name=

Activities
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"My Category”
/>
<!-— put the activity in the category ——>
<categoryActivityBinding activityld=
"com.xyz.Activity"
categoryld=
"com.xyz.Category"
/>
<!-- bind all contributions from plugin com.xyz ——>
<activityPatternBinding id=
"com.xyz.Activity"
pattern=
"com\.xyz/.*"
/>
<!-— bind my.contribution from plugin com.xyz.other ——>
<activityPatternBinding id=
"com.xyz.OtherActivity"
pattern=
"com\.xyz\.other/my.contribution"
/>
<!—— our activity should be enabled by default ——>
<defaultEnablement id=
"com.xyz.Activity"
/>

</extension>

Activities
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API Information:

There is currently no public API for declaring activities or associated elements other than this extension poir
The state of activities in the workbench is accessible via

org.eclipse.ui.lWorkbench.getActivitySupport(). From here you may query and update

the set of currently enabled activities.

Supplied Implementation:

There are no "default activities" provided by the workbench. Activities are intended to be defined at the
product level, such as the Eclipse SDK, so as to tightly integrate all of the (known) components that product
contains.

Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Cheat Sheet Content

Identifier:

org.eclipse.ui.cheatsheets.cheatSheetContent

Since:

3.0

Description:

This extension point is used to register cheat sheet content contributions. Cheat sheets appear as choices f
the "Help" menu or from within the cheat sheet view, and are typically used to aid a user through a series of
comlex tasks to accomplish an overall goal.

The cheat sheets are organized into categories which usually reflect a particular problem domain. For
instance, a Java oriented plug—in may define a category called "Java" which is appropriate for cheat sheets
that would aid a user with any of the Java tools. The categories defined by one plug-in can be referenced b
other plug—-ins using the category attribute of a cheatsheet element. Uncategorized cheat sheets, as well as
cheat sheets with invalid category paths, will end up in an "Other" category.

Cheat sheets may optionally specify a description subelement whose body should contain short text about t
cheat sheet.

Configuration Markup:

<IELEMENT extension_(category | cheatsheet)*>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT category EMPTY>
<IATTLIST category
id CDATA #REQUIRED

name CDATA #REQUIRED
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parentCategory CDATA #IMPLIED>

A category element in the cheatsheetContent extension point creates a new category in the cheat sheet me
The cheat sheet menu is available from the help menu in the workbench. If a new category is specified, che
sheets may be targeted to that category and will appear under it in the cheat sheet selection dialog.

« id — a unigue name that can be used to identify this category
* name - a translatable name of the category that will be used in the dialog box
« parentCategory — a path to another category if this category should be added as a child

<IELEMENT cheatsheet (description?)>
<IATTLIST cheatsheet

id CDATA #REQUIRED

name CDATA #REQUIRED
category CDATA #IMPLIED
contentFile CDATA #IMPLIED

listener CDATA #IMPLIED>

A cheatsheet element is put into the cheatsheetContent extension point if there is a cheat sheet to be

contributed to the workbench. A cheat sheet element must specify an id, a translatable name to appear in th
selection options, a category id to specify which category this cheat sheet will be included in, and a content
file. The cheat sheet content file is an XML file that describes the steps and actions that the cheat sheet has

« id — a unigue name that can be used to identify this cheat sheet

* name - a translatable name of the cheat sheet that will be used in the help menu and the selection
dialog box

« category — a slash—delimited path (/') of category IDs. Each token in the path must represent a valid
category ID previously defined by this or some other plug-in. If omitted, the wizard will be added to
the "Other" category.

« contentFile — the path of a cheat sheet content file. The content file is an XML file that contains the
specifics of the cheat sheet (cheat sheet content file format specification). The content file is parsed
run time by the cheat sheet framework. Based on the settings in this file, a certain number of steps,
actions, descriptions, and help links are shown to the user when the cheat sheet is opened. The patt
interpreted as relative to the plug-in that declares the extension; the path may include special
variables. In particular, use "$nl$" as the first segment of the path to indicate that there are
locale—specific translations of the content file in subdirectories below "nl/". For more detail about the
special variables, you can read the Java API document for Platform.find.

« listener — listener is a fully qualified name of a Java class which must subclass
org.eclipse.ui.cheatsheets.CheatSheetListener.
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<IELEMENT description (#CDATA)>

a short description of the cheat sheet

Examples:

Here is a sample usage of the cheatSheetContent extension point:

<extension point=
"org.eclipse.ui.cheatsheets.cheatSheetContent"
>

<category name=
"Example category"

id=
"com.example.category"”

>

</category>

<cheatsheet name=
"Example cheat sheet"
category=
"com.example.category"”
id=
"com.example.cheatSheet"
contentFile=
"ExampleCheatSheet.xml"
>

<description>

Cheat Sheet Content
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This is a descriptive bit of text for my cheat sheet description.
</description>
</cheatsheet>

</extension>
API Information:
For further details see the spec for the org.eclipse.ui.cheatsheets API package.

Supplied Implementation:

There are no built—=in cheat sheets.

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Cheat Sheet Content File XML Format

Version 3.0

This document describes the cheat sheet content file structure as a series of DTD fragments (machine read
XML schema).

cheatsheet

<IELEMENT cheatsheet (intro, item+)>
<IATTLIST cheatsheet

title CDATA #REQUIRED
>

The <cheatsheet> element defines the body of the cheat sheet content file. <cheatsheet> attributes are as
follows:

« title — the title of the cheat sheet

intro

<IELEMENT intro (description)>
<IATTLIST intro
contextld CDATA #IMPLIED
href CDATA #IMPLIED
>

The <intro> element is used to describe the cheat sheet introduction to be displayed. The <description>
subelement contains the body of the introduction. <intro> attributes are as follows:

« contextld — The optional help context id of the documentation for this cheat sheet. If supplied,
context help for the given fully—qualified context id is shown to the user (typically in a small pop—up
window) when they clicks the introduction's help link. If this attribute is supplied, the href attribute
should not be supplied (href will be ignored if both are present).

« href — The optional help document describing this cheat sheet. If supplied, this help document is
shown to the user (typically in a help browser shown in a separate window) when they clicks the
introduction's help link. If this attribute is supplied, the contextld attribute should not be supplied
(href will be ignored if both are present).

description

<IELEMENT description EMPTY>
<IATTLIST description
>

The <description> element holds the description of a cheat sheet or of a cheat sheet item. The description

consists of text interspersed with simple formatting tags. The cheat sheet automatically formats and lays out
the text to make it show up reasonably in the Ul. Within the text, balanced <b>...</b> tags cause the enclos
text to be rendered in a bold font, and the <br/> element can be used to force a line break. These are the or
formatting tags supported at this time (however, others may be added in the future). Certain characters in th
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text have special significance for XML parsers; in particular, to write "<", ">", "&", "™, and """ (quotation
mark) instead write "&It;", "&gt;", "&amp;", "&apos;", and "&quot;" respectively. Whitespace (spaces and

line breaks) is treated as a word separator; adjacent spaces and line breaks are treated as single unit and
rendered as a single space or a line break. Whitespace immediately after the <description> and <br/> tags i

ignored, as is whitespace immediately before the </description> tag.
item

<IELEMENT item (description ([action|perform—when] | (subitem|repeated-subitem|conditional-subitem)*))>
<IATTLIST item

title CDATA #REQUIRED
skip ("true" | "false") "false"
contextld CDATA #IMPLIED
href CDATA #IMPLIED

>

Each <item> element describes one top-level step in a cheat sheet. The <item> is either simple or composi
<item> attributes are as follows:

« title — The title of the cheat sheet item.

« skip — skip="true" means that the whole step can be skipped; the Ul generally shows a button that th
user can press to indicate that they are skipping this step

« contextld — The optional help context id of the documentation for this cheat sheet step. If supplied,
context help for the given fully—qualified context id is shown to the user (typically in a small pop-up
window) when they clicks the step's help link. If this attribute is supplied, the href attribute should not
be supplied (href will be ignored if both are present).

« href — The optional help document describing this cheat sheet step. If supplied, this help document i
shown to the user (typically in a help browser shown in a separate window) when they clicks the
step's help link. If this attribute is supplied, the contextld attribute should not be supplied (href will
be ignored if both are present).

The org.eclipse.ui.cheatsheets.cheatSheetltemExtension allows additional custom controls for the item to b
displayed in the Ul. Contributions to this extension point declare the names of additional, string—valued
attributes that may appear on <item> elements.

Simple items have a description and an optional action. In the typical presentation, the titles of cheat sheet
items are shown to the user most of the time. An item's description is only shown while the step is in the
process of being executed. The presence of an <action> (or <perform—-when>) element is typically associate
with a button that the user can press to perform the step's action. If no action is present, the step is one that
user must carry out manually and then overtly indicate that they have successfully completed the step.

Composite steps are broken down into sub—steps as specified by the <subitem> subelements. Unlike items,
which the user must follow in strict sequence, the sub-items of a given item can be performed in any order.
All sub-items within an item have to be attempted (or skipped) before progressing to the next item. (Which
means actions that must be performed in a required sequence cannot be represented as sub-items.)

A <conditional-subitem> subelement allow a step to tailor the presentation of a sub—step based on cheat st
variables whose values are acquired in earlier steps. A <repeated-subitem> subelement allows a step to
include a set of similar sub—steps. Again, the exact set of sub—steps may be based on cheat sheet variables
whose value are acquired in earlier steps.
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subitem

<IELEMENT subitem ( [action|perform-when] )>
<IATTLIST subitem

label CDATA #REQUIRED
Sk|p ("true" | "fa|Se") nfalseu
when CDATA #IMPLIED

>

Each <subitem> element describes a sub-step in a cheat sheet. A <subitem> carries a simple text label, bu
has neither a lengthy description nor further sub-items. <subitem> attributes are as follows:

« label — The title of the cheat sheet sub-item. If the string contains substring occurrences of the form
"${var}", they are considered references to cheat sheet variables. All such occurrences in the string
value will be replaced by the value of the corresponding variable in the context of the execution of th
cheat sheet, or the empty string for variables that are unbound. The values of the variables are as of
the beginning of the execution of the main step (when the <item> element is elaborated), rather than
when the individual sub—step are run.

« skip — skip="true" means that the sub—step can be skipped. The Ul generally shows a button that the
user can press to indicate that they are skipping this sub-step.

« when — Indicates this subitem is to be used if and only if the value of the condition attribute of the
containing <conditional-subitem> element matches this string value. This attribute is ignored if the
<subitem> element is not a child of a <conditional-subitem> element.

Sub-items have an optional action. The presence of an <action> (or <perform-when>) element is typically
associated with a button that the user can press to perform the sub—step's action. If no action is present, the
sub-step is one that the user must carry out manually and then overtly indicate that they have successfully
completed the step.

Unlike items, which must be followed in strict sequence, the sub-items of a given item can be performed in
any order. All sub-items within an item have to be attempted (or skipped) before progressing to the next iter
(Which means actions that must be performed in a required sequence should not be represented as sub-ite

conditional—-subitem

<IELEMENT conditional-subitem (subitem+)>
<IATTLIST conditional-subitem

condition CDATA #REQUIRED
>

Each <conditional-subitem> element describes a single sub—step whose form can differ based on a conditic
known at the time the item is expanded. <conditional-subitem> attributes are as follows:

« condition — Arbitrary string value used to select which child <subitem> will be used. If the attribute
string has the form "${var}", it is considered a reference to a cheat sheet variable var, and value of tr
condition will be the value of the variable for the cheat sheet at the start of execution of the containin
<item> element (or the empty string if the variable is unbound at that time).

The condition attribute on the <conditional-subitem> element provides a string value (invariably this value

comes from a cheat sheet variable). Each of the <subitem> children must carry a when attribute with a distir
string value. When the item is expanded, the <conditional-subitem> element is replaced by the <subitem>
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element with the matching value. It is considered an error if there is no <subitem> element with a matching
value.

For example, if the cheat sheet variable named "v1" has the value "b" when the following item is expanded

<item ...>
<conditional-subitem condition="${v1}">
<subitem when="a" label="Step for A." />
<subitem when="b" label="Step for B." />
</conditional-subitem>
</item>

then the second sub-item is selected and the item expands to something equivalent to

<item ...>
<subitem label="Step for B."/>
</item>

repeated—subitem

<IELEMENT repeated-subitem (subitem)>
<IATTLIST repeated-subitem

values CDATA #REQUIRED
>

Each <repeated-subitem> element describes a sub-item that expands into 0, 1, or more similar sub—steps.
<repeated-subitem> attributes are as follows:

« values — A string containing a comma-separated list of values. If the attribute string has the form
"${var}", it is considered a reference to a cheat sheet variable var, and value of the condition will be
the value of the variable for the cheat sheet at the start of execution of the containing <item> elemen
(or the empty string if the variable is unbound at that time).

The values attribute provides a list of comma-separated strings; the <subitem> child provide the template.
When the item is expanded, the <repeated-subitem> element is replaced by copies of the <subitem> eleme
with occurrences of the variable "this" replaced by the corresponding string value.

For example, if the cheat sheet variable named "v1" has the value "1,b,three" when the following item is
expanded

<item ...>
<repeated-subitem values="${v1}">
<subitem label="Step ${this}.">
<action class="com.xyz.myaction" pluginld="com.xyz" param1="${this}"/>
</subitem>
</repeated-subitem>
</item>

then the item expands to something equivalent to:

<item ...>
<subitem label="Step 1.">
<action class="com.xyz.myaction" pluginld="com.xyz" param1="1"/>
</subitem>
<subitem label="Step b.">
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n class="com.xyz.myaction" pluginld="com.xyz" param1="b"/>
m>

<subitem label="Step three.">

<actio
</subite
</item>

actio

n class="com.xyz.myaction" pluginld="com.xyz" parami1="three"/>
m>

n

<IELEMENT action EMPTY>
<IATTLIST action

class
pluginid
paraml

param9
confirm
when

>

CDATA #REQUIRED
CDATA #REQUIRED
CDATA #IMPLIED

CDATA #IMPLIED
("true" | "false") "false"
CDATA #IMPLIED

Each <action> element describes an action in a cheat sheet. <action> attributes are as follows:

class — The fully—qualified name of the Java class implementing

org.eclipse.jface.action.lAction. If this action also implements
org.eclipse.ui.cheatsheets.ICheatSheetAction it will be invoked via its
run(String[],ICheatSheetManager) method and be passed the cheat sheet manager and action
parameters. The pluginld attribute must be present whenever this attribute is present. It is strongly
recommended that actions intended to be invoked from cheat sheets should report success/fail
outcome if running the action might fail (perhaps because the user cancels the action from its dialog]
(See org.eclipse.jface.action.Action.notifyResult(boolean) for details.)

pluginld — The id of the plug—in which contains the Java class of the action class. This attribute must
be present whenever the class attribute is present.

paramN - For action classes that also implement

org.eclipse.ui.cheatsheets.ICheatSheetAction, the string values of these attributes

are passed to the action when it is invoked. You can pass up to 9 parameters to a cheat sheet actior
(paraml, paramz2, etc.). The parameters supplied must start with parameter 1 and be contiguous; th:
is, it is illegal to specify param2 without paraml also being present. If the attribute string has the
form "${var}", it is considered a reference to a cheat sheet variable var, and value of the condition
will be the value of the variable for the cheat sheet at the start of execution of the containing <item>
element (or the empty string if the variable is unbound at that time).

confirm — "true" indicates this step (or sub-step) requires the user to manually confirm that the actior
has been completed.

when - Indicates this action is to be used if and only if the value of the condition attribute of the
containing <perform—-when> element matches this string value. This attribute is ignored if the
<action> element is not a child of a <perform-when> element.

perform—-when

<IELEMENT perform-when (action+)>
<IATTLIST perform-when
condition CDATA #REQUIRED

>

action
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Each <perform—-when> element describes an action in a cheat sheet. <perform-when> attributes are as
follows:

« condition — Arbitrary string value used to select which child <action> will be performed. If the
attribute string has the form "${var}", it is considered a reference to a cheat sheet variable var, and
value of the condition will be the value of the variable for the cheat sheet at the start of execution of
the containing <item> element (or the empty string if the variable is unbound at that time).

The condition attribute on the <conditional-subitem> element provides a string value (invariably this value
comes from a cheat sheet variable). Each of the <subitem> children must carry a when attribute with a distir
string value. When the item is expanded, the <conditional-subitem> element is replaced by the <subitem>
element with the matching value. It is considered an error if there is no <subitem> element with a matching
value.

For example, if the cheat sheet variable named "v1" has the value "b" when the following item is expanded

<item ...>
<subitem label="Main step">
<perform—-when condition="${v1}">
<action when="a" class="com.xyz.action1" pluginld="com.xyz" />
<action when="b" class="com.xyz.action2" pluginld="com.xyz" />
</conditional-subitem>
</subitem>
</item>

then the second action is selected and the item expands to something equivalent to

<item ...>
<subitem label="Main step">
<action class="com.xyz.action2" pluginld="com.xyz" />
</subitem>
</item>

Example

The following is an example of a very simple cheat sheet content file:

<?xml version="1.0" encoding="UTF-8"?>
<cheatsheet title="Example">
<intro>
<description>Example cheat sheet with two steps.</description>
<fintro>
<item title="Step 1">
<description>This is a step with an action.</description>
<action class="com.xyz.myaction" pluginld="com.xyz"/>
</item>
<item title="Step 2">
<description>This is a fully manual step.</description>
</item>
</cheatsheet>

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
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Common Public License v1.0 which accompanies this distribution, and is available at
http://www.eclipse.org/legal/cpl-v10.html
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Cheat Sheet Item Extension

Identifier:

org.eclipse.ui.cheatsheets.cheatSheetltemExtension

Since:

3.0

Description:

This extension point should be used when an extra button needs to be added to a step in the cheat sheet. Y
can put a new attribute into the "item" tag in the cheat sheet content file, and when that value is read by the
cheat sheet framework, it will check to see if there is a class registered through this extension point that will
handle this attribute. The attribute name found in the cheat sheet content file is matched against all of the
values found in the "itemAttribute" attribute of all of the registered cheatsheetltemExtension point
implementations. If there is a match, the class specified to handle this item attribute is loaded by the cheat
sheet framework and is called to handle the attribute specified in the cheat sheet content file. After having
parsed the value of the item attribute, the class remains available to the cheat sheets framework. When the
item is rendered for the cheat sheets view, the class is once again called to handle the addition of compone
to a Composite. The items that are added to this composite are displayed in the cheat sheet step (currently,
beside the help icon). It is displayed only for the step that is described by the "item" tag that the attribute
appeared in the cheat sheet content file. The suggested use of this extension point is adding a small (16x16
button with a graphic that opens a dialog box when pressed.

Configuration Markup:

<IELEMENT extension_(itemExtension)*>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT itemExtension EMPTY>
<IATTLIST itemExtension
itemAttribute CDATA #REQUIRED

class CDATA #REQUIRED>
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Use this item extension to add elements to cheat sheet steps. You can use this extension point to add icons
buttons (currently, beside the help icon) for a step in the cheat sheet. You specify the name of an attribute tt
you will put into the cheat sheet item tag. You also specify a class that will handle the parsing of the attribute
value from the cheat sheet content file when the cheat sheet is loaded. The attribute valuemust be a string.
specified class must subclass

org.eclipse.ui.cheatsheets.AbstractitemExtensionElement. After the cheat sheet

content file is parsed and loaded, the class specified in the extension point is called again through the interf:
to add graphics or buttons to the step in the cheat sheet (currently, next to the help button).

« itemAttribute — This attribute value must be the string value of an attribute name that is put into an
item tag in the cheat sheet content file. If this attribute string matches an attribute parsed from the
item tag in the cheat sheet content file, the class specified will be loaded and will be called to parse
the full value of the attribute using the w3 DOM specification. It will later be called to add controls to
a Composite, and the added components (usually graphics or buttons) will appear in the step of the
cheat sheet for the item specified (currently, beside the help icon for that step).

« class — The fully qualified class name of the class that subclasses
org.eclipse.ui.cheatsheet.AbstractitemExtensionElement to handle unknown
attributes in the cheat sheet content file and extend the steps in the cheat sheet. The class must be
public, and have a public 1-argument constructor that accepts the attribute name (a String).

Examples:

Here is an example implementation of this extension point:

<extension point=
"org.eclipse.ui.cheatsheets.cheatSheetltemExtension”
>

<itemExtension itemAttribute=

"XyzButton"

class=

"com.example.HandleParsingAndAddButton"

>

</itemExtension>

</extension>

And here is the item attribute for that extension:
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<item title=
"XYZ Title"
XyzButton=
"flicon/button.gif"

>

Note that the value of the attribute in the item tag can be ANYTHING. It can be anything because the class
that parses that attribute is the class HandleParsingAndAddButton, which in this example parses a string
ficon/button.gif from the attribute. It later will use that info to load the gif and use it as the icon for a new
button.

API Information:
See the Javadoc information for org.eclipse.ui.cheatsheets.AbstractitemExtensionElement for API details.

Supplied Implementation:

There is no supplied implementation at this time.

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Contexts

Identifier:

org.eclipse.ui.contexts

Since:

3.0

Description:

The org.eclipse.ui.contexts extension point is used to declare contexts and associated elements.

Configuration Markup:

<IELEMENT extension_(context , contextContextBinding)>

<IATTLIST extension
id CDATA #IMPLIED
name CDATA #IMPLIED
point CDATA #REQUIRED>
« id — An optional identifier of the extension instance.

* name — An optional name of the extension instance.
« point — A fully qualified identifier of the target extension point.

<IELEMENT context EMPTY>
<IATTLIST context

description CDATA #IMPLIED
id CDATA #REQUIRED
name CDATA #REQUIRED
parentld CDATA #IMPLIED>

This element is used to define contexts. If more than one of these elements exist with the same id attribute,
only the last declared element (in order of reading the registry) is considered valid.

« description — A translatable short description of this context for display in the Ul.
« id — The unique identifier of this context.
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« name — The translatable name of this context for display in the UI.
« parentld — The unique identifier of the parent of this context.

Examples:

The plugin.xml file in the org.eclipse.ui plugin makes use of the
org.eclipse.ui.contexts extension point.

API Information:

There is currently no public API for declaring contexts or associated elements other than this extension poin

Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Decorators

Identifier:

org.eclipse.ui.decorators
Since:
Release 2.0

Description:

This extension point is used to add decorators to views that subscribe to a decorator manager. As of 2.1 the
is the concept of a lightweight decorator that will handle the image management for the decorator. It is also
possible to declare a lightweight decorator that simply overlays an icon when enabled that requires no
implementation from the plug-in.

An action's enablement and/or visibility can be defined using the elements enablement and visibility
respectively. These two elements contain a boolean expression that is evaluated to determine the enableme
and/or visibility.

The syntax is the same for the enablement and visibility elements. Both contain only one boolean
expression sub—element. In the simplest case, this will be an objectClass, objectState,

pluginState, or systemProperty element. In the more complex case, the and, or, and not elements

can be combined to form a boolean expression. Both the and, and or elements must contain 2 sub—element
The not element must contain only 1 sub—element.

Configuration Markup:

<IELEMENT extension_(decorator*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT decorator (description? , enablement?)>

<IATTLIST decorator

id CDATA #REQUIRED
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label CDATA #REQUIRED
class CDATA #IMPLIED
objectClass CDATA #IMPLIED
adaptable (true | false)

state (true | false)
lightweight (truel|false)

icon CDATA #IMPLIED
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location (TOP_LEFT|TOP_RIGHT|BOTTOM_LEFT|BOTTOM_RIGHT|UNDERLAY) >

« id — a unigue name that will be used to identify this decorator.
« label — a translatable name that will be used in the workbench window menu to represent this

decorator.

« class - a fully qualified name of a class which implements
org.eclipse.jface.viewers.ILabelDecorator if lightweight is false or
org.eclipse.jface.viewers.ILightweightLabelDecorator if lightweight is true.

The default value is false. If there is no class element it is assumed to be true.

« objectClass — a fully qualified name of a class which this decorator will be applied to. Deprecated in
2.1. Make this value part of the enablement.

 adaptable - a flag that indicates if types that adapt to IResource should use this object contribution.
This flag is used only if objectClass adapts to IResource. Default value is false.

« state — a flag that indicates if the decorator is on by default. Default value is false.

« lightweight — The lightweight flag indicates that the decorator is either declarative or implements
org.eclipse.jface.viewers.ILightweightLabelDecorator.

« icon — if the decorator is lightweight and the class is not specified this is the path to the overlay imag

to apply

« location - if the decorator is lightweight this is the location to apply the decorator to. Defaults to

BOTTOM_RIGHT.

<IELEMENT description (#CDATA)>

an optional subelement whose body should contain text providing a short description of the decorator. This
will be shown in the Decorators preference page so it is recommended that this is included. Default value is

empty String.

<IELEMENT enablement_(and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element is used to define the enablement for the extension.
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<IELEMENT visibility (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element is used to define the visibility for the extension.

<IELEMENT and (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean AND operation on the result of evaluating it's two sub—element expressiol

<IELEMENT or (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean OR operation on the result of evaluating it's two sub—element expression:

<IELEMENT not (and_| or_| not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean NOT operation on the result of evaluating it's sub—element expressions.

<IELEMENT objectClass EMPTY>
<IATTLIST objectClass
name CDATA #REQUIRED>

This element is used to evaluate the class or interface of each object in the current selection. If each object
the selection implements the specified class or interface, the expression is evaluated as true.

« name - a fully qualified name of a class or interface. The expression is evaluated as true only if all
objects within the selection implement this class or interface.

<IELEMENT objectState EMPTY>

<IATTLIST objectState
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name CDATA #REQUIRED

value CDATA #REQUIRED>

This element is used to evaluate the attribute state of each object in the current selection. If each object in tt
selection has the specified attribute state, the expression is evaluated as true. To evaluate this type of

expression, each object in the selection must implement, or adapt to,
org.eclipse.ui.lActionFilter interface.

* name - the name of an object's attribute. Acceptable names reflect the object type, and should be
publicly declared by the plug-in where the object type is declared.

« value - the required value of the object's attribute. The acceptable values for the object's attribute
should be publicly declared.

<IELEMENT pluginState EMPTY>
<IATTLIST pluginState

id CDATA #REQUIRED

value (installed|activated) "installed">

This element is used to evaluate the state of a plug—in. The state of the plug—in may be one of the following
installed or activated.

« id - the identifier of a plug—in which may or may not exist in the plug—-in registry.
« value - the required state of the plug—in. The state of the plug—in may be one of the following:
installed or activated.

<IELEMENT systemProperty EMPTY>
<IATTLIST systemProperty

name CDATA #REQUIRED

value CDATA #REQUIRED>

This element is used to evaluate the state of some system property. The property value is retrieved from the
java.lang.System.

* name - the name of the system property.
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« value - the required value of the system property.

Examples:

The following are example of decorators:

A full decorator. The plug—in developer must handle their own image support.

<extension point=
"org.eclipse.ui.decorators"

>

<decorator id=
"com.xyz.decorator"

label=

"XYZ Decorator"

state=

"true"

class=
"com.xyz.DecoratorContributor"
>

<enablement>

<objectClass name=
"org.eclipse.core.resources.IResource"
/>

</enablement>

</decorator>

</extension>
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A lightweight decorator. There is a concrete class but as it is an ILightweightLabelDecorator it only needs to
supply text and an ImageDescriptor and therefore needs no resource handling.

<extension point=
"org.eclipse.ui.decorators"

>

<decorator id=
"com.xyz.lightweight.decorator"
label=

"XYZ Lightweight Decorator"
state=

"false"

class=
"com.xyz.LightweightDecoratorContributor"
lightweight=

"true"

>

<enablement>

<objectClass name=
"org.eclipse.core.resources.IResource”
/>

</enablement>

</decorator>

</extension>

A declarative lightweight decorator. There is no concrete class so it supplies an icon and a quadrant to appl
that icon.
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<extension point=
"org.eclipse.ui.decorators"

>

<decorator id=
"com.xyz.lightweight.declarative.decorator"
label=

"XYZ Lightweight Declarative Decorator"
state=

"false"

lightweight=

"true"

icon=

"icons/full/declarative.gif"

location=

"TOP_LEFT"

>

<enablement>

<objectClass name=
"org.eclipse.core.resources.IResource"
/>

</enablement>

</decorator>

</extension>

API Information:
The value of the class attribute must be the fully qualified name of a class that implements

org.eclipse.jface.viewers.ILabelDecorator (if lightweight is false) or
org.eclipse.jface.viewers.ILightweightLabelDecorator. This class is loaded as late as

Decorators 229



Welcome to Eclipse

possible to avoid loading the entire plug—in before it is really needed. Declarative decorators do not entail ar
plug-in activation and should be used whenever possible. Non-lightweight decorators will eventually be
deprecated.

Supplied Implementation:

Plug-ins may use this extension point to add new decorators to be applied to views that use the decorator
manager as their label decorator. To use the decorator manager, use the result of
IViewPart.getDecoratorManager() as the decorator for an instance of DecoratingLabelProvider. This is
currently in use by the Resource Navigator.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Drop Actions

Identifier:
org.eclipse.ui.dropActions

Description:

This extension point is used to add drop behaviour to views defined by other plugins.

Due to the Ul layering imposed by the plugin mechanism, views are often not aware of the content and natu
of other views. This can make drag and drop operations between plugins difficult. For example, one may wi:
to provide Java refactoring support whereby the user drags a method from the Java editor's content outliner
into another java file in the resource navigator. Since the resource navigator doesn't know anything about Je
content, it doesn't know how to behave when java methods are dropped onto it. Similarly, an ISV may want
drop some of their content into one of the Java viewers.

The org.eclipse.ui.dropActions extension point is provided by the Platform to address these

situations. This mechanism delegates the drop behaviour back to the originator of the drag operation. This
behaviour is contained in an action that must implement

org.eclipse.ui.part.IDropActionDelegate. The viewer that is the source of the drag operation

must support the org.eclipse.ui.part.PluginTransfer transfer type, and place a

PluginTransferData object in the drag event. See
org.eclipse.jface.viewers.StructuredViewer#addDragSupport to learn how to add drag support to a viewer.

Configuration Markup:

<IELEMENT extension_(action*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT action EMPTY>
<IATTLIST action
id CDATA #REQUIRED

class CDATA #REQUIRED>
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« id — a unique identifier that can be used to reference this action
« class - the name of the fully qualified class that implements
org.eclipse.ui.part.IDropActionDelegate.

Examples:

The following is an example of a drop action extension:

<extension point=
"org.eclipse.ui.dropActions”

>
<action id=
"my_drop_action"
class=

"com.xyz.eclipse.TestDropAction"

>
</action>
</extension>

Here is an example of a drag listener that makes use of the drop action defined above.

class MyDragListener extends DragSourceAdapter {
public void dragSetData(DragSourceEvent event) {
if (PluginTransfer.getinstance().isSupportedType(event.dataType)) {
byte[] dataToSend = ...//enter the data to be sent.
event.data = new PluginTransferData(
my_drop_action, dataToSend);

}
}
}

For a more complete example, see the Platform readme example. In that example, a drop action is defined |
ReadmeDropActionDelegate, and it is used by ReadmeContentOutlineDragListener.

API Information:
The value of the class attribute must be a fully qualified name of a Java class that implements

org.eclipse.ui.part.IDropActionDelegate. This class is loaded as late as possible to avoid
loading the entire plug-in before it is really needed
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Supplied Implementation:

The workbench does not provide an implementation for this extension point. Plug—ins can contribute to this
extension point to add drop behavior to views defined by other plugins.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Editor Menus, Toolbars and Actions

Identifier:

org.eclipse.ui.editorActions

Description:
This extension point is used to add actions to the menu and toolbar for editors registered by other plug-ins.

The initial contribution set for an editor is defined by another extension point (org.eclipse.ui.editors). One se
of actions is created and shared by all instances of the same editor type. When invoked, these action act up
the active editor. This extension point follows the same pattern. Each action extension is created and sharec
by all instances of the same editor type. The action class is required to implement
org.eclipse.ui.lEditorActionDelegate. The active editor is passed to the delegate by invoking
IEditorActionDelegate.setActiveEditor.

An action's enablement and/or visibility can be defined using the elements enablement and visibility
respectively. These two elements contain a boolean expression that is evaluated to determine the enableme
and/or visibility.

The syntax is the same for the enablement and visibility elements. Both contain only one boolean
expression sub—element. In the simplest case, this will be an objectClass, objectState,

pluginState, or systemProperty element. In the more complex case, the and, or, and not elements

can be combined to form a boolean expression. Both the and, and or elements must contain 2 sub—element
The not element must contain only 1 sub—element.

Configuration Markup:

<IELEMENT extension_(editorContribution+)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT editorContribution (menu* , action*)>

<IATTLIST editorContribution

id CDATA #REQUIRED
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targetID CDATA #REQUIRED>

This element is used to define a group of editor actions and/or menus.

« id — a unique identifier used to reference this contribution.
« targetID — a unique identifier of a registered editor that is the target of this contribution.

<IELEMENT action (selection* | enablement?)>
<IATTLIST action

id CDATA #REQUIRED

label CDATA #REQUIRED
accelerator CDATA #IMPLIED
definitionld CDATA #IMPLIED
menubarPath CDATA #IMPLIED
toolbarPath CDATA #IMPLIED
icon CDATA #IMPLIED
disabledicon CDATA #IMPLIED
hovericon CDATA #IMPLIED
tooltip CDATA #IMPLIED
helpContextld CDATA #IMPLIED
style (push|radio|toggle) "push”
state (true | false)

class CDATA #REQUIRED
enablesFor CDATA #IMPLIED
actionlD  CDATA #IMPLIED>

This element defines an action that the user can invoke in the UI.
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id — a unique identifier used as a reference for this action.
* label - a translatable name used either as the menu item text or toolbar button label. The name can
include mnenomic information.
accelerator — Deprecated: Use the definitionld attribute instead.
definitionld — Specifies the command that this action will handle. By specifying and action, the key
binding service can assign a key sequence to this action. See the extension point
org.eclipse.ui.commands for more information.
« menubarPath — a slash—delimited path (/") used to specify the location of this action in the menu bar
Each token in the path, except the last one, must represent a valid identifier of an existing menu in tt
hierarchy. The last token represents the named group into which this action will be added. If the patt
is omitted, this action will not appear in the menu bar.
toolbarPath — a slash—delimited path (/) that is used to specify the location of this action in the
toolbar. The first token represents the toolbar identifier (with "Normal" being the default toolbar),
while the second token is the named group within the toolbar that this action will be added to. If the
group does not exist in the toolbar, it will be created. If toolbarPath is omitted, the action will not
appear in the toolbar.
« icon — a relative path of an icon used to visually represent the action in its context. If omitted and the
action appears in the toolbar, the Workbench will use a placeholder icon. The path is relative to the
location of the plugin.xml file of the contributing plug—in. The icon will appear in toolbars but not in
menus. Enabled actions will be represented in menus by the hoverlcon.
disabledlcon — a relative path of an icon used to visually represent the action in its context when the
action is disabled. If omitted, the normal icon will simply appear greyed out. The path is relative to
the location of the plugin.xml file of the contributing plug—in. The disabled icon will appear in
toolbars but not in menus. Icons for disabled actions in menus will be supplied by the OS.
hoverlcon — a relative path of an icon used to visually represent the action in its context when the
mouse pointer is over the action. If omitted, the normal icon will be used. The path is relative to the
location of the plugin.xml file of the contributing plug-in.
tooltip — a translatable text representing the action's tool tip. Only used if the action appears in the
toolbar.
helpContextld — a unigue identifier indicating the help context for this action. If the action appears as
a menu item, then pressing F1 while the menu item is highlighted will display help.
style — an optional attribute to define the user interface style type for the action. If defined, the
attribute value will be one of the following:

push - as aregular menu item or tool item.

radio - as a radio style menu item or tool item. Actions with the radio
style within the same menu or toolbar group behave as a radio set.
The initial value is specified by the state attribute.

toggle — as a checked style menu item or as a toggle tool item. The initial
value is specified by the state attribute.
« state — an optional attribute indicating the initial state (either true or false), used when the
style attribute has the value radio or toggle.

« class - the name of the fully qualified class that implements
org.eclipse.ui.lEditorActionDelegate
enablesFor — a value indicating the selection count which must be met to enable the action. If this
attribute is specified and the condition is met, the action is enabled. If the condition is not met, the
action is disabled. If no attribute is specified, the action is enabled for any number of items selected.
The following attribute formats are supported:

! - 0 items selected

? — 0 or 1 items selected
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+ - 1 or more items selected
multiple, 2+ — 2 or more items selected
n - a precise number of items selected.a precise number of

items selected. For example: enablesFor=" 4" enables the
action only when 4 items are selected

* — any number of items selected
* actionID - Internal tag for use by the text editors. Should not be used by plug—in developers.

<IELEMENT menu (separator+ . groupMarker*)>
<IATTLIST menu

id CDATA #REQUIRED

label CDATA #REQUIRED

path CDATA #IMPLIED>

This element is used to defined a new menu.

* id — a unique identifier that can be used to reference this menu.

* label - a translatable name used by the Workbench for this new menu. The name should include
mnemonic information.

« path - the location of the new menu starting from the root of the menu. Each token in the path must
refer to an existing menu, except the last token which should represent a named group in the last
menu in the path. If omitted, the new menu will be added to the additions named group of the
menu.

<IELEMENT separator EMPTY>
<IATTLIST separator
name CDATA #REQUIRED>

This element is used to create a menu separator in the new menu.

* name - the name of the menu separator. This name can later be referenced as the last token in a m
path. Therefore, a separator also serve as hamed group into which actions and menus can be addec

<IELEMENT groupMarker EMPTY>

Editor Menus, Toolbars and Actions 237



Welcome to Eclipse

<IATTLIST groupMarker
name CDATA #REQUIRED>

This element is used to create a named group in the new menu. It has no visual representation in the new
menu, unlike the separator element.

* name - the name of the group marker. This name can later be referenced as the last token in the me
path. It serves as named group into which actions and menus can be added.

<IELEMENT selection EMPTY>
<IATTLIST selection

class CDATA #REQUIRED
name CDATA #IMPLIED>

This element is used to help determine the action enablement based on the current selection. Ignored if the
enablement element is specified.

« class - a fully qualified name of the class or interface that each object in the selection must
implement in order to enable the action.

* name — an optional wild card filter for the name that can be applied to all objects in the selection. If
specified and the match fails, the action will be disabled.

<IELEMENT enablement_(and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element is used to define the enablement for the extension.

<IELEMENT visibility (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element is used to define the visibility for the extension.

<IELEMENT and (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean AND operation on the result of evaluating it's two sub—element expressiol
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<IELEMENT or (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean OR operation on the result of evaluating it's two sub—element expression:

<IELEMENT not (and_| or_| not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean NOT operation on the result of evaluating it's sub—element expressions.

<IELEMENT objectClass EMPTY>
<IATTLIST objectClass
name CDATA #REQUIRED>

This element is used to evaluate the class or interface of each object in the current selection. If each object
the selection implements the specified class or interface, the expression is evaluated as true.

« name - a fully qualified name of a class or interface. The expression is evaluated as true only if all
objects within the selection implement this class or interface.

<IELEMENT objectState EMPTY>

<IATTLIST objectState

name CDATA #REQUIRED

value CDATA #REQUIRED>

This element is used to evaluate the attribute state of each object in the current selection. If each object in tt
selection has the specified attribute state, the expression is evaluated as true. To evaluate this type of

expression, each object in the selection must implement, or adapt to,
org.eclipse.ui.lActionFilter interface.

* name - the name of an object's attribute. Acceptable names reflect the object type, and should be
publicly declared by the plug-in where the object type is declared.
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« value - the required value of the object's attribute. The acceptable values for the object's attribute
should be publicly declared.

<!IELEMENT pluginState EMPTY>
<IATTLIST pluginState

id CDATA #REQUIRED

value (installed|activated) "installed">

This element is used to evaluate the state of a plug—in. The state of the plug—in may be one of the following
installed or activated.

« id - the identifier of a plug—in which may or may not exist in the plug—-in registry.
« value - the required state of the plug—in. The state of the plug—in may be one of the following:
installed or activated.

<IELEMENT systemProperty EMPTY>
<IATTLIST systemProperty

name CDATA #REQUIRED

value CDATA #REQUIRED>

This element is used to evaluate the state of some system property. The property value is retrieved from the
java.lang.System.

* name - the name of the system property.
« value - the required value of the system property.

Examples:

The following is an example of an editor action extension:

<extension point=

"org.eclipse.ui.editorActions"
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>
<editorContribution id=
"com.xyz.xyzContribution"
targetiD=
"com.ibm.XMLEditor"
>

<menu id=

"Xyz"

label=

"&amp;XYZ Menu"

>

<separator name=
"groupl”

/>

</menu>

<action id=
"com.xyz.runXyZz"
label=

"&amp;Run XYZ Tool"
menubarPath=
"XYZ/groupl"
toolbarPath=
"Normal/additions”
style=

"toggle”

state=

Editor Menus, Toolbars and Actions
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"true"

icon=

"icons/runXYZ.gif"

tooltip=

"Run XYZ Tool"
helpContextld=
"com.xyz.run_action_context"

class=

"com.xyz.actions.Runxyz"

>

<selection class=

"org.eclipse.core.resources.|File"

name=

"* java"

/>

</action>

</editorContribution>

</extension>

In the example above, the specified action will appear as a check box item in the new top-level menu name
"XYZ Menu", and as a toggle button in the toolbar. The action is enabled if the selection contains only Java

file resources.

The following is an other example of an editor action extension:

<extension point=
"org.eclipse.ui.editorActions"

>

<editorContribution id=
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"com.xyz.xyz2Contribution"
targetiD=
"com.ibm.XMLEditor"
>

<menu id=

"XYyz2"

label=

"&amp;XYZ2 Menu"
path=
"edit/additions"

>

<separator name=
"groupl”

/>

</menu>

<action id=
"com.xyz.runxyz2"
label=

"&amp;Run XYZ2 Tool"
menubarPath=
"edit/XYZ2/groupl"
style=

"push"

icon=
"icons/runXYZz2.gif"
tooltip=

Editor Menus, Toolbars and Actions
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"Run XYZ2 Tool"
helpContextld=
"com.xyz.run_action_context2"
class=
"com.xyz.actions.RunXyz2"
>

<enablement>

<and>

<objectClass name=
"org.eclipse.core.resources.|File"
/>

<not>

<objectState name=
"extension”

value=

"java"

/>

</not>

</and>

</enablement>

</action>
</editorContribution>
</extension>

In the example above, the specified action will appear as a menu item in the sub—menu named "XYZ2 Ment
in the top level "Edit" menu. The action is enabled if the selection contains no Java file resources.
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API Information:
The value of the class attribute must be a fully qualified name of a Java class that implements
org.eclipse.ui.lEditorActionDelegate. This class is loaded as late as possible to avoid loading
the entire plug—in before it is really needed. The method setActiveEditor will be called each time an

editor of the specified type is activated. Only one set of actions and menus will be created for all instances ©
the specified editor type, regardless of the number of editor instances currently opened in the Workbench.

This extension point can be used to contribute actions into menus previously created by the target editor. In
addition, menus and actions can be contributed to the Workbench window. The identifiers for actions and
major groups within the Workbench window are defined in
org.eclipse.ui.lWorkbenchActionConstants. These should be used as a reference point for the
addition of new actions. Top level menus are created by using the following values for the path attribute:

« additions - represents a named group immediately to the left of the Window menu.

Omitting the path attribute will result in adding the new menu into the additions menu bar group.

Actions and menus added into these paths will only be shown while the associated editor is active. When th
editor is closed, menus and actions will be removed.

The enablement criteria for an action extension is initially defined by enablesFor, and also either
selection or enablement. However, once the action delegate has been instantiated, it may control the
action enable state directly within its selectionChanged method.

Action and menu labels may contain special characters that encode mnemonics using the following rules:

1. Mnemonics are specified using the ampersand ('&") character in front of a selected character in the
translated text. Since ampersand is not allowed in XML strings, use &amp; character entity.

If two or more actions are contributed to a menu or toolbar by a single extension the actions will appear in tf
reverse order of how they are listed in the plugin.xml file. This behavior is admittedly unintuitive. However, it
was discovered after the Eclipse Platform API was frozen. Changing the behavior now would break every
plug-in which relies upon the existing behavior.

The selection and enablement elements are mutually exclusive. The enablement element can

replace the selection element using the sub—elements objectClass and objectState. For example,
the following:

<selection class=
"org.eclipse.core.resources.|File"
name=

"* java"

>
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</selection>

can be expressed using:

<enablement>
<and>

<objectClass name=
"org.eclipse.core.resources.|File"
/>

<objectState name=
"extension"

value=

"java"

/>

</and>

</enablement>

Supplied Implementation:

The Workbench provides a built-in "Default Text Editor". Plug-ins can contribute into this default editor or
editors provided by other plug-ins.

Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Internal and External Editors

Identifier:

org.eclipse.ui.editors

Description:

This extension point is used to add new editors to the workbench. A editor is a visual component within a
workbench page. It is typically used to edit or browse a document or input object. To open an editor, the use
will typically invoke "Open" on an IFile. When this action is performed the workbench registry is

consulted to determine an appropriate editor for the file type and then a new instance of the editor type is
created. The actual result depends on the type of the editor. The workbench provides support for the creatic
of internal editors, which are tightly integrated into the workbench, and external editors, which are launched
in a separate frame window. There are also various level of integration between these extremes.

In the case of an internal editor tight integration can be achieved between the workbench window and the
editor part. The workbench menu and toolbar are pre-loaded with a number of common actions, such as cu
copy, and paste. The active part, view or editor, is expected to provide the implementation for these actions.
An internal editor may also define new actions which appear in the workbench window. These actions only
appear when the editor is active.

The integration between the workbench and external editors is more tenuous. In this case the workbench m

launch an editor but after has no way of determining the state of the external editor or collaborating with it by
any means except through the file system.

Configuration Markup:

<IELEMENT extension _(editor*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<I[ELEMENT editor EMPTY>
<IATTLIST editor

id CDATA #REQUIRED
name CDATA #REQUIRED
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CDATA #IMPLIED

extensions CDATA #IMPLIED

class

CDATA #IMPLIED

command CDATA #IMPLIED

launcher CDATA #IMPLIED

contributorClass CDATA #IMPLIED

default

(true | false) "false"

filenames CDATA #IMPLIED

symbolicFontName CDATA #IMPLIED>

id — a unigue name that will be used to identify this editor

name — a translatable name that will be used in the Ul for this editor

icon — a relative name of the icon that will be used for all resources that match the specified
extensions. An icon is not required if you specify a command rather than a class. In that case, the
workbench will use the icon provided by the operating system.

extensions — an optional field containing the list of file types understood by the editor. This is a string
containing comma separate file extensions. For instance, an editor which understands hypertext
documents may register for "htm, html".

class — the name of a class that implements org.eclipse.ui.lEditorPart. The attributes

class, command, and launcher are mutually exclusive. If this attribute is defined then
contributorClass should also be defined.

command — a command to run in order to launch an external editor. The executable command must
be located on the system path or in the plug—in's directory. The attributes class, command, and
launcher are mutually exclusive.

launcher - the name of a class which that implements org.eclipse.ui.lEditorLauncher.

A launcher will open an external editor. The attributes class, command, and launcher are

mutually exclusive.

contributorClass - the name of a class that implements

org.eclipse.ui.lEditorActionBarContributor. This attribute should only be defined

if the class attribute is defined. This class is used to add new actions to the workbench menu and
tool bar which reflect the features of the editor type.

default - if true, this editor will be used as the default editor for the type. This is only relevant in a
case where more than one editor is registered for the same type. If an editor is not the default for the
type, it can still be launched using "Open with..." submenu for the selected resource.

filenames — an optional field containing the list of file names understood by the editor. This is a string
containing comma separate file names. For instance, an editor which understands specific hypertext
documents may register for "ejb.htm, ejb.html".

symbolicFontName — the symbolic name of a font. The symbolic font name must be the id of a
defined font (see org.eclipse.ui.fontDefinitions). If this attribute is missing or invalid then the font
name is the value of "org.eclipse.jface.textfont" in the editor's preferences store. If there is no
preference store or the key is not defined then the JFace text font will be used. The editor
implementation decides if it uses this symbolic font name to set the font.
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Examples:

The following is an example of an internal editor extension definition:

<extension point=
"org.eclipse.ui.editors"

>

<editor id=
"com.xyz.XMLEditor"
name=

"Fancy XYZ XML editor"
icon=

" flicons/XMLEditor.gif"

extensions=

1] n

xml
class=

"com.xyz.XMLEditor"
contributorClass=
"com.xyz.XMLEditorContributor"
symbolicFontName=
"org.eclipse.jface.textfont"
default=

"false”

>

</editor>

</extension>
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API Information:

If the command attribute is used, it will be treated as an external program command line that will be execute
in a platform—-dependent manner.

If the launcher attribute is used the editor will also be treated as an external program. In this case the specif
class must implement org.eclipse.ui.lEditorLauncher. The launcher will be instantiated and then
open(IFile file) will be invoked to launch the editor.

If the class attribute is used, the workbench will assume that it is an internal editor and the specified class
must implement org.eclipse.ui.lEditorPart. It is common practice to subclass

org.eclipse.ui.EditorPart when defining a new editor type. It is also necessary to define a
contributorClass attribute. The specified class must implement

org.eclipse.ui.lEditorActionBarContributor, and is used to add new actions to the

workbench menu and tool bar which reflect the features of the editor type.

Within the workbench there may be more than one open editor of a particular type. For instance, there may
one or more open Java Editors. To avoid the creation of duplicate actions and action images the editor conc
has been split into two. An IEditorActionBarContributor is responsible for the creation of actions.

The editor is responsible for action implementation. Furthermore, the contributor is shared by each open
editor. As a result of this design there is only one set of actions for one or more open editors.

The contributor will add new actions to the workbench menu and toolbar which reflect the editor type. These
actions are shared and, when invoked, act upon the active editor. The active editor is passed to the contribu
by invoking IEditorActionBarContributor.setActiveEditor. The identifiers for actions and

major groups within the workbench window are defined in

org.eclipse.ui.lWorkbenchActionConstants. These should be used as a reference point for the

addition of new actions. Top level menus are created by using the following values for the path attribute:

« additions - represents a group to the left of the Window menu.

Actions and menus added into these paths will only be shown while the associated editor is active. When th
editor is closed, menus and actions will be removed.

Supplied Implementation:

The workbench provides a "Default Text Editor". The end user product may contain other editors as part of
the shipping bundle. In that case, editors will be registered as extensions using the syntax described above.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Element Factories

Identifier:

org.eclipse.ui.elementFactories

Description:

This extension point is used to add element factories to the workbench. An element factory is used to recree
IAdaptable objects which are persisted during workbench shutdown.

As an example, the element factory is used to persist editor input. The input for an editor must implement
org.eclipse.ui.Editorinput. The life cycle of an IEditorlnput within an editor has a number
of phases.

1. The initial input for an editor is passed in during editor creation.

2.0n shutdown the workbench state is captured. In this process the workbench will create a memento
for each open editor and its input. The input is saved as a two part memento containing a factory 1D
and any primitive data required to recreate the element on startup. For more information see the
documentation on org.eclipse.ui.lPersistableElement.

3. On startup the workbench state is read and the editors from the previous session are recreated. In tt
process the workbench will recreate the input element for each open editor. To do this it will map the
original factory ID for the input element to a concrete factory class defined in the registry. If a
mapping exists, and the factory class is valid, an instance of the factory class is created. Then the
workbench asks the factory to recreate the original element from the remaining primitive data within
the memento. The resulting IAdaptable is cast to an IEditorinput and passed to the new
editor.

Configuration Markup:

<IELEMENT extension_(factory*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT factory EMPTY>
<IATTLIST factory
id CDATA #REQUIRED
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class CDATA #REQUIRED>

« id — a unique name that will be used to identify this factory.
« class - a fully qualified name of a class that implements org.eclipse.ui.lElementFactory

Examples:

The following is an example of an element factory extension:

<extension point =
"org.eclipse.ui.elementFactories"
>

<factory id =

"com.xyz.ElementFactory

class=

"com.xyz.ElementFactory

>
</factory>

</extension>

API Information:

The value of the class attribute must be a fully qualified name of a class that implements
org.eclipse.ui.lElementFactory. An instance of this class must create an |IAdaptable object
from a workbench memento.

Supplied Implementation:

The workbench provides an IResource factory. Additional factories should be added to recreate other
IAdaptable types commonly found in other object models, such as the Java Model.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Export Wizards

Identifier:

org.eclipse.ui.exportWizards

Description:

This extension point is used to register export wizard extensions. Export wizards appear as choices within tt
"Export Dialog", and are used to export resources from the workbench.

Wizards may optionally specify a description subelement whose body should contain short text about the
wizard.

Configuration Markup:

<IELEMENT extension_(wizard*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT wizard (description?_, selection*)>
<IATTLIST wizard

id CDATA #REQUIRED

name CDATA #REQUIRED

class CDATA #REQUIRED

icon CDATA #IMPLIED>

an element that will be used to create export wizard

* id — a unique name that will be used to identify this wizard
* name - a translatable name that will be used in the dialog box to represent this wizard
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« class - a fully qualified name of the class that implements org.eclipse.ui.lExportWizard
interface

* icon — a relative name of the icon that will be used alongside the wizard name in the export engine
listing.

<IELEMENT description (#CDATA)>

an optional subelement whose body should represent a short description of the export engine functionality.

<IELEMENT selection EMPTY>
<IATTLIST selection

name CDATA #IMPLIED

class CDATA #REQUIRED>

an optional element that restricts the types and names of objects that can be selected when the wizard is
invoked.

* name — an optional name filter. Each object in the workbench selection must match the name filter tc
be passed to the wizard.

« class — a fully qualified class hame. If each object in the workbench selection implements this
interface the selection will be passed to the wizard. Otherwise, an empty selection is passed.

Examples:

The following is an example of an export extension definition:

<extension point=
"org.eclipse.ui.exportWizards"
>

<wizard id=
"com.xyz.ExportWizardl"

name=
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"XYZ Web Exporter"

class=
"com.xyz.exports.ExportWizard1"
icon=

" ficons/importl.gif"

>

<description>

A simple engine that exports Web project
</description>

<selection class=
"org.eclipse.core.resources.|Project"
/>

</wizard>

</extension>

API Information:

The value of the class attribute must be a hame of the class that implements
org.eclipse.ui.l[ExportWizard.

Supplied Implementation:

The workbench comes preloaded with basic export engines for files and directories.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html

Export Wizards 255


http://www.eclipse.org/legal/cpl-v10.html

Font Definitions

Identifier:

org.eclipse.ui.fontDefinitions

Since:

Release 2.1

Description:
This extension point is used to register fonts with the JFace FontRegistry and with the workbench preferenc

store for use by the Fonts preference page. This extension point has been deprecated in 3.0. You should nc
add fontDefinition elements to org.eclipse.ui.themes.

Configuration Markup:

<IELEMENT extension _(fontDefinition*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT fontDefinition (description?)>
<IATTLIST fontDefinition

id CDATA #REQUIRED

label CDATA #REQUIRED

value  CDATA #IMPLIED

categoryld CDATA #IMPLIED

defaultsTo CDATA #IMPLIED>

« id — a unique name that can be used to identify this font definition.
« label — a translatable name of the font to be presented to the user.
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« value - the font value. This is in the form: fonthame-style—height where fontname is the

non

name of a font, style is a font style (one of "regular”, "bold", "italic", or "bold
italic") and height is an integer representing the font height.

Example: Times New Roman-bold-36.
Only one (or neither) of value or defaultsTo may be used.

« categoryld - the optional id of the presentation category this font belongs to.

« defaultsTo - the id of another font definition that is the default setting for the receiver. When there is
no preference for this font the font registry will have the value of defaultsTo set for it in the registry.

Only one or neither of value or defaultsTo may be used.

<IELEMENT description EMPTY>

a short description of the fonts usage

Examples:

Following is an example of an a font definition extension:

<extension point=
"org.eclipse.ui.fontDefinition"
>

<fontDefinition id=
"org.eclipse.examples.textFont"
label=

"Text"

>

<description>

The text font

</description>

</fontDefinition>
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<fontDefinition id=
"org.eclipse.examples.userFont"
label=

"User"

defaultsTo=
"org.eclipse.jface.textFont"
>

<description>

The user font
</description>
</fontDefinition>

</extension>

API Information:

The defaultsTo tag is used as a directive by the Workbench to set the value of the font definition to the value
of defaultsTo whenever the defaultsTo fontDefinition is updated. This only occurs if the fontDefinition is at
its default value — once it is set by the user this updates will not occur. The workbench provides 4 fonts:

org.eclipse.jface.bannerfont. The banner font is used in wizard banners.
org.eclipse.jface.dialogfont. The dialog font is the font for widgets in dialogs.
org.eclipse.jface.headerfont. The header font is used for section headers in composite text pages.
org.eclipse.jface.textfont. The text font is used by text editors.

Supplied Implementation:

The workbench provides the font definitions for the text, dialog, banner and header fonts.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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HelpSupport

Identifier:

org.eclipse.ui.helpSupport

Since:

3.0 (originally named org.eclipse.help.support)

Description:

This extension point is for contributing the help system Ul. The platform should be configured with no more
than one help system UI.

Configuration Markup:

<IELEMENT extension_(config?)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT config EMPTY>
<IATTLIST config
class CDATA #REQUIRED>

« class - the implementation class for displaying online and context—sensitive help. This class must
implement the org.eclipse.ui.help.AbstractHelpUl interface.

Examples:

The following is a sample usage of the help support extension point:

<extension point=
"org.eclipse.ui.helpSupport"

>
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<config class=
"com.example.XYZHelpUI"
/>
</extension>

API Information:

The supplied class must implement a subclass of org.eclipse.ui.help.AbstractHelpUI.

Implementation of the abstract methods in that class determine what happens when a user asks for online h
or context—sensitive help. The implementation should access contributed help information using
org.eclipse.help.HelpSystem.

Supplied Implementation:

The org.eclipse.help.ui plug-in contains an implementation of the help system UlI.

Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Marker Help

Identifier:

org.eclipse.ui.ide.markerHelp

Since:

3.0 (originally added in release 2.0 as org.eclipse.ui.markerHelp)

Description:

This extension point is used to associate a help context id with a specific "kind" of marker (a marker of a
certain type or having certain attribute values).

Configuration Markup:

<IELEMENT extension_(markerHelp*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT markerHelp (attribute*)>
<IATTLIST markerHelp

markerType CDATA #IMPLIED
helpContextld CDATA #REQUIRED>

» markerType - the unigue type of the marker for which the help context applies.
« helpContextld - the unique id of the help context.

<IELEMENT attribute EMPTY>
<IATTLIST attribute

name CDATA #REQUIRED
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value CDATA #REQUIRED>

* name - the name of the attribute whose value is being specified.
« value - the specified value of the attribute.

Examples:

The following is an example of a marker help extension (note the sub—element and the way attributes are
used):

<extension point=

"org.eclipse.ui.ide.markerHelp"

>

<markerHelp markerType=
"org.eclipse.ui.examples.readmetool.readmemarker"
helpContextld=
"org.eclipse.ui.examples.readmetool.marker_examplel_context"
>

<attribute name=

"org.eclipse.ui.examples.readmetool.id"

value=

"1234"

/>

</markerHelp>

</extension>

In the example above, a help context id is associated with markers of type

org.eclipse.ui.examples.readmetool.readmemarker whose org.eclipse.ui.examples.readmetool.id attribute h
a value of 1234.
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API Information:

It is up to the developer to ensure that only a single help context id is supplied for a given marker. If two or
more help context ids are supplied for a given kind of marker, the workbench does not define which will be
returned. However the workbench does define that the "most specific" context id will always be returned for
given marker. That is, a context id associated with three matching attribute values will be returned before a
context id associated with only two.

Copyright (c) 2002, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Marker Image Providers

Identifier:

org.eclipse.ui.ide.markerlmageProviders

Since:

3.0 (originally added in release 2.1 as org.eclipse.ui.markerlmageProviders)

Description:

The markerlmageProvider extension point is the point for specifying the images for marker types in the
defining plug-in.

Configuration Markup:
<IELEMENT extension_(imageprovider*)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<I[ELEMENT imageprovider EMPTY>
<IATTLIST imageprovider
id CDATA #REQUIRED
markertype CDATA #REQUIRED
icon CDATA #IMPLIED
class CDATA #IMPLIED>
« id — a unique name that can be used to identify this markerlmageProvider.
» markertype — The markertype is the id of the type defined in
org.eclipse.core.resources.IMarker that this definition is applied to.
« icon — If there is no class defined the icon attribute is used to define the icon that will be applied to
this type of marker.

« class — The class is the fully qualifed name of the class that will be used to look up an image. This
class must implement IMarkerlmageProvider.
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Examples:
The following an example of the two forms of marker image providers. The first one is one where the image

does not change and is declared directly. For the second one the image must be determined by an instance
IMarkerlmageProvider.

<extension point=
"org.eclipse.ui.ide.markerlmageProviders"
>

<imageprovider markertype=
"org.eclipse.core.resources.taskmarker"
icon=

"taskicon.gif"

id=

"myPlugin.declarativeMarkerProvider"

>

</imageprovider>

<imageprovider markertype=
"org.eclipse.core.resources.problemmarker"
class=
"myPlugin.MylMarkerlmageProvider"

id=
"myPlugin.implementedMarkerProvider"

>

</imageprovider>

</extension>
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API Information:

[Enter API information here.]

Supplied Implementation:

[Enter information about supplied implementation of this extension point.]

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Marker Resolutions

Identifier:

org.eclipse.ui.ide.markerResolution

Since:

3.0 (originally added in release 2.0 as org.eclipse.ui.markerResolution)

Description:

This extension point is used to associate a marker resolution generator with a specific "kind" of marker. (a
marker of a certain type or having certain attribute values).

Configuration Markup:

<IELEMENT extension_(markerResolutionGenerator*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT markerResolutionGeneratar (attribute*)>
<IATTLIST markerResolutionGenerator

class CDATA #REQUIRED

markerType CDATA #IMPLIED>

« class — the name of the class implementing IMarkerResolutionGenerator
» markerType - the type of marker for which the help context applies.

<IELEMENT attribute EMPTY>
<IATTLIST attribute

name CDATA #REQUIRED
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value CDATA #REQUIRED>

* name - the name of the attribute whose value is being specified.
« value - the specified value of the attribute.

Examples:

The following is an example of a marker resolution generator extension (note the sub-element and the way
attributes are used):

<extension point=

"org.eclipse.ui.ide.markerResolution”

>

<markerResolutionGenerator class=
"org.eclipse.ui.examples.readmetool.ReadmeMarkerResolutionGenerator"
markerType=

"org.eclipse.ui.examples.readmetool.readmemarker"

>

<attribute name=

"org.eclipse.ui.examples.readmetool.id"

value=

"1234"

/>

</markerResolutionGenerator>

</extension>

In the example above, a marker resolution generator is associated with markers of type

org.eclipse.ui.examples.readmetool.readmemarker whose org.eclipse.ui.examples.redmetool.id attribute ha
value of 1234.
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API Information:

More than one marker help generator may be supplied for a given marker.

Copyright (c) 2002, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Project Nature Images

Identifier:

org.eclipse.ui.ide.projectNaturelmages

Since:

3.0 (originally added in release 1.0 as org.eclipse.ui.projectNaturelmages)

Description:
This extension point is used to associate an image with a project nature. The supplied image is used to form

composite image consisting of the standard project image combined with the image of its nature. The suppli
image is drawn over the top right corner of the base image.

Configuration Markup:

<IELEMENT extension_(image*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT image (description?)>
<IATTLIST image
id CDATA #REQUIRED
natureld CDATA #REQUIRED
icon CDATA #REQUIRED>
* id — a unigue name that will be used to identify this nature image.

« natureld - the unigue name of the nature for which the image is being supplied.
* icon — a relative name of the image that will be associated with this perspective.

<IELEMENT description (#CDATA)>
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a short description of what this image represents.

Examples:

The following is an example of a nature image extension:

<extension point=
"org.eclipse.ui.ide.projectNaturelmages"
>

<image id=
"org.eclipse.ui.javaNaturelImage"
natureld=

"Resource"

icon=

"icons/javaNature.gif"

>

</image>

</extension>

API Information:

The value of the natureld attribute is the nature id as defined by the plugin creating the project.

Copyright (c) 2002, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Resource Filters

Identifier:

org.eclipse.ui.ide.resourceFilters

Since:

3.0 (originally added in release 1.0 as org.eclipse.ui.resourceFilters)

Description:

This extension point is used to add predefined filters to views which show resources, such as the Navigator
view. These filters can be selected to hide resources whose names match the filter's pattern.

Configuration Markup:

<IELEMENT extension (filter*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT filter (description?)>
<IATTLIST filter

pattern CDATA #REQUIRED
selected (true | false) "false">

* pattern — the pattern to match. May contain * and ? wildcards.
« selected - "true" if the pattern should be selected by default, "false" or undefined if not.

<IELEMENT description (#CDATA)>

the description of the purpose of this filter.
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Examples:

The following is an example of a resource filter extension, which filters out class files, and is selected by
default:

<extension point=
"org.eclipse.ui.ide.resourceFilters"
>

<filter pattern=

"* class"

selected=

"true"

/>

</extension>

Copyright (c) 2002, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Import Wizards

Identifier:

org.eclipse.ui.importWizards

Description:

This extension point is used to register import wizard extensions. Import wizards appear as choices within tt
"Import Dialog" and are used to import resources into the workbench.

Wizards may optionally specify a description subelement whose body should contain short text about the
wizard.

Configuration Markup:

<IELEMENT extension_(wizard*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT wizard (description?_, selection*)>
<IATTLIST wizard

id CDATA #REQUIRED

name CDATA #REQUIRED

class CDATA #REQUIRED

icon CDATA #IMPLIED>

an element that will be used to create import wizard

* id — a unique name that will be used to identify this wizard
* name - a translatable name that will be used in the dialog box to represent this wizard
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« class - a fully qualified name of the class that implements org.eclipse.ui.llmportWizard
interface

* icon — a relative name of the icon that will be used alongside the wizard name in the import engine
listing.

<IELEMENT description (#CDATA)>

an optional subelement whose body should represent a short description of the import engine functionality.

<IELEMENT selection EMPTY>
<IATTLIST selection

name CDATA #IMPLIED

class CDATA #REQUIRED>

an optional element that restricts the types and names of objects that can be selected when the wizard is
invoked.

* name — an optional name filter. Each object in the workbench selection must match the name filter tc
be passed to the wizard.

« class - fully qualified class name. If each object in the workbench selection implements this interface
the selection will be passed to the wizard. Otherwise, an empty selection is passed.

Examples:

The following is an example of an import extension definition:

<extension point=
"org.eclipse.ui.importWizards"
>

<wizard id=
"com.xyz.ImportWizard1"

name=
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"XYZ Web Scraper"

class=
"com.xyz.imports.ImportWizard1"
icon=

" ficons/importl.gif"

>

<description>

A simple engine that searches the Web and imports files
</description>

<selection class=
"org.eclipse.core.resources.IResource"
/>

</wizard>

</extension>

API Information:

The value of the class attribute must represent a name of the class that implements
org.eclipse.ui.llmportWizard.

Supplied Implementation:

The workbench comes preloaded with the basic import engines for files and directories.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Intro Part

Identifier:

org.eclipse.ui.intro

Since:

3.0

Description:

This extension point is used to register implementations of special workbench parts, called intro parts, that &
responsible for introducing a product to new users. An intro part is typically shown the first time a product is
started up. Rules for associating an intro part implementation with particular products are also contributed vi
this extension point.

The life cycle is as follows:

» The intro area is created on workbench start up. As with editor and view areas, this area is managec
by an intro site (implementing org.eclipse.ui.intro.lintroSite).

» The id of the current product (Platform.getProduct()) is used to choose the relevant intro part
implementation.

» The intro part class (implementing org.eclipse.ui.intro.lintroPart) is created and
initialized with the intro site.

« While the intro part is showing to the user, it can transition back and forth between full and standby
mode (either programmatically or explicitly by the user).

» Eventually the intro part is closed (either programmatically or explicitly by the user). The current
perspective takes over the entire workbench window area.

Configuration Markup:

<IELEMENT extension_(intro*_, introProductBinding*)>

<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT intro EMPTY>

<IATTLIST intro
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id CDATA #REQUIRED
icon CDATA #IMPLIED
class CDATA #REQUIRED>

Specifies an introduction. An introduction is a product—specific presentation shown to first-time users on
product start up.

« id — a unique identifier for this introduction
« icon — a plug-in-relative file name of the icon that will be associated with this introduction
« class - a fully qualified name of the class implementing the
org.eclipse.ui.intro.lintroPart interface. A common practice is to subclass
org.eclipse.ui.part.intro.IntroPart in order to inherit the default functionality. This
class implements the introduction.

<!IELEMENT introProductBinding EMPTY>

<IATTLIST introProductBinding

productld CDATA #REQUIRED

introld CDATA #REQUIRED>

Specifies a binding between a product and an introduction. These bindings determine which introduction is

appropriate for the current product (as defined by
org.eclipse.core.runtime.Platform.getProduct()).

e productld — unique id of a product
« introld — unique id of an introduction

Examples:

The following is an example of an intro part extension that contributes an particular introduction and
associates it with a particular product:

<extension point=
"org.eclipse.ui.intro"

>
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<intro id=
"com.example.xyz.intro.custom"
class=
"com.example.xyz.intro.IntroPart"
/>
<introProductBinding productld=
"com.example.xyz.Product"
introld=
"com.example.xyz.intro.custom"
/>
</extension>
API Information:
The value of the class attribute must be the fully qualified name of a class that implements

theorg.eclipse.ui.intro.lintroPart interface by subclassing
org.eclipse.ui.part.intro.IntroPart.

Supplied Implementation:

There are no default implementations of the initial user experience. Each Eclipse—based product is responsi
for providing one that is closely matched to its branding and function.

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Intro Part Configuration

Identifier:

org.eclipse.ui.intro.config

Since:

3.0

Description:

This extension point is used to register an intro configuration. This configuration provides presentation
implementations and content for a given intro contribution. An intro appears when the workbench is first
launched and as a choice from the "Help" menu. The intro is typically used to introduce a user to a product
built on Eclipse.

The intros are organized into pages which usually reflect a particular category of introductory material. For

instance, a What's New page may introduce new concepts or functionality since previous versions. The
content defined by one intro configuration can be referenced and extended from other plug-ins using the

org.eclipse.ui.intro.configExtension extension point.

Configuration Markup:

<IELEMENT extension_(config+)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT config (presentation)>
<IATTLIST config

introld CDATA #REQUIRED

id CDATA #REQUIRED

content CDATA #REQUIRED>
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A config element can be used to configure a customizable Intro Part. A config element must specify an id, a
introld, and a content file. The intro content file is an XML file that describes the pages, groups and links tha
the intro has.

« introld — the id of an intro part contribution that this configuration will be associated with.

« id — a unigue name that can be used to identify this intro configuration

 content — an intro content file. The content file is an XML file that contains the specifics of the intro
(intro_content file format specification). The content file is parsed at run time by the intro framework.
Based on the settings in this file, a certain number of pages, groups, and links are shown to the user
when the intro is opened.

<IELEMENT presentation_(implementation+)>

<IATTLIST presentation

home-page-id CDATA #REQUIRED

standby—-page-id CDATA #IMPLIED>

Presentation element that defines all the possible implementations of an intro part's presentation. It can hav

one or more implementation defined in it. Only one implementation will be chosen at startup, based the os/w
attributes of the implementations. Otherwise, the first one with no os/ws attributes defined will be chosen.

« home-page-id - the id of the home (root) page, which is the first page of the introduction. This page
can be used as an entry point to the other main pages that make up the intro.

« standby—page-id — an optional attribute to define the id of the standby page. The standby page will
be shown to the user when the Intro is set to standby.

<IELEMENT implementation_(head?)>

<IATTLIST implementation

kind (swt|html)

style CDATA #IMPLIED

os CDATA #IMPLIED

ws CDATA #IMPLIED>

The presentation of the Platform's out of the box experience has two implementations. One of them is SWT
Browser based, while the other is Ul Forms based. The customizable intro part can be configured to pick on

of those two presentations based on the current OS and WS. The type of the implementation can be swt or
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html.

« kind — Specifies the type of this implementation. The swt kind indicates a Ul Forms based
implementation, and the html kind indicates an SWT Browser based implementation

« style — The shared style that will be applied to all pages presented by this intro presentation
implementation.

« 0s — The optional operating system specification used when choosing the presentation's
implementation. It can be any of the os designators defined by Eclipse, e.g., win32, linux, etc (see
Javadoc for org.eclipse.core.runtime.Platform).

* ws — The optional windowing system specification used when choosing the presentation's
implementation. It can be any of the ws designators defined by Eclipse (see Javadoc for
org.eclipse.core.runtime.Platform).

<IELEMENT introContent (page+ ., group* , extensionContent*)>

The introContent element defines the body of the intro content file. The content file is made up of pages,
shared groups that can be included in multiple pages, and extensions to anchor points defined in other
configurations.

<IELEMENT page (group* | link* | text* | head* | img* | include* | html* | title? | anchor* |

contentProvider*)>

<IATTLIST page

url CDATA #IMPLIED

id CDATA #REQUIRED

style CDATA #IMPLIED

alt-style CDATA #IMPLIED

filteredFrom (swt|html)

content CDATA #IMPLIED

style-id CDATA #IMPLIED>

This element is used to describe a page to be displayed. The intro can display both dynamic and static page
Content for dynamic pages is generated from the subelements of the page, described below. The style or
alt-style will be applied depending on the presentation. The styles can be further enhanced by referencing t
id or class—id.

Static pages allow for the reuse of existing HTML documents within one's introduction, and can be linked to

from any static or dynamic page. Static pages are not defined in a page element, they are simply html files t
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can be linked to by other pages.

The home page, whose id is specified in the presentation element of the intro config extension point, can ha
a url indicating that it is a static page. If no url is specified then the home page is assumed to be dynamic. A
other pages described using the page element are dynamic.

Also note that when the SWT presentation is used and a static page is to be displayed, an external brower i
launched and the current page remains visible.

The subelements used in a dynamic page are as follows: A group subelement is used to group related conte
and apply style across the grouped content. A link subelement defines a link which can be used to link to a
static or dynamic page and run an intro action/command. A link is normally defined at the page level to
navigate between main pages versus links within a page. A text subelement defines textual content at the p
level. A head subelement is only applicable for the Web based presentation and allows for additional html to
be added to the HTML head section. This is useful for adding java scripts or extra style sheets. An img
subelement defines image content for the page level. An include subelement allows for reuse of any elemer
other than a page. An html subelement is only applicable for the Web based presentation and allows for the
embedding or inclusion of html into the page's content. Embedding allows for a fully defined html file to be
embeded within an HTML object by referencing the html file. Inclusion allows for including an html snippet
directly from an html file. A title subelement defines the title of the page. An anchor subelement defines a
point where external contributions can be made by an <extensionContent> element.

« url = The optional relative path to an HTML file. When using the Web based presentation, this
HTML file will be displayed instead of any content defined for this page. This attribute is only
applicable to the home page, which is identified in the presentation element of the intro config
extension point. It is ignored for all other pages.

« id — A unigue name that can be used to identify this page.

« style — A relative path to a CSS file which is applied to the page only when using the Web based
presentation.

« alt-style — A relative path to a SWT presentation properies file which is applied to the page only
when using the SWT based presentation.

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.

« content — an optional attribute which can define the location of an introContent.xml file that
represents the content of this page. When this attribute is defined, all children and attributes in this
page element, except id, are ignored. This is because the content of this page is now assumed to re
in the xml file pointed to by the content file attribute. When resolving to the content of this file, the
page with an id that matches the id defined in this page element is chosen. This seperation of pages
can be used when performance is an issue, as the content of a page is how loaded more lazily.

« style—id — A means to classifiy the page into a given category so that a common style may be applie

<IELEMENT group (group* | link* | text* | img* | include* | html* | anchor* | contentProvider*)>
<IATTLIST group
id CDATA #REQUIRED

label CDATA #IMPLIED
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style-id CDATA #IMPLIED
filteredFrom (swt|html) >

Used to group related content, content that should have similar style applied, or content that will be included
together in other pages.

« id — unique identifier of the group

« label — a label or heading for this group

« style—id — A means to classifiy this group into a given category so that a common style may be
applied.

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.

<IELEMENT head EMPTY>

<IATTLIST head

src  CDATA #REQUIRED

encoding CDATA #IMPLIED>

Direct HTML to include in a page's HEAD content area. It allows for additional html to be added to the
HTML HEAD section. This is useful for adding java srcipts or extra styles sheets. This markup is only to be
used with an HTML based intro part implementation. It is simply ignored in the case of a Ul Forms

implementation. A page can have more than one head element. An implementation can have one and only «
head element (since it is a shared across all pages).

« src — relative or absolute URL to a file containing HTML to include directly into the HTML head
section.

« encoding — an optional attribute to specify the encoding of the inlined file containing the head
shippet. Default is UTF-8. Since 3.0.1

<IELEMENT title EMPTY>
<IATTLIST title

id CDATA #IMPLIED
style-id CDATA #IMPLIED
filteredFrom (swt|html) >
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a snippet of text that can optionally contain escaped HTML tags. It is only used as a Page Title, and so a giv
page can have a maximum of one title element.

* id — unique identifier of this title.

« style—id — A means to classifiy this element into a given category so that a common style may be
applied

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.

<IELEMENT link (text? . img?)>
<IATTLIST link

id CDATA #IMPLIED
label CDATA #IMPLIED

url CDATA #REQUIRED
style-id CDATA #IMPLIED
filteredFrom (swt|html) >

Can link to a static HTML file, an external web site, or can run an Intro URL action.

« id — A unigue id that can be used to identify this link

* label — The text name of this link

 url = A valid URL to an external web site, a static html file, or an Intro URL that represents an Intro
action. All intro URLs have the following form: http://org.eclipse.ui.intro/<action
name>?paraml=valuel&param2=value2 and will be processed by the intro framework.
The predefined actions will be described using this format:

action name — descripton of action

action parameterl — description of parameter

action parameter2 (optional) — description of parameter

action parameter3 (optional) = ("true" | "false") "false" — description of parameter, choice of either
true or false and "false" is the default

The following predefined actions are included in the intro framework:
close - closes the intro part

no parameters required
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navigate — navigate through the intro pages in a given direction or return to the home page
direction = ("backward" | "forward" | "home") — specifies the direction to navigate

openBrowser — open the url in an external browser

url — a valid URL to an external web site or a static HTML file

pluginid (optional) — only required if a static HTML file is specified. This is the id of the plug—in
containing the file.

runAction - runs the specified action

class - the fully qualified class name of the class that implements one of
org.eclipse.ui.intro.config.lIntroAction,

org.eclipse.jface.actino.lAction, or org.eclipse.ui.lActionDelegate

pluginld — The id of the plug-in which contains the class.

standby (optional) = ("true" | "false") "false" — indicate whether to set the intro into standby mode
after executing the action

additional parameters — any additional parameters are passed to actions that implement
org.eclipse.ui.intro.config.lIntroAction

setStandbyMode - sets the state of the intro part
standby = ("true" | "false") - true to put the intro part in its partially visible standy mode, and false to
make it fully visible

showHelp — Open the help system.
no parameters required

showHelpTopic — Open a help topic.
id — the URL of the help resource. (See Javadoc for
org.eclipse.ui.help.WorkbenchHelp.displayHelpResource

showMessage — Displays a message to the user using a standard information dialog.
message — the message to show the user

showStandby - Sets the intro part to standby mode and shows the standbyContentPart with the give
input

partld — the id of the standbyContentPart to show

input — the input to set on the standbyContentPart

showPage — show the intro page with the given id

id — the id of the intro page to show

standby (optional) = ("true" | "false") "false" — indicate whether to set the intro into standby mode
after showing the page

« style—id — A means to classifiy this link into a given category so that a common style may be applied

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.

<I[ELEMENT text EMPTY>
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<IATTLIST text

id CDATA #IMPLIED

style-id CDATA #IMPLIED

filteredFrom (swt|html) >

a snippet of text that can optionally contain escaped HTML tags. It can include b and li tags. It can also

contain anchors for urls. If multiple paragraphs are needed, then the text can be divided into multiple sectior
each begining and ending with the p tag.

* id — unique identifier of this text.

« style—id — A means to classifiy this element into a given category so that a common style may be
applied

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.

<IELEMENT img EMPTY>
<IATTLIST img

id CDATA #REQUIRED
src CDATA #REQUIRED
alt CDATA #IMPLIED
style-id CDATA #IMPLIED
filteredFrom (swt|html) >

An image that represents intro content and not presentation (as opposed to decoration images defined in
styles).

« id — unique identifier of this image

« src — the file to load the image from

« alt — the alternative text to use when the image can not be loaded and as tooltip text for the image.

« style—id — A means to classifiy this image into a given category so that a common style may be
applied.

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.
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<IELEMENT html (img | text)>

<IATTLIST html

id CDATA #REQUIRED

src CDATA #REQUIRED

type (inline|lembed)

style-id CDATA #IMPLIED

filteredFrom (swt|html)

encoding CDATA #IMPLIED>

direct HTML to include in the page either by embedding the entire document, or inlining a snippet of HTML
in—place. A fallback image or text must be defined for alternative swt presentation rendering.

Embedding allows for a fully defined html file to be embedded within the dynamic page's content. An HTML

object element is created that references the html file.
Inclusion allows for including an html snippet directly from a file into the dynamic html page.

* id — unique identifier of this HTML element

* src — relative or absolute URL to a file containing HTML

* type - if 'embed’, a valid (full) HTML document will be embedded using HTML 'OBJECT' tag. If
'inline’, value of 'src' will be treated as a snippet of HTML to emit 'in—place’'. (if type is not specified,
this html object is ignored by the intro configuration).

« style—id — A means to classifiy this HTML element into a given category so that a common style may
be applied.

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.

« encoding — an optional attribute to specify the encoding of the inlined file (in the case where
type=inline is specified). If not specified, the default is UTF-8. Since 3.0.1

<IELEMENT include EMPTY>
<IATTLIST include

configld CDATA #IMPLIED
path CDATA #REQUIRED

merge-style (true | false) >
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expands an element targeted by the given path and optional configld attributes. Path should uniquely addre:
an element within the specified configuration. It could point to a shared group defined at the configuration
level, or any element in a page.

« configld — identifier of a configuration where the included element is defined. If specified, it is
assumed that the element to be included is specified in another configuration, and not the enclosing
configuration. In this case, that external config is loaded and the element is resolved from that new
config. If not specified, enclosing (parent) configuration of this include is assumed.

« path — the path that uniquely represents the target element within the configuration (e.g.
page/groupl/group2). It may be a group element, or any element that may be contained in a group.
You can not include a page.

* merge-style - if true, style belonging to the page that owns the included element will be added to
list of styles of the including page. If false (the default), the including page is responsible for
controlling properties of the included element.

<IELEMENT anchor EMPTY>
<IATTLIST anchor
id CDATA #REQUIRED>

an anchor is the element used to declare extensibility. It is a location in the configurtaion that allows for
external contributions. Only anchors are valid target values for the path attribute in an extensionContent

« id — unique id to identify this anchor.

<IELEMENT extensionContent (text | group | link | html | include)>

<IATTLIST extensionContent

style  CDATA #IMPLIED

alt-style CDATA #IMPLIED

path  CDATA #REQUIRED>

The content to be added to the target anchor. Only one extensionContent is allowed in a given

configextension because if this extension could not be resolved (if the config could not be found, or the targ
anchor element could not be found) then the pages and/or groups in the extension need to be ingnored.
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« style — A relative path to a CSS file which is applied to the page only when using the Web based
presentation.

- alt-style — A relative path to a SWT presentation properies file which is applied to the page only
when using the SWT based presentation.

« path — the path that uniquely represents the path to an anchor. (e.g. page/groupl/group2/anchorld)
within the target configuration to be extended. It can only be an anchor which can be in any page or
group, including shared groups at configuration level

<IELEMENT contentProvider_(text?)>

<IATTLIST contentProvider

id CDATA #REQUIRED

pluginid CDATA #IMPLIED

class CDATA #REQUIRED>

A proxy for an intro content provider, which allows an intro page to dynamically pull data from various
sources (e.g., the web, eclipse, etc) and provide content at runtime based on this dynamic data. If the
lIntroContentProvider class that is specified in the class attribute can not be loaded, then the contents of the
text element will be rendered instead. This is a dynamic version of the html intro tag. While the html tag
allows for embedding or inlining a static html content into the generated html intro page, the contentProvider
tag allows for dynamic creation of that content at runtime. Another difference between the tags is that the ht

tag is only supported for the HTML presentation, while this contentProvider tag is supported for both the
HTML and SWT presentations. Since 3.0.1

« id — unique identifier of this content provider element.

« pluginld — The id of the plugin that contains the IContentProvider class specified by the class
attribute. This is an optional attribute that should be used if the class doesn't come from the same
plugin that defined the markup.

« class — A class that implements the IContentProvider interface

Examples:

Here is a sample usage of the config extension point.

<extension id=
"intro"
point=

"org.eclipse.ui.intro.config"
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>
<config introld=
"com.org.xyz.intro"

id=
"com.org.xyz.introConfig"
content=

"introContent.xml"

>

<presentation home—page-id=
"root"

title=

"%intro.title"

>

<implementation ws=
"win32"

style=

"css/shared.css”

kind=

"html"

0s=

"win32"

>

</implementation>
<implementation style=
"css/shared_swt.properties"
kind=
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swt
>
</implementation>
</presentation>
</config>

</extension>
API Information:
For further details see the spec for the org.eclipse.ui.intro.config API package.

Supplied Implementation:

The intro contributed by the org.eclipse.platform plugin is the only implementation within Eclipse.

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-v10.html.
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Intro Content File XML Format

Version 3.0.1

This document describes the intro content file structure as a series of DTD fragments (machine readable XN
schema).

introContent

<IELEMENT introContent (page+ ., group* , extensionContent*)>

The introContent element defines the body of the intro content file. The content file is made up of pages,
shared groups that can be included in multiple pages, and extensions to anchor points defined in other
configurations.

page

<IELEMENT page (group* | link* | text* | head* | img* | include* | html* | title? | anchor* |

contentProvider*)>

<IATTLIST page

url CDATA #IMPLIED

id CDATA #REQUIRED

style CDATA #IMPLIED

alt-style CDATA #IMPLIED

filteredFrom (swt|html)

content  CDATA #IMPLIED

style-id CDATA #IMPLIED>

This element is used to describe a page to be displayed. The intro can display both dynamic and static page
Content for dynamic pages is generated from the sub elements of the page, described below. The style or

alt-style will be applied depending on the presentation. The styles can be further enhanced by referencing t
id or class—-id.
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Static pages allow for the reuse of existing HTML documents within one's introduction, and can be linked to
from any static or dynamic page. Static pages are not defined in a page element, they are simply html files t
can be linked to by other pages.

The home page, whose id is specified in the presentation element of the intro config extension point, can ha
a url indicating that it is a static page. If no url is specified then the home page is assumed to be dynamic. A
other pages described using the page element are dynamic.

Also note that when the SWT presentation is used and a static page is to be displayed, an external browser
launched and the current page remains visible.

The subelements used in a dynamic page are as follows: A group subelement is used to group related conte
and apply style across the grouped content. A link subelement defines a link which can be used to link to a
static or dynamic page and run an intro action/command. A link is normally defined at the page level to
navigate between main pages versus links within a page. A text subelement defines textual content at the p
level. A head subelement is only applicable for the Web based presentation and allows for additional html to
be added to the HTML head section. This is useful for adding java scripts or extra style sheets. An img
subelement defines image content for the page level. An include subelement allows for reuse of any elemer
other than a page. An html subelement is only applicable for the Web based presentation and allows for the
embedding or inclusion of html into the page's content. Embedding allows for a fully defined html file to be
embeded within an HTML object by referencing the html file. Inclusion allows for including an html snippet
directly from an html file. A title subelement defines the title of the page. An anchor subelement defines a
point where external contributions can be made by an <extensionContent> element.

« url = The optional relative path to an HTML file. When using the Web based presentation, this
HTML file will be displayed instead of any content defined for this page. This attribute is only
applicable to the home page, which is identified in the presentation element of the intro config
extension point. It is ignored for all other pages.

« id — A unigue name that can be used to identify this page.

« style — A relative path to a CSS file which is applied to the page only when using the Web based
presentation.

« alt-style — A relative path to a SWT presentation properties file which is applied to the page only
when using the SWT based presentation.

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.

« content — an optional attribute which can define the location of an introContent.xml file that
represents the content of this page. When this attribute is defined, all children and attributes in this
page element, except id, are ignored. This is because the content of this page is now assumed to re
in the xml file pointed to by the content file attribute. When resolving to the content of this file, the
page with an id that matches the id defined in this page element is chosen. This separation of pages
can be used when performance is an issue, as the content of a page is how loaded more lazily.

« style—id — A means to classify the page into a given category so that a common style may be appliec

group

<IELEMENT group (group* | link* | text* | img* | include* | html* | anchor*)>
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<IATTLIST group

id CDATA #REQUIRED
label CDATA #IMPLIED
style-id CDATA #IMPLIED
filteredFrom (swt|html) >

Used to group related content, content that should have similar style applied, or content that will be included
together in other pages.

« id — unique identifier of the group

« label — a label or heading for this group

« style—id — A means to classify this group into a given category so that a common style may be
applied.

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.

link

<IELEMENT link (text? . img?)>
<IATTLIST link

id CDATA #IMPLIED
label CDATA #IMPLIED

url CDATA #REQUIRED
style-id CDATA #IMPLIED
filteredFrom (swt|html) >

Can link to a static HTML file, an external web site, or can run an Intro URL action.

« id — A unigue id that can be used to identify this link

* label - The text name of this link

 url = A valid URL to an external web site, a static html file, or an Intro URL that represents an Intro
action. All intro URLs have the following form: http://org.eclipse.ui.intro/<action
name>?paraml=valuel&param2=value2 and will be processed by the intro framework.
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The predefined actions will be described using this format:

action name — description of action

action parameterl — description of parameter

action parameter2 (optional) — description of parameter

action parameter3 (optional) = ("true" | "false") "false" — description of parameter, choice of either true or
false and "false" is the default

The following predefined actions are included in the intro framework:

close - closes the intro part
no parameters required

navigate — navigate through the intro pages in a given direction or return to the home page
direction = ("backward" | "forward" | "home") — specifies the direction to navigate

openBrowser — open the url in an external browser

url — a valid URL to an external web site or a static HTML file

pluginid (optional) — only required if a static HTML file is specified. This is the id of the plug—in containing
the file.

runAction - runs the specified action

class - the fully qualified class name of the class that implements one of
org.eclipse.ui.intro.config.lintroAction, org.eclipse.jface.action.lAction,

or org.eclipse.ui.lActionDelegate

pluginld — The id of the plug-in which contains the class.

standby (optional) = ("true" | "false") "false" — indicate whether to set the intro into standby mode after
executing the action

additional parameters — any additional parameters are passed to actions that implement
org.eclipse.ui.intro.config.lintroAction

setStandbyMode - sets the state of the intro part
standby = ("true" | "false") — true to put the intro part in its partially visible standby mode, and false to make
it fully visible

showHelp — Open the help system.
no parameters required

showHelpTopic — Open a help topic.
id — the URL of the help resource. (See Javadoc for
org.eclipse.ui.help.WorkbenchHelp.displayHelpResource

showMessage — Displays a message to the user using a standard information dialog.
message — the message to show the user

showStandby - Sets the intro part to standby mode and shows the standbyContentPart with the given input
partld — the id of the standbyContentPart to show
input — the input to set on the standbyContentPart
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showPage — show the intro page with the given id

id — the id of the intro page to show

standby (optional) = ("true" | "false") "false" — indicate whether to set the intro into standby mode after
showing the page

« style—id — A means to classify this link into a given category so that a common style may be applied.

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not appear as
content in the swt implementation.

html

<IELEMENT html (img | text)>
<IATTLIST html

id CDATA #REQUIRED
src CDATA #REQUIRED
type (inline|lembed)
style-id CDATA #IMPLIED
filteredFrom (swt|html) >
encoding CDATA #IMPLIED

direct HTML to include in the page either by embedding the entire document, or inlining a snippet of HTML
in—place. A fallback image or text must be defined for alternative swt presentation rendering.

Embedding allows for a fully defined html file to be embedded within the dynamic page's content. An HTML
object element is created that references the html file.

Inclusion allows for including an html snippet directly from a file into the dynamic html page.

* id — unique identifier of this HTML element

* src — relative or absolute URL to a file containing HTML

* type - if 'embed’, a valid (full) HTML document will be embedded using HTML 'OBJECT' tag. If
'inline’, value of 'src' will be treated as a snippet of HTML to emit 'in—place'. (if type is not specified,
this html object is ignored by the intro configuration).

« style—id — A means to classify this HTML element into a given category so that a common style may
be applied.

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.
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« encoding — an optional attribute to specify the encoding of the inlined file (in the case where
type=inline is specified). If not specified, the default is UTF-8. Since 3.0.1

title

<IELEMENT title EMPTY>
<IATTLIST title

id CDATA #IMPLIED
style-id CDATA #IMPLIED
filteredFrom (swt|html) >

a snippet of text that can optionally contain escaped HTML tags. It is only used as a Page Title, and so a giv
page can have a maximum of one title element.

« id — unique identifier of this title.

« style—id — A means to classifiy this element into a given category so that a common style may be
applied

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.

text

<IELEMENT text EMPTY>

<IATTLIST text

id CDATA #IMPLIED

style-id CDATA #IMPLIED

filteredFrom (swt|html) >

a snippet of text that can optionally contain escaped HTML tags. It can include b and li tags. It can also

contain anchors for urls. If multiple paragraphs are needed, then the text can be divided into multiple sectior
each beginning and ending with the p tag.

* id — unique identifier of this text.
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« style—id — A means to classify this element into a given category so that a common style may be
applied

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.

include

<IELEMENT include EMPTY>

<IATTLIST include

configld CDATA #IMPLIED

path CDATA #REQUIRED

merge-style (true | false) >

expands an element targeted by the given path and optional configld attributes. Path should uniquely addre:

an element within the specified configuration. It could point to a shared group defined at the configuration
level, or any element in a page.

« configld — identifier of a configuration where the included element is defined. If specified, it is
assumed that the element to be included is specified in another configuration, and not the enclosing
configuration. In this case, that external config is loaded and the element is resolved from that new
config. If not specified, enclosing (parent) configuration of this include is assumed.

« path — the path that uniquely represents the target element within the configuration (e.g.
page/groupl/group?2). It may be a group element, or any element that may be contained in a group.
You can not include a page.

* merge-style - if true, style belonging to the page that owns the included element will be added to
list of styles of the including page. If false (the default), the including page is responsible for
controlling properties of the included element.

head

<I[ELEMENT head EMPTY>
<IATTLIST head
src CDATA #REQUIRED>

encoding CDATA #IMPLIED
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Direct HTML to include in a page's HEAD content area. It allows for additional html to be added to the
HTML HEAD section. This is useful for adding java scripts or extra styles sheets. This markup is only to be
used with an HTML based intro part implementation. It is simply ignored in the case of a Ul Forms
implementation. A page can have more than one head element. An implementation can have one and only «
head element (since it is a shared across all pages).

* src — relative or absolute URL to a file containing HTML to include directly into the HTML head

section.
» encoding — an optional attribute to specify the encoding of the inlined file containing the head
shippet. Default is UTF-8. Since 3.0.1

img

<IELEMENT img EMPTY>
<IATTLIST img

id CDATA #REQUIRED
src CDATA #REQUIRED
alt CDATA #IMPLIED
style-id CDATA #IMPLIED
filteredFrom (swt|html) >

An image that represents intro content and not presentation (as opposed to decoration images defined in
styles).

« id — unique identifier of this image

« src — the file to load the image from

« alt — the alternative text to use when the image can not be loaded and as tooltip text for the image.

« style—id — A means to classify this image into a given category so that a common style may be
applied.

« filteredFrom — an optional attribute that allows for filtering a given element out of a specific
implementation. For example, if a group has filteredFrom = swt, it means that this group will not
appear as content in the swt implementation.

extensionContent

<IELEMENT extensionContent (text | group | link | html | include)>
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<IATTLIST extensionContent

style CDATA #IMPLIED

alt-style CDATA #IMPLIED

path  CDATA #REQUIRED>

The content to be added to the target anchor. Only one extensionContent is allowed in a given

configextension because if this extension could not be resolved (if the config could not be found, or the targ
anchor element could not be found) then the pages and/or groups in the extension need to be ignored.

« style — A relative path to a CSS file which is applied to the page only when using the Web based
presentation.

- alt-style — A relative path to a SWT presentation properties file which is applied to the page only
when using the SWT based presentation.

« path — the path that uniquely represents the path to an anchor. (e.g. page/groupl/group2/anchorld)
within the target configuration to be extended. It can only be an anchor which can be in any page or
group, including shared groups at configuration level

anchor

<IELEMENT anchor EMPTY>
<IATTLIST anchor
id CDATA #REQUIRED>

an anchor is the element used to declare extensibility. It is a location in the configuration that allows for
external contributions. Only anchors are valid target values for the path attribute in an extensionContent

* id — unique id to identify this anchor.

contentProvider

<IELEMENT contentProvider_(text)>
<IATTLIST contentProvider
id CDATA #REQUIRED
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pluginld CDATA #IMPLIED

class CDATA #REQUIRED>

A proxy for an intro content provider, which allows an intro page to dynamically pull data from various
sources (e.g., the web, eclipse, etc) and provide content at runtime based on this dynamic data. If the
lIntroContentProvider class that is specified in the class attribute can not be loaded, then the contents of the
text element will be rendered instead. This is a dynamic version of the html intro tag. While the html tag
allows for embedding or inlining a static html content into the generated html intro page, the contentProvider
tag allows for dynamic creation of that content at runtime. Another difference between the tags is that the ht
tag is only supported for the HTML presentation, while this contentProvider tag is supported for both the
HTML and SWT presentations. Since 3.0.1

« id — unique identifier of this content provider element.

« pluginld — The id of the plug—in that contains the IContentProvider class specified by the class
attribute. This is an optional attribute that should be used if the class doesn't come from the same
plug-in that defined the markup.

« class — A class that implements the IContentProvider interface

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Intro Part Configuration Extension

Identifier:
org.eclipse.ui.intro.configExtension
Since:

3.0

Description:

This extension point is used to extend an existing intro configuration by providing more content, additional
StandbyContentParts or additional IntroUrl actions.

Configuration Markup:

<IELEMENT extension_(configExtensionz+ , standbyContentPart* , action*)>

<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT configExtension EMPTY>
<IATTLIST configExtension

configld CDATA #REQUIRED

content CDATA #REQUIRED>

Defines an extension to an intro configuration. Any page or group in an intro part configuration can be
extended, if it has declared extensability by defining anchors.

« configld — the id of an intro contribution that will be extended

 content — an intro content file. The content file is an XML file that contains the specifics of the intro
(intro_content file format specification). The content file is parsed at run time by the intro framework.
Based on the settings in this file, a certain number of pages, groups, and links are shown to the user
when the intro is opened.
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<IELEMENT standbyContentPart EMPTY>
<IATTLIST standbyContentPart

id CDATA #REQUIRED

pluginld CDATA #REQUIRED

class CDATA #REQUIRED>

standbyContentPart registration. Once registered, standby parts can be launched through an introURL actio
of the following format:

http://org.eclipse.ui.intro/showStandby?partid=

<id of standbyContentPart>

« id — a unique id that identifies this standbyContentPart.
« pluginld — the name of the plugin that holds the class defined in the "class" attribute.
« class - the fully qualified class hame of the class that implements
org.eclipse.ui.intro.config.IStandbyContentPart to handle displaying
alternative standby content, such as a cheat sheet.

<IELEMENT action EMPTY>
<IATTLIST action

name CDATA #REQUIRED
replaces CDATA #REQUIRED>

custom Intro URL action registration. This can be used to create new Intro URL actions or a shortCut to
predefined actions.

e name — a unique name that identifies this action.
« replaces — the macro which replaces the action name in the Intro URL.

Examples:

Here is an example implementation of this extension point:
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<extension point=
"org.eclipse.ui.intro.configExtension”

>

<configExtension configld=
"com.org.xyz.introConfig"

content=

"extensionContent.xml"

/>

<standbyPart id=
"com.org.xyz.myStandbyPart"

class=
"com.org.xyz.internal.MyStandbyContent"
pluginid=

"com.org.xyz"

/>

<action name=

"shortcutAction”

replaces=
"http://org.eclipse.ui.intro/showStandby?partid=com.org.xyz.myStandbyPart"
/>

<action name=

"customAction”

replaces=
"runAction?pluginld=com.org.xyz&amp;class=com.org.xyz.CustomAction&amp;paraml=valuel"
/>

</extension>
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API Information:
For further details see the spec for the org.eclipse.ui.intro.config API package.
Supplied Implementation:

There are three supplied implementations:

« org.eclipse.jdt, makes use of configExtension
« org.eclipse.pde, makes use of configExtension
« org.eclipse.platform, makes use of standbyPoint

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-v10.html.
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Creation Wizards

Identifier:

org.eclipse.ui.newWizards

Description:

This extension point is used to register resource creation wizard extensions. Creation wizards appear as
choices within the "New Dialog", and are typically used to create folders and files.

In the "New Dialog", wizards are organized into categories which usually reflect a particular problem domain
For instance, a Java oriented plugin may define a category called "Java" which is appropriate for "Class" or
"Package" creation wizards. The categories defined by one plug—in can be referenced by other plug-ins usi
the category attribute. Uncategorized wizards, as well as wizards with invalid category paths, will end up in
"Other" category.

Wizards may optionally specify a description subelement whose body should contain short text about the
wizard.

Configuration Markup:
<IELEMENT extension_(category | wizard | primaryWizard)*>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>

« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT category EMPTY>
<IATTLIST category
id CDATA #REQUIRED
name CDATA #REQUIRED
parentCategory CDATA #IMPLIED>
« id — a unigue name that can be used to identify this category
* name - a translatable name of the category that will be used in the dialog box

 parentCategory — a path to another category if this category should be added as a child
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<IELEMENT wizard (description?_, selection*)>

<IATTLIST wizard

id CDATA #REQUIRED
name CDATA #REQUIRED
icon CDATA #IMPLIED
category CDATA #IMPLIED
class CDATA #REQUIRED
project (true | false)

finalPerspective = CDATA #IMPLIED
preferredPerspectives CDATA #IMPLIED
helpHref CDATA #IMPLIED
descriptionimage = CDATA #IMPLIED>

* id — a unigue name that can be used to identify this wizard

* name - a translatable name of the wizard that will be used in the dialog box

« icon — a relative path of an icon that will be used together with the name to represent the wizard as
one of the choices in the creation dialog box.

« category — a slash—delimited path (/') of category IDs. Each token in the path must represent a valid
category ID previously defined by this or some other plug-in. If omitted, the wizard will be added to
the "Other" category.

« class - a fully qualified name of the Java class implementing org.eclipse.ui.INewWizard.

* project — an optional attribute indicating the wizard will create an IProject resource. Also causes the
wizard to appear as a choice within the "New Project Dialog".

« finalPerspective — an optional attribute which identifies a perspective to activate when IProject
resource creation is finished.

« preferredPerspectives — an optional attribute specifying a comma-separated list of perspective IDs.
If the current perspective is in this list, then no perspective activation occurs when IProject resource
creation is finished.

« helpHref — a help url that can describe this wizard in detail.

Since 3.0
« descriptionlmage - a larger image that can help describe this wizard.

Since 3.0

<IELEMENT description (#CDATA)>
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an optional subelement whose body contains a short text describing what the wizard will do when started

<IELEMENT selection EMPTY>
<IATTLIST selection
class CDATA #REQUIRED
name CDATA #IMPLIED>
« class - a fully qualified class hame. If each object in the workbench selection implements this
interface the selection will be passed to the wizard. Otherwise, an empty selection is passed

* name — an optional name filter. Each object in the workbench selection must match the name filter tc
be passed to the wizard

<IELEMENT primaryWizard EMPTY>

<IATTLIST primaryWizard

id CDATA #REQUIRED>

a means of declaring that a wizard is "primary" in the Ul. A primary wizard is emphasized in the new wizard

dialog. Please note that this element is not intended to be used by plug in developers! This element exists s
that product managers may emphasize a set of wizards for their products.

* id - the id of a wizard that should be made primary.

Examples:

Following is an example of creation wizard configuration:

<extension point=
"org.eclipse.ui.newWizards"
>

<category id=

"com.xyz.XYZ"
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name=
"XYZ Wizards"

>

</category>

<category id=
"com.xyz.XYZ.Web"

name=

"Web Wizards"

parentCategory=

"com.xyz.XYZ"

>

</category>

<wizard id=

"com.xyz.wizardl1"

name=

"XYZ artifact”

category=
"com.xyz.XYZ/com.xyz.XYZ.Web"
icon=

" licons/XYZwizardl.gif"

class=

"com.xyz.XYZWizard1"

>

<description>

Create a simple XYZ artifact and set initial content
</description>

Creation Wizards
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<selection class=
"org.eclipse.core.resources.IResource”
/>

</wizard>

</extension>

API Information:

The value of the class attribute must represent a class that implements org.eclipse.ui.INewWizard.

If the wizard is created from within the New Wizard it will be inserted into the existing wizard. If the wizard

is launched as a shortcut (from the File New menu or a toolbar button) it will appear standalone as a separa
dialog box.

Supplied Implementation:

The workbench comes with wizards for creating empty resources of the following types: project, folder and
file. These wizards are registered using the same mechanism as described above. Additional wizards may &
appear, subject to particular platform installation.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Perspective Extensions

Identifier:

org.eclipse.ui.perspectiveExtensions

Description:
This extension point is used to extend perspectives registered by other plug-ins. A perspective defines the
initial contents of the window action bars (menu and toolbar) and the initial set of views and their layout

within a workbench page. Other plug—ins may contribute actions or views to the perspective which appear
when the perspective is selected. Optional additions by other plug-ins are appended to the initial definition.

Configuration Markup:

<IELEMENT extension_(perspectiveExtension*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT perspectiveExtension (actionSet | viewShortcut | perspectiveShortcut | newWizardShortcut |
view | showlnPart)*>

<IATTLIST perspectiveExtension
targetID CDATA #REQUIRED>

« targetlD - the unique identifier of the perspective (as specified in the registry) into which the
contribution is made.

<IELEMENT actionSet EMPTY>
<IATTLIST actionSet
id CDATA #REQUIRED>

« id - the unique identifier of the action set which will be added to the perspective.
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<IELEMENT viewShortcut EMPTY>
<IATTLIST viewShortcut
id CDATA #REQUIRED>

« id - the unique identifier of the view which will be added to the perspective's "Show View" submenu
of the "Window" menu.

<IELEMENT perspectiveShortcut EMPTY>
<IATTLIST perspectiveShortcut
id CDATA #REQUIRED>

« id - the unique identifier of the perspective which will be added to the perspective's "Open
Perspective" submenu of the "Window" menu.

<IELEMENT newW,izardShortcut EMPTY>
<IATTLIST newWizardShortcut
id CDATA #REQUIRED>

« id - the unique identifier of the new wizard which will be added to the perspective's "New" submenu
of the "File" menu.

<IELEMENT showInPart EMPTY>
<IATTLIST showlInPart
id CDATA #IMPLIED>

« id - the unique identifier of the view which will be added to the perspective's "Show In..." prompter
in the Navigate menu.

<IELEMENT view EMPTY>
<IATTLIST view
id CDATA #REQUIRED
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CDATA #REQUIRED

relationship (stack|left|right|top|bottom|fast)

ratio

visible

CDATA #IMPLIED

(true | false)

closeable (true | false)

moveable (true | false)

standalone (true | false)

showTitle (true | false) >

id — the unique identifier of the view which will be added to the perspective layout.

relative — the unique identifier of a view which already exists in the perspective. This will be used as
a reference point for placement of the view. The relationship between these two views is defined by
relationship.

relationship — specifies the relationship between id and relative. The following values are

supported:

fast — the view extension will be created as a fast view.

stack — the view extension will be stacked with the relative view in a folder.

left, right, top, bottom - the view extension will be placed beside the relative view. In this case a
ratio must also be defined.

ratio — the percentage of area within the relative view which will be donated to the view extension. If
the view extension is a fast view, the ratio is the percentage of the workbench the fast view will covel
when active. This must be defined as a floating point value and lie between 0.05 and 0.95.

visible — whether the view is initially visible when the perspective is opened. This attribute should
have a value of "true" or "false" if used. If this attribute is not used, the view will be initially visible

by default.

closeable — whether the view is closeable in the target perspective. This attribute should have a valu
of "true" or "false" if used. If this attribute is not used, the view will be closeable, unless the
perspective itself is marked as fixed.

moveable — whether the view is moveable. A non—moveable view cannot be moved either within the
same folder, or moved between folders in the perspective. This attribute should have a value of "true
or "false" if used. If this attribute is not used, the view will be moveable, unless the perspective itself
is marked as fixed.

standalone — whether the view is a standalone view. A standalone view cannot be docked together
with others in the same folder. This attribute should have a value of "true" or "false" if used. This
attribute is ignored if the relationship attribute is "fast" or "stacked". If this attribute is not used, the
view will be a regular view, not a standalone view (default is "false").

showTitle — whether the view's title is shown. This attribute should have a value of “true" or “false" if
used. This attribute only applies to standalone views. If this attribute is not used, the view's title will
be shown (default is "true").
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Examples:

The following is an example of a perspective extension (note the subelements and the way attributes are
used):

<extension point=
"org.eclipse.ui.perspectiveExtensions"
>

<perspectiveExtension targetID=
"org.eclipse.ui.resourcePerspective"
>

<actionSet id=
"org.eclipse.jdt.ui.JavaActionSet"

/>

<viewShortcut id=
"org.eclipse.jdt.ui.PackageExplorer"
/>

<newWizardShortcut id=
"org.eclipse.jdt.ui.wizards.NewProjectCreationWizard"
/>

<perspectiveShortcut id=
"org.eclipse.jdt.ui.JavaPerspective"
/>

<view id=
"org.eclipse.jdt.ui.PackageExplorer"
relative=

"org.eclipse.ui.views.ResourceNavigator"
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relationship=

"stack”

/>

<view id=
"org.eclipse.jdt.ui.TypeHierarchy"
relative=
"org.eclipse.ui.views.ResourceNavigator"
relationship=

"left"

ratio=

"0.50"

/>

</perspectiveExtension>

</extension>

In the example above, an action set, view shortcut, new wizard shortcut, and perspective shortcut are

contributed to the initial contents of the Resource Perspective. In addition, the Package Explorer view is
stacked on the Resource Navigator and the Type Hierarchy View is added beside the Resource Navigator.

API Information:

The items defined within the perspective extension are contributed to the initial contents of the target
perspective. Following this, the user may remove any contribution or add others to a perspective from within
the workbench user interface.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Perspectives

Identifier:

org.eclipse.ui.perspective

Description:
This extension point is used to add perspective factories to the workbench. A perspective factory is used to

define the initial layout and visible action sets for a perspective. The user can select a perspective by invokit
the "Open Perspective" submenu of the "Window" menu.

Configuration Markup:

<IELEMENT extension_(perspective*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT perspective_(description?)>

<IATTLIST perspective

id CDATA #REQUIRED

name CDATA #REQUIRED

class CDATA #REQUIRED

icon CDATA #IMPLIED

fixed (true | false) >
« id — a unigue name that will be used to identify this perspective.
e name - a translatable name that will be used in the workbench window menu bar to represent this

perspective.

« class - a fully qualified name of the class that implements

org.eclipse.ui.lPerspectiveFactory interface.
* icon — a relative name of the icon that will be associated with this perspective.
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« fixed — indicates whether the layout of the perspective is fixed. If true, then views created by the
perspective factory are not closeable, and cannot be moved. The default is false.

<IELEMENT description (#CDATA)>

an optional subelement whose body should contain text providing a short description of the perspective.

Examples:

The following is an example of a perspective extension:

<extension point=
"org.eclipse.ui.perspectives"

>

<perspective id=
"org.eclipse.ui.resourcePerspective"
name=

"Resource"

class=
"org.eclipse.ui.internal.ResourcePerspective"
icon=

"icons/Mylcon.gif"

>

</perspective>

</extension>

API Information:

The value of the class attribute must be the fully qualified name of a class that implements
org.eclipse.ui.lPerspectiveFactory. The class must supply the initial layout for a perspective
when asked by the workbench.
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The plugin_customization.ini file is used to define the default perspective. The default perspective

is the first perspective which appears when the product is launched after install. It is also used when the use
opens a page or window with no specified perspective. The default perspective is defined as a property with
the plugin_customization.ini, as shown below. The user may also override this perspective from the
workbench perspectives preference page.

defaultPerspectiveld = org.eclipse.ui.resourcePerspective

The perspectives which appear in the "Open Perspective" menu are shortcuts for perspective selection. Thit
set is defined by the active perspective itself, and extensions made through the perspectiveExtensions
extension point.

Supplied Implementation:

The workbench provides a "Resource Perspective". Additional perspectives may be added by plug-ins. The
are selected using the "Open Perspective" submenu of the "Window" menu.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Pop—-up Menus

Identifier:

org.eclipse.ui.popupMenus

Description:

This extension point is used to add new actions to context menus owned by other plug-ins. Action
contribution may be made against a specific object type (objectContribution) or against a specific

context menu of a view or editor part (viewerContribution). When using objectContribution,

the contribution will appear in all view or editor part context menus where objects of the specified type are
selected. In contrast, using viewerContribution, the contribution will only appear in the specified view

or editor part context menu, regardless of the selection.

When selection is heterogeneous, contribution will be applied if registered against a common type of the
selection, if possible. If a direct match is not possible, matching against superclasses and superinterfaces w
be attempted.

Selection can be further constrained through the use of a name filter. If used, all the objects in the selection
must match the filter in order to apply the contribution.

Individual actions in an object contribution can use attribute enablesFor to specify if it should only apply for
single, multiple, or any other selection type.

If these filtering mechanisms are inadequate an action contribution may use the filter mechanism. In this
case the attributes of the target object are described in a series of name value pairs. The attributes which af
to the selection are type specific and beyond the domain of the workbench itself, so the workbench will
delegate filtering at this level to the actual selection.

An action's enablement and/or visibility can be defined using the elements enablement and visibility
respectively. These two elements contain a boolean expression that is evaluated to determine the enableme
and/or visibility.

The syntax is the same for the enablement and visibility elements. Both contain only one boolean
expression sub—element. In the simplest case, this will be an objectClass, objectState,

pluginState, or systemProperty element. In the more complex case, the and, or, and not elements

can be combined to form a boolean expression. Both the and, and or elements must contain 2 sub—element
The not element must contain only 1 sub—element.

Configuration Markup:

<IELEMENT extension_(objectContribution , viewerContribution)>

<IATTLIST extension

point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
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« point — a fully qualified identifier of the target extension point
« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT objectContribution_(filter*_, visibility?_, enablement? , menu* , action*)>

<IATTLIST objectContribution

id CDATA #REQUIRED
objectClass CDATA #REQUIRED
nameFilter CDATA #IMPLIED
adaptable (true | false) "false">

This element is used to define a group of actions and/or menus for any viewer context menus for which the
objects of the specified type are selected.

« id — a unique identifier used to reference this contribution

« objectClass - a fully qualified name of the class or interface that all objects in the selection must
subclass or implement.

« nameFilter — an optional wild card filter for the name that can be applied to all objects in the
selection. No contribution will take place if there is no match.

 adaptable - a flag that indicates if types that adapt to IResource should use this object contribution.
This flag is used only if objectClass adapts to IResource. Default value is false.

<IELEMENT viewerContribution (visibility? , menu* , action*)>

<IATTLIST viewerContribution
id CDATA #REQUIRED
targetID CDATA #REQUIRED>

This element is used to define a group of actions and/or menus for a specific view or editor part context mer

« id — a unique identifier used to reference this contribution
« targetID - the unique identifier of a context menu inside a view or editor part.

<IELEMENT action (selection* , enablement?)>
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<IATTLIST action

id CDATA #REQUIRED
label CDATA #REQUIRED
definitionld CDATA #IMPLIED
menubarPath ~ CDATA #IMPLIED
icon CDATA #IMPLIED

helpContextld CDATA #IMPLIED

style (push|radio|toggle|pulldown)
state (true | false)
class CDATA #REQUIRED

enablesFor CDATA #IMPLIED

overrideActionld CDATA #IMPLIED

tooltip CDATA #IMPLIED>

This element defines an action that the user can invoke in the UI.

« id — a unique identifier used as a reference for this action.

* label - a translatable name used as the menu item text. The name can include mnenomic informatio

« definitionld — This specifies the command that this action is handling. This is used to decide which
key binding to display in the pop—up menu.

» menubarPath — a slash—delimited path (/") used to specify the location of this action in the context
menu. Each token in the path, except the last one, must represent a valid identifier of an existing me
in the hierarchy. The last token represents the named group into which this action will be added. If th
path is omitted, this action will be added to the standard additions group defined by
IWorkbenchActionConstants.MB_ADDITIONS.

« icon — a relative path of an icon used to visually represent the action in its context. The path is relativ
to the location of the plugin.xml file of the contributing plug-in.

« helpContextld — a unigue identifier indicating the help context for this action. If the action appears as
a menu item, then pressing F1 while the menu item is highlighted will display help.

« style — an optional attribute to define the user interface style type for the action. If defined, the
attribute value will be one of the following:

push — as a regular menu item or tool item.

radio — as a radio style menu item or tool item. Actions with the radio
style within the same menu or toolbar group behave as a radio
set. The initial value is specified by the state attribute.

toggle
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— as a checked style menu item or as a toggle tool item. The
initial value is specified by the state attribute.

pulldown — as a cascading style menu item.
« state — an optional attribute indicating the initial state (either true or false), used when the
style attribute has the value radio or toggle.
« class — a name of the fully qualified class that implements
org.eclipse.ui.lObjectActionDelegate (for object contributions),
org.eclipse.ui.lViewActionDelegate (for viewer contributions to a view part), or
org.eclipse.ui.lEditorActionDelegate (for viewer contributions to an editor part). For
backwards compatibility, org.eclipse.ui.lActionDelegate may be implemented for
object contributions.
 enablesFor — a value indicating the selection count which must be met to enable the action. If this
attribute is specified and the condition is met, the action is enabled. If the condition is not met, the
action is disabled. If no attribute is specified, the action is enabled for any number of items selected.
The following attribute formats are supported:
! - 0 items selected

? - 0 or 1 items selected

+ - 1 or more items selected

multiple, 2+ — 2 or more items selected

n - a precise number of items selected.a precise number of

items selected. For example: enablesFor=" 4" enables the
action only when 4 items are selected
* — any number of items selected
The enablement criteria for an action extension are initially defined by enablesFor, selection
and enablement. However, once the action delegate has been instantiated it may control the action
enable state directly within its selectionChanged method.

« overrideActionld — an optional attribute that specifies the identifier of an action which this action
overrides. The action represented by this identifier will not be contributed to the context menu. The
action identifier must be from a prerequisite plug—in only. This attribute is only applicable to action
elements of an object contribution.

* tooltip — a translatable text representing the action's tool tip. Only used if the action appears in the
toolbar.

<!IELEMENT filter EMPTY>

<IATTLIST filter

name CDATA #REQUIRED

value CDATA #REQUIRED>

This element is used to evaluate the attribute state of each object in the current selection. A match only if ec

object in the selection has the specified attribute state. Each object in the selection must implement, or aday
to, org.eclipse.ui.lActionFilter.
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* name - the name of an object's attribute. Acceptable nhames reflect the object type, and should be
publicly declared by the plug-in where the object type is declared.

« value - the required value of the object's attribute. The acceptable values for the object's attribute
should be publicly declared.

<IELEMENT menu (separator+ , groupMarker*)>
<IATTLIST menu

id CDATA #REQUIRED

label CDATA #REQUIRED

path CDATA #IMPLIED>

This element is used to defined a new menu.

« id — a unique identifier that can be used to reference this menu.

« label — a translatable name used by the Workbench for this new menu. The name should include
mnemonic information.

« path - the location of the new menu starting from the root of the menu. Each token in the path must
refer to an existing menu, except the last token which should represent a named group in the last
menu in the path. If omitted, the new menu will be added to the additions named group of the
menu.

<IELEMENT separator EMPTY>
<IATTLIST separator
name CDATA #REQUIRED>

This element is used to create a menu separator in the new menu.

« name - the name of the menu separator. This name can later be referenced as the last token inam
path. Therefore, a separator also serve as hamed group into which actions and menus can be addec

<IELEMENT groupMarker EMPTY>
<IATTLIST groupMarker
name CDATA #REQUIRED>
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This element is used to create a named group in the new menu. It has no visual representation in the new
menu, unlike the separator element.

* name - the name of the group marker. This name can later be referenced as the last token in the me
path. It serves as named group into which actions and menus can be added.

<IELEMENT selection EMPTY>
<IATTLIST selection

class CDATA #REQUIRED
name CDATA #IMPLIED>

This element is used to help determine the action enablement based on the current selection. Ignored if the
enablement element is specified.

« class - a fully qualified name of the class or interface that each object in the selection must
implement in order to enable the action.

* name — an optional wild card filter for the name that can be applied to all objects in the selection. If
specified and the match fails, the action will be disabled.

<IELEMENT enablement_(and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element is used to define the enablement for the extension.

<IELEMENT visibility (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element is used to define the visibility for the extension.

<IELEMENT and (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean AND operation on the result of evaluating it's two sub—element expressiol
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<IELEMENT or (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean OR operation on the result of evaluating it's two sub—element expression:

<IELEMENT not (and_| or_| not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean NOT operation on the result of evaluating it's sub—element expressions.

<IELEMENT objectClass EMPTY>
<IATTLIST objectClass
name CDATA #REQUIRED>

This element is used to evaluate the class or interface of each object in the current selection. If each object
the selection implements the specified class or interface, the expression is evaluated as true.

« name - a fully qualified name of a class or interface. The expression is evaluated as true only if all
objects within the selection implement this class or interface.

<IELEMENT objectState EMPTY>

<IATTLIST objectState

name CDATA #REQUIRED

value CDATA #REQUIRED>

This element is used to evaluate the attribute state of each object in the current selection. If each object in tt
selection has the specified attribute state, the expression is evaluated as true. To evaluate this type of

expression, each object in the selection must implement, or adapt to,
org.eclipse.ui.lActionFilter interface.

* name - the name of an object's attribute. Acceptable names reflect the object type, and should be
publicly declared by the plug-in where the object type is declared.

« value - the required value of the object's attribute. The acceptable values for the object's attribute
should be publicly declared.
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<IELEMENT pluginState EMPTY>
<IATTLIST pluginState

id CDATA #REQUIRED

value (installed|activated) "installed">

This element is used to evaluate the state of a plug—in. The state of the plug—in may be one of the following
installed or activated.

« id - the identifier of a plug—in which may or may not exist in the plug—-in registry.
« value - the required state of the plug-in. The state of the plug—in may be one of the following:
installed or activated.

<IELEMENT systemProperty EMPTY>
<IATTLIST systemProperty

name CDATA #REQUIRED

value CDATA #REQUIRED>

This element is used to evaluate the state of some system property. The property value is retrieved from the
java.lang.System.

* name - the name of the system property.
« value - the required value of the system property.

<IELEMENT enablement_ (not ., and , or_, instanceof , test , systemTest , equals ., count , with , resolve , adaj
iterate)*>

A generic root element. The element can be used inside an extension point to define its enablement
expression. The children of an enablement expression are combined using the and operator.

<IELEMENT not (not ] and | or | instanceof | test | systemTest | equals | count | with | resolve | adapt | iterate

This element represent a NOT operation on the result of evaluating it's sub—element expression.
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<IELEMENT and (not_ and ., or . instanceof . test , systemTest , equals ,_count , with , resolve , adapt ,
iterate)*>

This element represent an AND operation on the result of evaluating all it's sub—elements expressions.

<IELEMENT or (not ., and_, or, instanceof , test , systemTest , equals , count_, with , resolve , adapt ,
iterate)*>

This element represent an OR operation on the result of evaluating all it's sub—element expressions.

<I[ELEMENT instanceof EMPTY>

<IATTLIST instanceof

value CDATA #REQUIRED>

This element is used to perform an instanceof check of the object in focus. The expression returns

EvaluationResult. TRUE if the object's type is a sub type of the type specified by the attribute value. Otherwi:
EvaluationResult.FALSE is returned.

« value — a fully qualified name of a class or interface.

<IELEMENT test EMPTY>

<IATTLIST test

property CDATA #REQUIRED

args CDATA #IMPLIED

value CDATA #IMPLIED>

This element is used to evaluate the property state of the object in focus. The set of testable properties can

extended using the propery tester extension point. The test expression returns
EvaluationResult. NOT_LOADED if teh property tester doing the actual testing isn't loaded yet.
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* property — the name of an object's property to test.

« args — additional arguments passed to the property tester. Multiple arguments are seperated by
commas. Each individual argument is converted into a Java base type using the same rules as defin
for the value attribute of the test expression.

« value - the expected value of the property. Can be omitted if the property is a boolean property. The
test expression is supposed to return EvaluationResult. TRUE if the property matches the value and
EvaluationResult.FALSE otherwise. The value attribute is converted into a Java base type using the
following rules:

¢ the string "true" is converted into Boolean. TRUE

¢ the string "false" is converted into Boolean.FALSE

¢ if the string contains a dot then the interpreter tries to convert the value into a Float object. If
this fails the string is treated as a java.lang.String

¢ if the string only consists of numbers then the interpreter converts the value in an Integer
object.

¢ in all other cases the string is treated as a java.lang.String

¢ the conversion of the string into a Boolean, Float, or Integer can be suppressed by
surrounding the string with single quotes. For example, the attribute value=""true™ is
converted into the string "true"

<IELEMENT systemTest EMPTY>
<IATTLIST systemTest

property CDATA #REQUIRED
value CDATA #REQUIRED>

Tests a system property by calling the System.getProperty method and compares the result with the value
specified through the value attribute.

* property — the name of an system property to test.
« value - the expected value of the property. The value is interpreted as a string value.

<IELEMENT equals EMPTY>

<IATTLIST equals

value CDATA #REQUIRED>

This element is used to perform an equals check of the object in focus. The expression returns

EvaluationResult. TRUE if the object is equal to the value provided by the attribute value. Otherwise
EvaluationResult.FALSE is returned.
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« value - the operatand of the equals tests. The value provided as a string is converted into a Java ba
type using the same rules as for the value attribute of the test expression.

<IELEMENT count EMPTY>
<IATTLIST count
value CDATA #REQUIRED>

This element is used to test the number of elements in a collection.

« value — an expression to specify the number of elements in a list. Following wildcard characters can
be used:

*
any number of elements
no elements or one element
one or more elements
no elements

integer value
the list must contain the exact number of elements

<IELEMENT with (not , and_, or_, instanceof , test , systemTest , equals , count_ with . resolve , adapt
iterate)*>

<IATTLIST with
variable CDATA #REQUIRED>
This element changes the object to be inspected for all its child element to the object referneced by the give

variable. If the variable can not be resolved then the expression will throw a ExpressionException when
evaluating it. The children of a with expression are combined using the and operator.

« variable — the name of the variable to be used for further inspection. It is up to the evaluator of an
extension point to provide the variable in the variable pool.

<IELEMENT resolve (not_ and . or , instanceof , test , systemTest , equals ,_count , with , resolve , adapt ,
iterate)*>
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<IATTLIST resolve
variable CDATA #REQUIRED
args CDATA #IMPLIED>

This element changes the object to be inspected for all its child element to the object referneced by the give
variable. If the variable can not be resolved then the expression will throw a ExpressionException when
evaluating it. The children of a with expression are combined using the and operator.

« variable — the name of the variable to be resolved. This variable is then used as the object in focus f
child element evaluation. It is up to the evaluator of an extension point to provide a corresponding
variable resolver (see IVariableResolver) through the evaluation context passed to the root expressit
element when evaluating the expression.

« args — additional arguments passed to the variable resolver. Multiple arguments are seperated by
commas. Each individual argument is converted into a Java base type using the same rules as defin
for the value attribute of the test expression.

<IELEMENT adapt (not_ and , or . instanceof , test , systemTest , equals ,_count , with , resolve , adapt ,
iterate)*>

<IATTLIST adapt

type CDATA #REQUIRED>

This element is used to adapt the object in focus to the type specified by the attribute type. The expression
returns not loaded if either the adapter or the type referenced isn't loaded yet. It throws a ExpressionExcepiti

during evaluation if the type name doesn't exist at all. The children of an adapt expression are combined usi
the and operator.

* type - the type to which the object in focus is to be adapted.

<IELEMENT iterate (not_ and , or , instanceof . test , systemTest , equals ,_count , with , resolve , adapt ,
iterate)*>

<IATTLIST iterate
operator (orland) >

This element is used to iterate over a variable that is of type java.util.Collection. If the object in focus is not ¢
type java.util.Collection then an ExpressionException will be thrown while evaluating the expression.

Pop-up Menus 331



Welcome to Eclipse

« operator — either "and" or "or". The operator defines how the child elements will be combined. If not
specified, "and" will be used.

Examples:

The following is an example of a pop—up menu extension point:

<extension point=
"org.eclipse.ui.popupMenus"

>

<objectContribution id=
"com.xyz.C1"

objectClass=
"org.eclipse.core.resources.|File"
namekFilter=

"* java"

>

<menu id=
"com.xyz.xyzMenu"
path=

"additions"

label=

"&amp;XYZ Java Tools"
>

<separator name=
"groupl”

/>
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</menu>

<action id=
"com.xyz.runXyZz"

label=

"&amp;Run XYZ Tool"

style=

"push"

menubarPath=
"com.xyz.xyzMenu/groupl1"
icon=

"icons/runXYZ.gif"
helpContextld=
"com.xyz.run_action_context"
class=
"com.xyz.actions.XYZToolActionDelegate"
enablesFor=

np

>

</action>
</objectContribution>
<viewerContribution id=
"com.xyz.C2"

targetiD=
"org.eclipse.ui.views.TaskList"
>

<action id=

Pop-up Menus

333



Welcome to Eclipse

"com.xyz.showXYZz"
label=
"&amp;Show XYZ"
style=

"toggle”

state=

"true"
menubarPath=
"additions"

icon=
"icons/showXYZ.gif"

helpContextld=

"com.xyz.show_action_context"

class=

"com.xyz.actions.XYZShowActionDelegate"

>

</action>

</viewerContribution>

</extension>

In the example above, the specified object contribution action will only enable for a single selection
(enablesFor attribute). In addition, each object in the selection must implement the specified interface
(IFile) and must be a Java file. This action will be added into a submenu previously created. This

contribution will be effective in any view that has the required selection.

In contrast, the viewer contribution above will only appear in the Tasks view context menu, and will not be
affected by the selection in the view.

The following is an example of the filter mechanism. In this case the action will only appear for IMarkers
which are completed and have high priority.
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<extension point=
"org.eclipse.ui.popupMenus"

>

<objectContribution id=
"com.xyz.C3"

objectClass=
"org.eclipse.core.resources.IMarker"
>

<filter name=

"done"

value=

"true"

/>

<filter name=

"priority"

value=

no

/>

<action id=

"com.xyz.runXyZz"

label=

"High Priority Completed Action Tool"
icon=

"icons/runXYZ.gif"

class=
"com.xyz.actions.MarkerActionDelegate"
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>
</action>
</objectContribution>
</extension>

The following is an other example of using the visibility element:

<extension point=
"org.eclipse.ui.popupMenus"
>

<viewerContribution id=
"com.xyz.C4"

targetiD=
"org.eclipse.ui.views.TaskList"
>

<visibility>

<and>

<pluginState id=

"com.xyz"

value=

"activated"

/>

<systemProperty name=
"ADVANCED_MODE"
value=

"true”

/>
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</and>

</visibility>

<action id=
"com.xyz.showXYZz"

label=

"&amp;Show XYZ"

style=

"push"

menubarPath=

"additions”

icon=

"icons/showXYZ.gif"
helpContextld=
"com.xyz.show_action_context"
class=
"com.xyz.actions.XYZShowActionDelegate"
>

</action>
</viewerContribution>
</extension>

In the example above, the specified action will appear as a menu item in the Task view context menu, but ol
if the "com.xyz" plug—in is active and the specified system property is set to true.

API Information:

The value of the action attribute class must be a fully qualified class name of a Java class that implements
org.eclipse.ui.lObjectActionDelegate in the case of object contributions,

org.eclipse.ui.lViewActionDelegate for contributions to context menus that belong to views, or
org.eclipse.ui.lEditorActionDelegate for contributions to context menus that belong to

editors. In all cases, the implementing class is loaded as late as possible to avoid loading the entire plug—in
before it is really needed.
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Note: For backwards compatibility, org.eclipse.ui.lActionDelegate may be implemented for
object contributions.

Conext menu extension within a part is only possible when the target part publishes a menu for extension.
This is strongly encouraged, as it improves the extensibility of the product. To accomplish this each part
should publish any context menus which are defined by calling

IWorkbenchPartSite.registerContextMenu. Once this has been done the workbench will

automatically insert any action extensions which exist.

A menu id must be provided for each registered menu. For consistency across parts the following strategy
should be adopted by all part implementors.

« If the target part has only one context menu it should be registered with id == part id. This can be
done easily by calling registerContextMenu(MenuManager, I1SelectionProvider).
Extenders may use the part id itself as the targetID for the action extension.

« If the target part has more than one context menu a unique id should be defined for each. Prefix eac
id with the part id and publish these id's within the javadoc for the target part. Register each menu at
runtime by calling registerContextMenu(String, MenuManager,

ISelectionProvider). Extenders will use the unique menu id as the targetlD for the action
extension.

Any context menu which is registered with the workbench also should contain a standard insertion point wit
id IWorkbenchActionConstants.MB_ADDITIONS. Other plug-ins will use this value as a reference

point for insertion. The insertion point may be defined by adding a GroupMarker to the menu at an
appropriate location for insertion.

An object in the workbench which is the selection in a context menu may define an
org.eclipse.ui.lActionFilter. This is a filtering strategy which can perform type specific

filtering. The workbench will retrieve the filter for the selection by testing to see if it implements
IActionFilter. If that fails, the workbench will ask for a filter through the 1Adaptable mechanism.

Action and menu labels may contain special characters that encode mnemonics which are specified using tt
ampersand (‘'&") character in front of a selected character in the translated text. Since ampersand is not allo
in XML strings, use &amp; character entity.

If two or more actions are contributed to a menu by a single extension the actions will appear in the reverse
order of how they are listed in the plugin.xml file. This behavior is admittedly unintuitive. However, it was
discovered after the Eclipse Platform APl was frozen. Changing the behavior now would break every plug-il
which relies upon the existing behavior.

The selection and enablement elements are mutually exclusive. The enablement element can

replace the selection element using the sub—elements objectClass and objectState. For example,
the following:

<selection class=
"org.eclipse.core.resources.|File"

name=
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II*.javall
>
</selection>

can be expressed using:

<enablement>
<and>

<objectClass name=
"org.eclipse.core.resources.|File"
/>

<objectState name=
"extension”

value=

"java"

/>

</and>

</enablement>

Supplied Implementation:

The workbench views have built-in context menus that already come loaded with a number of actions.
Plug-ins can contribute to these menus. If a viewer has reserved slots for these contributions and they are
made public, slot names can be used as paths. Otherwise, actions and submenus will be added at the end ¢
pop-up menu.

Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html

Pop-up Menus 339


http://www.eclipse.org/legal/cpl-v10.html

Preference Pages

Identifier:

org.eclipse.ui.preferencePages

Description:

The workbench provides one common dialog box for preferences. The purpose of this extension point is to
allow plug-ins to add pages to the preference dialog box. When preference dialog box is opened (initiated
from the menu bar), pages contributed in this way will be added to the dialog box.

The preference dialog box provides for hierarchical grouping of the pages. For this reason, a page can
optionally specify a category attribute. This attribute represents a path composed of parent page IDs

separated by '/'. If this attribute is omitted or if any of the parent nodes in the path cannot be found, the page
will be added at the root level.

Configuration Markup:

<IELEMENT extension_(page*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT page EMPTY>

<IATTLIST page

id CDATA #REQUIRED

name CDATA #REQUIRED

class CDATA #REQUIRED

category CDATA #IMPLIED>
« id — a unigue name that will be used to identify this page.
e name - a translatable name that will be used in the Ul for this page.
« class — a name of the fully qualified class that implements

org.eclipse.ui.lWorkbenchPreferencePage.
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« category — a path indicating the location of the page in the preference tree. The path may either be &
parent node ID or a sequence of IDs separated by '/, representing the full path from the root node.

Examples:

The following is an example for the preference extension point:

<extension point=
"org.eclipse.ui.preferencePages"
>

<page id=

"com.xyz.prefpagel”

name=

"Xyz"

class=
"com.xyz.prefpages.PrefPagel”
>

</page>

<page id=
"com.xyz.prefpage2"

name=

"Keyboard Settings"

class=
"com.xyz.prefpages.PrefPage2”
category=

"com.xyz.prefpagel”

>
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</page>
</extension>

API Information:

The value of the attribute class must represent a fully qualified name of the class that implements
org.eclipse.ui.lWorkbenchPreferencePage.

Supplied Implementation:

The workbench adds several pages for setting the preferences of the platform. Pages registered through thi
extension will be added after them according to their category information.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Presentation Factories

Identifier:

org.eclipse.ui.workbench.presentationFactories

Since:

3.0

Description:

This extension point is used to add presentation factories to the workbench. A presentation factory defines t
overall look and feel of the workbench, including how views and editors are presented.

Configuration Markup:

<IELEMENT extension_(factory*)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<I[ELEMENT factory EMPTY>
<IATTLIST factory
class CDATA #REQUIRED
id CDATA #REQUIRED
name CDATA #REQUIRED>
« class — Specify the fully qualified class to be used for the presentation factory. The specified value
must be a subclass of
org.eclipse.ui.presentations.AbstractPresentationFactory.

« id — a unigue name that will be used to identify this presentation factory
e name - a translatable name that can be used to show this presentation factory in the Ul

Examples:

The following is an example of a presentationFactory extension:
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<extension point=

"org.eclipse.ui.presentationFactories"

>

<factory class=
"org.eclipse.ui.workbench.ExampleWorkbenchPresentationFactory"
/>

</extension>

API Information:

The class specified in the factory element must be a concrete subclass of
org.eclipse.ui.presentations.AbstractPresentationFactory.

Supplied Implementation:

If a presentation factory is not specified or is missing then the implementation in
org.eclipse.ui.presentations.WorkbenchPresentationFactory will be used.

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Property Pages
Identifier:
org.eclipse.ui.propertyPages
Description:

This extension point is used to add additional property page for objects of a given type. Once defined, these
property pages will appear in the Properties Dialog for objects of that type.

A property page is a user friendly way to interact with the properties of an object. Unlike the Properties view
which restricts the space available for editing an object property, a property page may benefit from the
freedom to define larger, more complex controls with labels, icons, etc. Properties which logically go togethe
may also be clustered in a page, rather than scattered in the property sheet. However, in most applications |
will be appropriate to expose some properties of an object via the property sheet and some via the property
pages.

Property pages are shown in a dialog box that is normally visible when the "Properties" menu item is selecte
on a pop-up menu for an object. In addition to the object class, the name filter can optionally be supplied to
register property pages only for specific object types.

If these filtering mechanisms are inadequate a property page may use the filter mechanism. In this case the
attributes of the target object are described in a series of key value pairs. The attributes which apply to the

selection are type specific and beyond the domain of the workbench itself, so the workbench will delegate
filtering at this level to the actual selection.

Configuration Markup:

<IELEMENT extension_(page*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT page (filter*)>
<IATTLIST page

id CDATA #REQUIRED
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name CDATA #REQUIRED
icon CDATA #IMPLIED
objectClass CDATA #REQUIRED
class CDATA #REQUIRED
namekFilter CDATA #IMPLIED
adaptable (true | false) >
« id — a unigue name that will be used to identify this page
e name - a translatable name that will be used in the Ul for this page
« icon — a relative path to an icon that will be used in the Ul in addition to the page name
« objectClass — a fully qualified name of the class for which the page is registered.
« class - a fully qualified name of the class that implements
org.eclipse.ui.lWorkbenchPropertyPage.
« nameFilter — an optional attribute that allows registration conditional on wild card match applied to
the target object name.

 adaptable - a flag that indicates if types that adapt to IResource should use this property page. This
flag is used if objectClass adapts to IResource. Default value is false.

<IELEMENT filter EMPTY>

<IATTLIST filter

name CDATA #REQUIRED

value CDATA #REQUIRED>

This element is used to evaluate the attribute state of each object in the current selection. A match only if ez

object in the selection has the specified attribute state. Each object in the selection must implement, or aday
to, org.eclipse.ui.lActionFilter.

« name - the name of an object attribute.
« value - the value of an object attribute. In combination with the name attribute, the name value pair i
used to define the target object for a property page.

Examples:

The following is an example of the property page definition:
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<extension point=
"org.eclipse.ui.propertyPages"
>

<page id=
"com.xyz.projectPage"

name=

"XYZ Java Properties"
objectClass=
"org.eclipse.core.resources.|File"
class=
"com.xyz.ppages.JavaPropertyPage"
namekFilter=

"* java"

>

<filter name=

"readOnly"

value=

"true"

/>

</page>

</extension>

API Information:

The attribute class must specify a fully qualified name of the class that implements
org.eclipse.ui.lWorkbenchPropertyPage.

Supplied Implementation:

Some objects provided by the workbench may have property pages registered. Plug-ins are allowed to add
more property pages for these objects. Property pages are not limited to workbench resources: all objects
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showing up in the workbench (even domain specific objects created by the plug—-ins) may have property pac
and other plug-ins are allowed to register property pages for them.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Startup

Identifier:

org.eclipse.ui.startup

Since:

Release 2.0

Description:

This extension point is used to register plugins that want to be activated on startup. The plugin class or the
class given as the attribute on the startup element must implement the interface

org.eclipse.ui.IStartup. Once the workbench is started, the method earlyStartup() will be called

from a separate thread. If the startup element has a class attribute, the method earlyStartup() will be called

this class. Otherwise, this method will be called from the plugin class. These plugins are listed in the
workbench preferences and the user may disable any plugin from early startup.

Configuration Markup:

<IELEMENT extension _(startup*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT startup EMPTY>
<IATTLIST startup
class CDATA #IMPLIED>

« class - a fully qualified name of the class that implements org.eclipse.ui.lStartup. Since
release 3.0.
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Examples:

Following is an example of a startup extension:

<p>
<extension point=
"org.eclipse.ui.startup”
/>

</p>

API Information:

See interface org.eclipse.ui.lStartup.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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System Summary Sections

Identifier:

org.eclipse.ui.systemSummarySections

Since:

3.0

Description:
The Eclipse Ul provides an AboutDialog that can be branded and reused by client product plugins. This dial
includes a SystemSummary dialog that contains configuration details. By extending the
org.eclipse.ui.systemSummarySections extension point clients are able to put their own information into the
log.
Configuration Markup:
<IELEMENT extension _(section+)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT section EMPTY>
<IATTLIST section
class CDATA #REQUIRED
sectionTitle CDATA #REQUIRED
id CDATA #IMPLIED>
« class — The fully qualified hame of a class the implements
org.eclipse.ui.about.ISystemSummarySection. The class must provide a default
constructor.
« sectionTitle — a translatable name that will be displayed as the title of this section in the system

summary
« id — an optional, uniqgue name that will be used to identify this system summary section
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Examples:

Following is an example of a systemSummarySections extension:

<extension point=
"org.eclipse.ui.systemSummarySections"
>

<section sectionTitle=

"Cookie Manager Plugin”

class=
"org.eclipse.ui.examples.rcp.browser.ConfigDetails"
id=

"RCPBrowser.ConfigDetails"

>

</section>

</extension>

API Information:

The class specified in the section element must be a concrete subclass of
org.eclipse.ui.about.ISystemSummarySection.

Supplied Implementation:

The Workbench uses this extension point to provide the following sections in the system summary dialog: -
System properties: The contents of the table returned by java.lang.System.getProperties. — Features: The ic
all features found by eclipse. — Plug—in Registry: The id of all plugins found by eclipse. — User Preferences:
The contents of the Eclipse PreferencesService. — Error Log: The contents of the platform's error log.

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Themes

Identifier:

org.eclipse.ui.themes

Description:

This extension point is used to customize the appearance of the Ul. It allows definition of color and font
entities as well as theme entitities. Themes allow applications to selectivly override default color and font
specifications for particular uses.

Configuration Markup:

<IELEMENT extension_(theme* , colorDefinition* , fontDefinition* , themeElementCategory* , data* ,
categoryPresentationBinding*)>

<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT theme (colorOverride* , fontOverride* , description? . data*)>

<IATTLIST theme
id CDATA #REQUIRED
name CDATA #REQUIRED>

A collection of font, color and data overrides. Such a collection may be used to alter the appearance of the
workbench.

« id — a unique name that will be used to identify this theme
* name - a translatable name of the theme to be presented to the user

<IELEMENT themeElementCategory (description)>
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<IATTLIST themeElementCategory
id CDATA #REQUIRED
parentld CDATA #IMPLIED

class CDATA #IMPLIED

label CDATA #IMPLIED>

A logical grouping of theme element definitions. This category may include colors and fonts.

« id - the id for this category

« parentld - the id of the parent category, if any.

« class — a class that implements org.eclipse.ui.themes.IThemePreview

« label — a translatable name of the theme element category to be presented to the user

<IELEMENT colorDefinition (colorFactory? . colorValue* ., description?)>

<IATTLIST colorDefinition

id CDATA #IMPLIED
label CDATA #REQUIRED
defaultsTo CDATA #IMPLIED
value CDATA #IMPLIED
categoryld CDATA #IMPLIED
colorFactory CDATA #IMPLIED
isEditable (true | false) >

A symbolic color definition.

* id — a unique id that can be used to identify this color definition.

« label — a translatable name of the color to be presented to the user.

« defaultsTo - the id of another color definition that is the default setting for the receiver. When there
is no preference for this color the color registry will have the value of defaultsTo set for it in the
registry. Only one of defaultsTo, value or colorFactory may be defined.

« value — The default value of this color. The value may be specified in the following ways:

¢ a String containing comma seperated integers in the form red,green,blue
¢ a String that maps to an SWT color constant (ie: COLOR_RED).
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Only one of defaultsTo, value or colorFactory may be defined. If value is specified,
additional value definitions may be specified on a per platform/windowing system basis via the
colorValue element.

« categoryld - the optional id of the themeElementCategory this color belongs to.

« colorFactory — a class that implements org.eclipse.ui.themes.|IColorFactory. This
may be used instead of value to specify the default value of the color. Please be advised that this
should be used with caution — usage of this attribute will cause plugin activation.

« isEditable — whether the user should be allowed to edit this color in the preference page. If this is
false then the contribution is not shown to the user.

<IELEMENT fontDefinition (fontValue* , description?)>
<IATTLIST fontDefinition

id CDATA #REQUIRED

label CDATA #REQUIRED

value  CDATA #IMPLIED

categoryld CDATA #IMPLIED

defaultsTo CDATA #IMPLIED

isEditable (true | false) >

A symbolic font definition.

« id — a unique name that can be used to identify this font definition.

« label — a translatable name of the font to be presented to the user.

« value - the font value. This is in the form: fonthame-style—height where fontname is the
name of a font, style is a font style (one of "regular”, "bold", "italic", or "bold
italic") and height is an integer representing the font height.

Example: Times New Roman-bold-36.
Only one (or neither) of value or defaultsTo may be used.

If value is specified, additional value definitions may be specified on a per platform/windowing
system basis via the fontValue element.

« categoryld - the optional id of the themeElementCategory this font belongs to.

« defaultsTo - the id of another font definition that is the default setting for the receiver. When there is
no preference for this font the font registry will have the value of defaultsTo set for it in the registry.

Only one (or neither) of value or defaultsTo may be used.
« isEditable — whether the user should be allowed to edit this color in the preference page. If this is
false then the contribution is not shown to the user.
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<IELEMENT colorOverride (colorFactory? . colorValue*)>

<IATTLIST colorOverride

id CDATA #REQUIRED
value CDATA #IMPLIED
colorFactory CDATA #IMPLIED>

Allows overriding of colors defined in colorDefinition elements. These colors will be applied when the
theme is in use.

« id — a unique id that can be used to identify this color definition override. This should match an
existing font identifier. Strictly speaking, you may ovverride colors that do not exist in the base theme
although this practice is not recommended. In effect, such overrides will have behaviour similar to
colorDefinitions that have isEditable set to false.

« value - the overriding value of this color. The value may be specified in the following ways:

¢ a String containing comma seperated integers in the form red,green,blue

¢ a String that maps to an SWT color constant (ie: COLOR_RED).
Only one of value or colorFactory may be defined. Unlike a colorDefinition, you may
not supply a defaultsTo for an override.

« colorFactory — a class that implements org.eclipse.ui.themes.|IColorFactory. This
may be used instead of value to specify the default value of the color. Please be advised that this
should be used with caution — usage of this attribute will cause plugin activation.

<IELEMENT fontOverride (fontValue*)>
<IATTLIST fontOverride

id CDATA #REQUIRED

value CDATA #REQUIRED>

Allows overriding of fonts defined in fontsDefinition elements. These fonts will be applied when the
theme is in use.

« id — a unique id that can be used to identify this font definition override. This should match an
existing font identifier. Strictly speaking, you may ovverride fonts that do not exist in the base theme
although this practice is not recommended. In effect, such overrides will have behaviour similar to
fontDefinitions that have isEditable set to false.

« value - the overriding value of this font. This is in the form: fonthname-style—height where

non

fontname is the name of a font, style is a font style (one of "regular", "bold", "italic",
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or "bold italic") and height is an integer representing the font height.
Example: Times New Roman-bold-36.

value must be defined for a font override. Unlike a fontDefinition, you may not supply a
defaultsTo for a fontOverride.

<IELEMENT description (#CDATA)>

A short description of the elements usage.

<IELEMENT colorFactory (parameter*)>

<IATTLIST colorFactory

class CDATA #REQUIRED

plugin CDATA #IMPLIED>

The element version of the colorFactory attribute. This is used when the colorFactory implements

org.eclipse.core.runtime.lExecutableExtension and there is parameterized data that you
wish used in its initialization.

« class — a class that implements org.eclipse.ui.themes.IColorFactory. It may also
implement org.eclipse.core.runtime.lExecutableExtension.
« plugin — the identifier of the plugin that contains the class

<IELEMENT parameter EMPTY>
<IATTLIST parameter

name CDATA #REQUIRED
value CDATA #REQUIRED>

A parameter element to be used within the colorFactory element. This will be passed as initialization data to
the colorFactory class.

* name - the parameter name
« value — the parameter value
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<I[ELEMENT data EMPTY>
<IATTLIST data
name CDATA #REQUIRED

value CDATA #REQUIRED>

An element that allows arbitrary data to be associated with a theme or the default theme. This data may be

gradient directions or percentages, labels, author information, etc.

This element has behaviour similar to definitions and overrides. If a key is present in both the default theme
and an identified theme, then the identified themes value will be used when that theme is accessed. If the

identified theme does not supply a value then the default is used.

* name - the data name,
 value - the data value

<IELEMENT colorValue (colorFactory?)>
<IATTLIST colorValue

0s CDATA #IMPLIED

ws CDATA #IMPLIED

value CDATA #IMPLIED

colorFactory CDATA #IMPLIED>

This element allows specification of a color value on a per—platform basis.

* 0s — an optional os string to enable choosing of color based on current OS. eg: win32,linux
* Ws — an optional os string to enable choosing of color based on current WS. eg: win32,gtk

« value — The default value of this color. The value may be specified in the following ways:
¢ a String containing comma seperated integers in the form red,green,blue
¢ a String that maps to an SWT color constant (ie: COLOR_RED).
Only one of value or colorFactory may be defined.
« colorFactory — a class that implements org.eclipse.ui.themes.|IColorFactory. This

may be used instead of value to specify the value of the color. Please be advised that this should be

used with caution — usage of this attribute will cause plugin activation.

Themes

358



Welcome to Eclipse

<IELEMENT fontValue EMPTY>
<IATTLIST fontValue

os CDATA #IMPLIED

ws CDATA #IMPLIED

value CDATA #REQUIRED>

This element allows specification of a font value on a per—platform basis.

* 0s — an optional os string to enable choosing of font based on current OS. eg: win32,linux
* Ws — an optional os string to enable choosing of font based on current WS. eg: win32,gtk
« value - the font value. This is in the form: fonthame-style—height where fontname is the
name of a font, style is a font style (one of "regular”, "bold", "italic", or "bold
italic") and height is an integer representing the font height.

Example: Times New Roman-bold-36.

<IELEMENT categoryPresentationBinding EMPTY>

<IATTLIST categoryPresentationBinding

categoryld CDATA #REQUIRED

presentationld CDATA #REQUIRED>

This element allows a category to be bound to a specific presentation as described by the
org.eclipse.ui.presentationFactory extension point. If a category has any presentation

bindings then it (and it's children) is only configurable by the user if it is bound to the active presentation. Thi
is useful for removing unused items from user consideration.

« categoryld -
* presentationld -

Examples:

The following is an example of several color and font definitions as well as a theme that overrides them.

<extension point=
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"org.eclipse.ui.themes"

>
<themeElementCategory id=
"com.xyz.ThemeCategory"
class=
"com.xyz.XYZPreview"
label=

"XYZ Elements"

/>

<colorDefinition id=
"com.xyz.Forground"
categoryld=
"com.xyz.ThemeCategory"
label=

"XYZ Foreground Color"
value=

"COLOR_BLACK"

>

<!-- white should be used on GTK ——>
<colorValue value=
"COLOR_WHITE"

0s=

"linux"

ws=

"tk

/>
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<description>

This color is used for the forground color of the XYZ plugin editor.
</description>
</colorDefinition>
<colorDefinition id=
"com.xyz.Background"
categoryld=
"com.xyz.ThemeCategory"
label=

"XYZ Background Color"
>

<colorFactory class=

"org.eclipse.ui.themes.RGBBlendColorFactory
plugin=
"org.eclipse.ui”

>

<parameter name=
“colorl"

value=
"COLOR_WHITE"
/>

<parameter name=
"color2"

value=
"COLOR_BLUE"
/>
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</colorFactory>

<!-- black should be used on GTK —->
<colorValue value=

"COLOR_BLACK"

0s=

"linux"

ws=

"tk

/>

<description>

This color is used for the background color of the XYZ plugin editor.

</description>
</colorDefinition>
<fontDefiniton id=
"com.xyz.TextFont"
categoryld=
"com.xyz.ThemeCategory"
label=

"XYZ Editor Font"
defaultsTo=
"org.eclipse.jface.textfont"
>

<description>

This font is used by the XYY plugin editor.

</description>
</fontDefintion>
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<data name=
"com.xyz.EditorMarginWidth"
value=

ng

/>

<theme id=
"com.xyz.HarshTheme"
label=

"Harsh Colors for XYZ"
>

<colorOverride id=
"com.xyz.Forground"
value=
"COLOR_CYAN"

/>

<colorOverride id=
"com.xyz.Background"
value=
"COLOR_MAGENTA"
/>

<data name=
"com.xyz.EditorMarginWidth"
value=

L

/>

</theme>
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</extension>

API Information:

The org.eclipse.ui.lWorkbench.getThemeManager() provides

org.eclipse.ui.themes.IThemeManager. This class may be used to obtain a named theme (by id,

including the default theme which has an id of IThemeManager.DEFAULT_THEME) or the current theme.
From an org.eclipse.ui.themes.ITheme you may obtain a

org.eclipse.jface.resources.ColorRegistry, an

org.eclipse.jface.resources.FontRegistry and the arbitrary data associated with a theme.

Supplied Implementation:

The workbench provides the font definitions for the text, dialog, banner, header and part title fonts. it also
supplies color definitions for the hyperlink, active hyperlink, error, active part (background gradient parts anc
forground) and the inactive part (background gradient parts and forground). The workbench also provides d
constants for the title gradient percentages (active and inactive) and the gradient directions (active and
inactive). The workbench does not provide any named themes.

Copyright (c) 2003, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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View Menus,Toolbars and Actions

Identifier:

org.eclipse.ui.viewActions

Description:

This extension point is used to add actions to the pulldown menu and toolbar for views registered by other
plug-ins. Each view has a local pulldown menu normally activated by clicking on the top right triangle
button. Other plug-ins can contribute submenus and actions to this menu. Plug-ins may also contribute
actions to a view toolbar. View owners are first given a chance to populate these areas. Optional additions
other plug-ins are appended.

An action's enablement and/or visibility can be defined using the elements enablement and visibility
respectively. These two elements contain a boolean expression that is evaluated to determine the enableme
and/or visibility.

The syntax is the same for the enablement and visibility elements. Both contain only one boolean
expression sub—element. In the simplest case, this will be an objectClass, objectState,

pluginState, or systemProperty element. In the more complex case, the and, or, and not elements

can be combined to form a boolean expression. Both the and, and or elements must contain 2 sub—element
The not element must contain only 1 sub—element.

Configuration Markup:

<IELEMENT extension_(viewContribution+)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT viewContribution (menu*_, action*)>

<IATTLIST viewContribution

id CDATA #REQUIRED

targetID CDATA #REQUIRED>

This element is used to define a group of view actions and/or menus.
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« id — a unique identifier used to reference this contribution.
« targetID - a unique identifier of a registered view that is the target of this contribution.

<IELEMENT action (selection* | enablement?)>
<IATTLIST action

id CDATA #REQUIRED

label CDATA #REQUIRED
menubarPath CDATA #IMPLIED
toolbarPath CDATA #IMPLIED
icon CDATA #IMPLIED
disabledicon CDATA #IMPLIED
hovericon CDATA #IMPLIED
tooltip CDATA #IMPLIED
helpContextld CDATA #IMPLIED
style (push|radio|toggle) "push”
state (true | false)

class CDATA #REQUIRED
enablesFor CDATA #IMPLIED>

This element defines an action that the user can invoke in the UI.

« id — a unique identifier used as a reference for this action.

* label - a translatable name used either as the menu item text or toolbar button label. The name can
include mnenomic information.

« menubarPath — a slash—delimited path (/") used to specify the location of this action in the pulldown
menu. Each token in the path, except the last one, must represent a valid identifier of an existing me
in the hierarchy. The last token represents the named group into which this action will be added. If th
path is omitted, this action will not appear in the pulldown menu.

« toolbarPath — a named group within the local toolbar of the target view. If the group does not exist, it
will be created. If omitted, the action will not appear in the local toolbar.
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« icon — a relative path of an icon used to visually represent the action in its context. If omitted and the
action appears in the toolbar, the Workbench will use a placeholder icon. The path is relative to the
location of the plugin.xml file of the contributing plug—in. The icon will appear in the toolbar but not
in the pulldown menu.

« disabledlcon - a relative path of an icon used to visually represent the action in its context when the
action is disabled. If omitted, the normal icon will simply appear greyed out. The path is relative to
the location of the plugin.xml file of the contributing plug—in. The disabled icon will appear in the
toolbar but not in the pulldown menu.

« hoverlcon - a relative path of an icon used to visually represent the action in its context when the
mouse pointer is over the action. If omitted, the normal icon will be used. The path is relative to the
location of the plugin.xml file of the contributing plug-in.

* tooltip — a translatable text representing the action's tool tip. Only used if the action appears in the
toolbar.

« helpContextld — a unigue identifier indicating the help context for this action. If the action appears as
a menu item, then pressing F1 while the menu item is highlighted will display help.

« style — an optional attribute to define the user interface style type for the action. If defined, the
attribute value will be one of the following:

push - as aregular menu item or tool item.

radio - as a radio style menu item or tool item. Actions with the radio
style within the same menu or toolbar group behave as a radio set.
The initial value is specified by the state attribute.

toggle — as a checked style menu item or as a toggle tool item. The initial
value is specified by the state attribute.
« state — an optional attribute indicating the initial state (either true or false), used when the
style attribute has the value radio or toggle.
« class — name of the fully qualified class that implements
org.eclipse.ui.lViewActionDelegate.
 enablesFor — a value indicating the selection count which must be met to enable the action. If this
attribute is specified and the condition is met, the action is enabled. If the condition is not met, the
action is disabled. If no attribute is specified, the action is enabled for any number of items selected.
The following attribute formats are supported:
! - 0 items selected

? - 0 or 1 items selected

+ - 1 or more items selected

multiple, 2+ — 2 or more items selected

n - a precise number of items selected.a precise number of

items selected. For example: enablesFor=" 4" enables the
action only when 4 items are selected

* — any number of items selected

<IELEMENT menu (separator+_, groupMarker*)>
<IATTLIST menu

id CDATA #REQUIRED

label CDATA #REQUIRED
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path CDATA #IMPLIED>

This element is used to defined a new menu.

« id — a unique identifier that can be used to reference this menu.

« label — a translatable name used by the Workbench for this new menu. The name should include
mnemonic information.

« path - the location of the new menu starting from the root of the menu. Each token in the path must
refer to an existing menu, except the last token which should represent a named group in the last
menu in the path. If omitted, the new menu will be added to the additions named group of the
menu.

<IELEMENT separator EMPTY>
<IATTLIST separator
name CDATA #REQUIRED>

This element is used to create a menu separator in the new menu.

« name - the name of the menu separator. This name can later be referenced as the last token inam
path. Therefore, a separator also serve as hamed group into which actions and menus can be addec

<IELEMENT groupMarker EMPTY>
<IATTLIST groupMarker
name CDATA #REQUIRED>

This element is used to create a named group in the new menu. It has no visual representation in the new
menu, unlike the separator element.

* name - the name of the group marker. This name can later be referenced as the last token in the me
path. It serves as named group into which actions and menus can be added.

<IELEMENT selection EMPTY>

<IATTLIST selection
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class CDATA #REQUIRED
name CDATA #IMPLIED>

This element is used to help determine the action enablement based on the current selection. Ignored if the
enablement element is specified.

« class - a fully qualified name of the class or interface that each object in the selection must
implement in order to enable the action.

* name — an optional wild card filter for the name that can be applied to all objects in the selection. If
specified and the match fails, the action will be disabled.

<IELEMENT enablement_(and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element is used to define the enablement for the extension.

<IELEMENT visibility (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element is used to define the visibility for the extension.

<IELEMENT and (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean AND operation on the result of evaluating it's two sub—element expressiol

<IELEMENT or (and | or | not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean OR operation on the result of evaluating it's two sub—element expression:

<IELEMENT not (and_| or_| not | objectClass | objectState | pluginState | systemProperty)>

This element represent a boolean NOT operation on the result of evaluating it's sub—element expressions.
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<IELEMENT objectClass EMPTY>
<IATTLIST objectClass
name CDATA #REQUIRED>

This element is used to evaluate the class or interface of each object in the current selection. If each object
the selection implements the specified class or interface, the expression is evaluated as true.

« name - a fully qualified name of a class or interface. The expression is evaluated as true only if all
objects within the selection implement this class or interface.

<IELEMENT objectState EMPTY>

<IATTLIST objectState

name CDATA #REQUIRED

value CDATA #REQUIRED>

This element is used to evaluate the attribute state of each object in the current selection. If each object in tt
selection has the specified attribute state, the expression is evaluated as true. To evaluate this type of

expression, each object in the selection must implement, or adapt to,
org.eclipse.ui.lActionFilter interface.

* name - the name of an object's attribute. Acceptable names reflect the object type, and should be
publicly declared by the plug—in where the object type is declared.

« value - the required value of the object's attribute. The acceptable values for the object's attribute
should be publicly declared.

<IELEMENT pluginState EMPTY>
<IATTLIST pluginState

id CDATA #REQUIRED

value (installed|activated) "installed">

This element is used to evaluate the state of a plug—in. The state of the plug—in may be one of the following
installed or activated.
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« id - the identifier of a plug—in which may or may not exist in the plug—-in registry.
« value - the required state of the plug—in. The state of the plug—in may be one of the following:
installed or activated.

<IELEMENT systemProperty EMPTY>
<IATTLIST systemProperty

name CDATA #REQUIRED

value CDATA #REQUIRED>

This element is used to evaluate the state of some system property. The property value is retrieved from the
java.lang.System.

* name - the name of the system property.
« value - the required value of the system property.

Examples:

The following is an example of a view action extension:

<extension point=

"org.eclipse.ui.viewActions"

>

<viewContribution id=

"com.xyz.xyzViewC1"

targetiD=
"org.eclipse.ui.views.navigator.ResourceNavigator"
>

<menu id=

"com.xyz.xyzMenu"

label=
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"XYZ Menu"

path=

"additions”

>

<separator name=
"groupl”

/>

</menu>

<action id=
"com.xyz.runXyZz"
label=

"&amp;Run XYZ Tool"
menubarPath=
"com.xyz.xyzMenu/groupl1"
toolbarPath=
"Normal/additions”
style=

"toggle”

state=

"true”

icon=
"icons/runXYZ.gif"
tooltip=

"Run XYZ Tool"
helpContextld=
"com.xyz.run_action_context"

View Menus,Toolbars and Actions
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class=
"com.xyz.actions.Runxyz"
>

<selection class=
"org.eclipse.core.resources.|File"
name=

"* java"

/>

</action>
</viewContribution>
</extension>

In the example above, the specified action will only enable for a single selection (enablesFor attribute). In
addition, the object in the selection must be a Java file resource.

The following is an other example of a view action extension:

<extension point=

"org.eclipse.ui.viewActions"

>

<viewContribution id=

"com.xyz.xyzViewC1"

targetiD=
"org.eclipse.ui.views.navigator.ResourceNavigator"
>

<menu id=

"com.xyz.xyzMenu"

label=
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path=

"additions”

>

<separator name=
"groupl”

/>

</menu>

<action id=
"com.xyz.runxyYz2"

label=

"&amp;Run XYZ2 Tool"
menubarPath=
"com.xyz.xyzMenu/groupl1"
style=

"push"

icon=

"icons/runXYZz2.gif"
tooltip=

"Run XYZ2 Tool"
helpContextld=
"com.xyz.run_action_context2"
class=
"com.xyz.actions.RunXyz2"
>

<enablement>

View Menus,Toolbars and Actions
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<and>

<objectClass name=
"org.eclipse.core.resources.|File"
/>

<not>

<objectState name=
"extension”

value=

"java"

/>

</not>

</and>
</enablement>
</action>
</editorContribution>
</extension>

In the example above, the specified action will appear as a menu item. The action is enabled if the selection
contains no Java file resources.

API Information:

The value of the class attribute must be a fully qualified name of a Java class that implements
org.eclipse.ui.lViewActionDelegate. This class is loaded as late as possible to avoid loading
the entire plug—in before it is really needed.

The interface org.eclipse.ui.lViewActionDelegate extends
org.eclipse.ui.lActionDelegate and adds an additional method that allows the delegate to
initialize with the view instance it is contributing into.

This extension point can be used to contribute actions into menus previously created by the target view.
Omitting the menu path attribute will result in adding the new menu or action at the end of the pulldown
menu.

The enablement criteria for an action extension is initially defined by enablesFor, and also either
selection or enablement. However, once the action delegate has been instantiated, it may control the
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action enable state directly within its selectionChanged method.
Action and menu labels may contain special characters that encode mnemonics using the following rules:

1. Mnemonics are specified using the ampersand ('&") character in front of a selected character in the
translated text. Since ampersand is not allowed in XML strings, use &amp; character entity.

If two or more actions are contributed to a menu or toolbar by a single extension the actions will appear in tf
reverse order of how they are listed in the plugin.xml file. This behavior is admittedly unintuitive. However, it
was discovered after the Eclipse Platform API was frozen. Changing the behavior now would break every
plug-in which relies upon the existing behavior.

The selection and enablement elements are mutually exclusive. The enablement element can

replace the selection element using the sub—elements objectClass and objectState. For example,
the following:

<selection class=
"org.eclipse.core.resources.|File"
name=

"* java"

>

</selection>

can be expressed using:

<enablement>

<and>

<objectClass name=
"org.eclipse.core.resources.|File"
/>

<objectState name=

"extension”

value=

||java||
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/>
</and>

</enablement>

Supplied Implementation:

Each view normally comes with a number of standard items on the pulldown menu and local toolbar.
Additions from other plug-ins will be appended to the standard complement.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html

View Menus,Toolbars and Actions 377


http://www.eclipse.org/legal/cpl-v10.html

Working Sets

Identifier:
org.eclipse.ui.workingSets
Since:

Release 2.0

Description:

This extension point is used to define a working set wizard page. Working sets contain a number of element
of type IAdaptable and can be used to group elements for presentation to the user or for operations on a sef
elements. A working set wizard page is used to create and edit working sets that contain elements of a spec

type.

To select a working set the user is presented with a list of working sets that exist in the workbench. From thz
list a working set can be selected and edited using one of the wizard pages defined using this extension poil
An existing working set is always edited with the wizard page that was used to create it or with the default
resource based working set page if the original page is not available.

A new working set can be defined by the user from the same working set selection dialog. When a new
working set is defined, the plugin provided wizard page is preceded by a page listing all available working se
types. This list is made up of the name attribute values of each working set extension.

Views provide a user interface to open the working set selection dialog and must store the selected working
set.

The resource navigator uses a working set to filter elements from the navigator view. Only parents and
children of working set elements are shown in the view, in addition to the working set elements themselves.

Configuration Markup:

<IELEMENT extension_(workingSet*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<I[ELEMENT workingSet EMPTY>
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<IATTLIST workingSet
id CDATA #REQUIRED
name CDATA #REQUIRED
icon  CDATA #IMPLIED
pageClass CDATA #REQUIRED>
« id — a unigue name that can be used to identify this working set dialog.
* name - the name of the element type that will be displayed and edited by the working set page. This
should be a descriptive name like "Resource" or "Java Element".
« icon - the relative path of an image that will be displayed in the working set type list on the first page
of the working set creation wizard as well as in the working set selection dialog.

 pageClass - the fully qualified name of a Java class implementing
org.eclipse.ui.dialogs.IWorkingSetPage.

Examples:

Following is an example of how the resource working set dialog extension is defined to display and edit
generic IResource elements:

<extension point=
"org.eclipse.ui.workingSets"
>

<workingSet id=
"org.eclipse.ui.resourceWorkingSetPage"
name=

"Resource"

icon=

"icons/resworkset.gif"

pageClass=
"org.eclipse.ui.internal.dialogs.ResourceWorkingSetPage"

>
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</workingSet>
</extension>

API Information:

The value of the pageClass attribute must represent a class that implements the
org.eclipse.ui.dialogs.IWorkingSetPage interface.

Supplied Implementation:

The workbench provides a working set wizard page for creating and editing resource based working sets.

Copyright (c) 2002, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Synchronize Participants

Identifier:

org.eclipse.team.ui.synchronizeParticipants

Since:

3.0

Description:

This extension point is used to register a synchronize participant. A synchronize participant is a component
that displays changes between resources and typically allows the user to manipulate the changes. For exan
CVS defines a warkspace synchronize participant that allows showing changes between workspace resourc
and the resources at a remote location that is used to share those resources. Synchronize participants are
typically created via a synchronize participant wizard or they can be created via a plug-in action and then
registered with the ISynchronizeManager. The Synchronize View displays synchronize participants.

A patrticipant is a generic component that provides access to creating a page and is shown to the user and ¢

configuration that defines common configuration parameters for the page. The Synchronize View doesn't
enforce any restrictions on how changes are shown to the user, and instead only manages the participants.

Configuration Markup:

<IELEMENT extension_(participant)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — A fully qualified identifier of the target extension point

« id — An optional identifier of the extension instance.
« name — An optional name for this extension instance.

<IELEMENT participant EMPTY>
<IATTLIST participant

icon CDATA #IMPLIED

id CDATA #IMPLIED

class CDATA #IMPLIED
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name CDATA #IMPLIED
persistent (truelfalse) >
« icon — An icon that will be used when showing this participant in lists and menus.
« id — A unigue name that will be used to identify this type of participant.
« class — A fully qualified name of the class the extends
org.eclipse.team.ui.synchronize.AbstractSynchronizeParticipant.
* name — The name of the participant. This will be shown in the Ul.

« persistent — By default participants will be persisted between sessions. Set this attribute to false if
this participant should not be persisted between sessions.

Examples:

<extension point=
"org.eclipse.team.ui.synchronizeParticipants"

>

<participant name=

"CVS Workspace"

icon=

"icons/full/cviewl6/server.gif"

class=
"org.eclipse.team.internal.ccvs.ui.subscriber.WorkspaceSynchronizeParticipant"
id=
"org.eclipse.team.cvs.ui.cvsworkspace—participant”
>

</participant>

<participant name=

"CVS Merge"

icon=

"icons/full/obj16/prjversions_rep.qgif
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class=

"org.eclipse.team.internal.ccvs.ui.subscriber.MergeSynchronizeParticipant
type=

"dynamic"

id=

"org.eclipse.team.cvs.ui.cvsmerge—participant”

>

</participant>

</extension>

API Information:

The value of the class attribute must represent a class that implements
org.eclipse.team.ui.synchronize.AbstractSynchronizeParticipant.

Copyright (c) 2004 IBM Corporation and others. All rights reserved. This program and the accompanying
materials are made available under the terms of the Common Public License v1.0 which accompanies this

distribution, and is available_at http://www.eclipse.org/legal/cpl-v10.html
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Breakpoints

Identifier:

org.eclipse.debug.core.breakpoints

Description:

This extension point defines a mechanism for defining new types of breakpoints.

Configuration Markup:

<IELEMENT extension_(breakpoint*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT breakpoint EMPTY>
<IATTLIST breakpoint
id CDATA #REQUIRED
markerType CDATA #REQUIRED
class CDATA #REQUIRED>
« id — specifies a unique identifier for this breakpoint type.
» markerType — specifies the fully qualified identifier (id) of the corresponding marker definition for

breakpoints of this type.
« class - specifies the fully qualified name of the java class that implements IBreakpoint.

Examples:

The following is an example of a launch configuration type extension point:
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<extension point=
"org.eclipse.debug.core.breakpoints"

>

<breakpoint id=
"com.example.ExampleBreakpoint"
markerType=
"com.example.ExampleBreakpointMarker"
class=
"com.example.ExampleBreakpointimpl"

>

</breakpoint>

</extension>

In the example above, the specified type of breakpoint is implemented by the class

"com.example.Breakpointimpl". There is an associated marker definition for
"com.example.ExampleBreakpointMarker", defining the attributes of this breakpoint.

API Information:

Value of the attribute class must be a fully qualified name of a Java class that implements the interface
org.eclipse.debug.core.model.IBreakpoint.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Launch Configuration Comparators

Identifier:

org.eclipse.debug.core.launchConfigurationComparators

Description:

This extension point provides a configurable mechanism for comparing specific attributes of a launch
configuration. In general, launch configuration attributes can be compared for equality via the default
implementation of java.lang.Object.equals(Object). However, attributes that require special

handling should implement this extension point. For example, when an attribute is stored as XML, it is
possible that two strings representing an equivalent attribute have different whitespace formatting.

Configuration Markup:

<IELEMENT extension_(launchConfigurationComparator*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT launchConfigurationComparator EMPTY>
<IATTLIST launchConfigurationComparator
id CDATA #REQUIRED
attribute CDATA #REQUIRED
class CDATA #REQUIRED>
« id — specifies a unique identifier for this extension.

« attribute — specifies the launch configuration attribute name that this comparator compares.
« class - specifies a fully—qualified name of a class that implements java.util. Comparator.
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Examples:

The following is an example of a launch configuration comparator extension point:

<extension point=
"org.eclipse.debug.core.launchConfigurationComparators"
>

<launchConfigurationComparator id=
"com.example.Exampleldentifier"
attribute=
"com.example.ExampleAttributeName"
class=
"com.example.Comparatorimplementation”
>

</launchConfigurationComparator>
</extension>

In the example above, the specified type of launch configuration comparator will be consulted when
comparing the equality of attributes keyed with name com.example.ExampleAttributeName.

API Information:

Value of the attribute class must be a fully—qualified name of a Java class that implements the interface
java.util.Comparator.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Launch Configuration Types

Identifier:

org.eclipse.debug.core.launchConfigurationTypes

Description:
This extension point provides a configurable mechanism for launching applications. Each launch

configuration type has a hame, supports one or more modes (run and/or debug), and specifies a delegate
responsible for the implementation of launching an application.

Configuration Markup:

<IELEMENT extension_(launchConfigurationType*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT launchConfigurationType (fileExtension+)>

<IATTLIST launchConfigurationType

id CDATA #REQUIRED
delegate CDATA #REQUIRED
modes CDATA #REQUIRED
name CDATA #REQUIRED
public (true | false)

category CDATA #IMPLIED

sourcePathComputerld CDATA #MPLIED
sourceLocatorld  CDATA #IMPLIED>
« id — specifies a unique identifier for this launch configuration type.
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« delegate - specifies the fully qualified name of the Java class that implements
ILaunchConfigurationDelegate. Launch configuration instances of this type will delegate
to instances of this class to perform launching.

» modes - specifies a comma-separated list of the modes this type of lauch configuration supports —
"run" and/or "debug".

* name - specifies a human-readable name for this type of launch configuration.

* public - specifies whether this launch configuration type is accessible by users. Defaults to true if no
specified.

« category — an optional attribute that specifies this launch configuration type's category. The default
value is unspecified (null). Categories are client defined. This attribute was added in the 2.1 release.

 sourcePathComputerld — The unigue identifier of a sourcePathComputers extension that is used to
compute a default source lookup path for launch configurations of this type

« sourcelLocatorld — The unique identifier of a sourceLocators extension that is used to create the
source locator for sessions launched using launch configurations of this type

<IELEMENT fileExtension EMPTY>
<IATTLIST fileExtension
extension CDATA #REQUIRED
default (true | false) >
« extension - specifies a file extension that this launch configuration type can be used for.

« default — specifies whether this launch configuration type should be the default launch configuration
type for the specified file extension. Defaults to false if not specified.

Examples:

The following is an example of a launch configuration type extension point:

<extension point=
"org.eclipse.debug.core.launchConfigurationTypes"
>

<launchConfigurationType id=
"com.example.Exampleldentifier"

delegate=

"com.example.ExampleLaunchConfigurationDelegate"
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modes=

"run,debug"

name=

"Example Application"

>

<fileExtension extension=
"txt"

default=

"true"

/>

<fileExtension extension=

"gif"
default=

"false”

/>
</launchConfigurationType>

</extension>

In the example above, the specified type of launch configuration supports both run and debug modes. The
launch configuration is applicable to .txt and .gif files, and is the default launch configuration for .txt files.

API Information:

Value of the attribute delegate must be a fully qualified name of a Java class that implements the interface
org.eclipse.debug.core.model.lLaunchConfigurationDelegate.

Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Launch Delegates

Identifier:

org.eclipse.debug.core.launchDelegates

Since:

3.0

Description:

This extension point provides a mechanism for contributing a launch delegate to an existing launch
configuration type for one or more launch modes. Since launch modes are extensisble, it may be neccessar
contribute additional launch delegates to an existing launch configuration type. Each launch delegate is

contributed for a specific launch configuration type. A launch delegate supports one or more launch modes,
and specifies a delegate responsible for the implementation of launching.

Configuration Markup:

<IELEMENT extension_(launchDelegate*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT launchDelegate EMPTY>
<IATTLIST launchDelegate
id CDATA #REQUIRED
delegate CDATA #REQUIRED
modes CDATA #REQUIRED
type CDATA #REQUIRED>
« id — specifies a unique identifier for this launch delegate.

« delegate - specifies the fully qualified name of the Java class that implements
ILaunchConfigurationDelegate. Launch configuration instances of this delegate's type will
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delegate to instances of this class to perform launching.

» modes - specifies a comma-separated list of the modes this lauch delegate supports.

« type - identifier of an existing launch configuration type that this launch delegate is capable of
launching.

Examples:

The following is an example of a launch delegate extension point:

<extension point=
"org.eclipse.debug.core.launchDelegates”
>

<launchDelegate id=
"com.example.ExampleProfileDelegate"
delegate=

"com.example.ExampleProfileDelegate"

type=
"org.eclipse.jdt.launching.localJavaApplication”
modes=

"profile”

>

</launchDelegate>

</extension>

In the example above, the specified launch delegate is contributed to launch Java applications in profile mo

API Information:

Value of the attribute delegate must be a fully qualified name of a Java class that implements the interface
org.eclipse.debug.core.model.lLaunchConfigurationDelegate.

Copyright (c) 2000, 2004 IBM Corporation and others.
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All rights reserved. This program and the accompanying materials are made available under the terms of th
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Launcher (Obsolete)

Identifier:

org.eclipse.debug.core.launchers

Description:
This extension point has been replaced by the launchConfigurationTypes extension point. Extensions of this
type are obsolete as of release 2.0 and are ignored. This extension point was used to contribute launchers.

launcher was responsible for initiating a debug session or running a program and registering the result with
the launch manager.

Configuration Markup:

<IELEMENT extension_(launcher*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT launcher EMPTY>
<IATTLIST launcher

id CDATA #REQUIRED
class CDATA #REQUIRED
modes CDATA #REQUIRED
label CDATA #REQUIRED
wizard  CDATA #IMPLIED
public  (true | false)
description CDATA #IMPLIED

perspective CDATA #IMPLIED
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icon CDATA #IMPLIED>

« id — a unique identifier that can be used to reference this launcher.

« class - fully qualified name of the class that implements
org.eclipse.debug.core.model.lLauncherDelegate.

* modes — A comma separated list of modes this launcher supports. The two supported modes are "rt
and "debug" - as defined in org.eclipse.debug.core.lLaunchManager. A launcher may
be capable of launching in one or both modes.

« label — a label to use for the launcher. This attribute is used by the debug UI.

« wizard - fully qualified name of the class that implements
org.eclipse.debug.ui.lLaunchWizard. This attribute is used by the debug Ul. A launcher
may contribute a wizard that allows users to configure and launch specific attributes.

* public — whether a launcher is publically visible in the debug UI. If "true", the launcher will be
available from the debug Ul - the launcher will appear as a choice for a default launcher, launches
created by this launcher will appear in the launch history, and the launcher will be available from the
drop—down run/debug toolbar actions.

« description — a description of the launcher. Currently only used if the wizard attribute is specified.

« perspective — the identifier of the perspective that will be switched to on a successful launch. Default
value is the identifier for the debug perspective. This attribute is used by the debug UI.

* icon — a relative path of an icon that will represent the launcher in the Ul if specified.

Examples:

The following is an example of a launcher extension point:

<extension point =
"org.eclipse.debug.core.launchers"

>

<launcher id =
"com.example.ExampleLauncher"

class =
"com.example.launchers.ExampleLauncher"
modes =

"run, debug"

label =

"Example Launcher"
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wizard =
"com.example.launchers.ui.ExampleLaunchWizard"
public =
"true"
description =
"Launches example programs"
perspective=
"com.example.JavaPerspective"
>
</launcher>
</extension>
In the example above, the specified launcher supports both run and debug modes. Following a successful
launch, the debug Ul will change to the Java perspective. When the debug Ul presents the user with a list of
launchers to choose from, "Example Launcher" will appear as one of the choices with the "Launches examp
programs" as the description, and the wizard specified by

com.example.launchers.ui.ExampleLaunchWizard will be used to configure any launch
specific details.

API Information:

Value of the attribute class must be a fully qualified class name of a Java class that implements the
interface org.eclipse.debug.core.lLauncherDelegate. Value of the attribute wizard must be

a fully qualified class name of a Java class that implements

org.eclipse.debug.ui.lLaunchWizard.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html

Launcher (Obsolete) 396


http://www.eclipse.org/legal/cpl-v10.html

Launch Modes

Identifier:

org.eclipse.debug.core.launchModes

Since:

3.0

Description:

This extension point provides a mechanism for contributing launch modes to the debug platform. The debug

platform defines modes for "run", "debug"”, and "profile".

Configuration Markup:

<IELEMENT extension_(launchMode*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<I[ELEMENT launchMode EMPTY>
<IATTLIST launchMode

mode CDATA #REQUIRED

label CDATA #REQUIRED>

» mode - specifies a unique identifier for this launch mode. The launch modes contributed by the

debug plaform are "run", "debug", and "profile".

 label — A human-readable label that describes the launch mode

Examples:

The following is an example of a launch delegate extension point:
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<extension point=
"org.eclipse.debug.core.launchModes"
>

<launchMode mode=

"profile”

label=

"Profile"

>

</launchMode>

</extension>

In the example above, the profile launch mode is contributed.

Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Logical Structure Types

Identifier:

org.eclipse.debug.core.logicalStructureTypes

Since:

3.0

Description:

This extension point allows debuggers to present alternative logical structures of values. Often, complex dat
structures are more convenient to navigate in terms of their logical structure, rather than in terms of their
implementation. For example, no matter how a list is implemented (linked, array, etc.), a user may simply
want to see the elements in the list in terms of an ordered collection. This extension point allows the

contribution of logical structure types, to provide translations from a raw implementation value to a logical
value.

Configuration Markup:

<IELEMENT extension _(logicalStructureType*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT logicalStructureType EMPTY>
<IATTLIST logicalStructureType

id CDATA #REQUIRED

description CDATA #REQUIRED

class CDATA #REQUIRED
modelldentifier CDATA #REQUIRED>

« id — a unique identifier for this logical structure type
« description — a description of this logical structure
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« class - fully qualified name of a Java class that implements
ILogicalStructureTypeDelegate
« modelldentifier — identifier of the debug model this logical structure type is associated with

Examples:

The following is an example of a logical structure type extension point:

<extension point=
"org.eclipse.debug.core.logicalStructureTypes"
>

<logicalStructureType id=
"com.example.ExampleLogicalStructure"
class=
"com.example.ExampleLogicalStructureDelegate"
modelldentifier=

"com.example.debug.model"

description=

"Ordered Collection”

>

</logicalStructureType>

</extension>

In the example above, the specified logical structure type will be consulted for alternative logical values for
values from the com.example.debug.model debug model as they are displayed in the variables view.

API Information:

Value of the attribute class must be a fully qualified name of a Java class that implements the interface
org.eclipse.debug.core.model.ILogicalStructureTypeDelegate.

Copyright (c) 2000, 2004 IBM Corporation and others.
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Process Factories

Identifier:

org.eclipse.debug.core.processFactories

Since:

3.0

Description:
This extension point provides a mechanism for specifying a process factory to be used with a launch
configuration to create the appropriate instance of IProcess. The launch configuration will require the

DebugPlugin. ATTR_PROCESS_ FACTORY_ID attribute set to the appropriate process factory ID that will
be used to create the IProcess

Configuration Markup:

<IELEMENT extension_(processFactory*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT processFactory EMPTY>
<IATTLIST processFactory

id CDATA #REQUIRED

class CDATA #REQUIRED>

« id — specifies a unique identifier for this process factory.
« class — specifies the fully qualified name of the Java class that implements IProcessFactory.
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Examples:

The following is an example of a process factory extension point:

<extension point=
"org.eclipse.debug.core.processFactories"
>

<processFactory id=
"com.example.Exampleldentifier"
class=
"com.example.ExampleProcessFactory"
>

</processFactory>

</extension>

API Information:

Value of the attribute class must be a fully qualified name of a Java class that implements the interface
org.eclipse.debug.core.lProcessFactory.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Source Container Types

Identifier:

org.eclipse.debug.core.sourceContainerTypes

Since:

3.0

Description:

This extension point allows for an extensible set of source container types to be contributed by the debug
platform source lookup facilities.

Configuration Markup:

<IELEMENT extension_(sourceContainerType*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT sourceContainerType EMPTY>
<IATTLIST sourceContainerType
id CDATA #REQUIRED
name CDATA #REQUIRED
class CDATA #REQUIRED
description CDATA #IMPLIED>
* id — The unique id used to refer to this type
* name — The name of this source container type use for presentation purposes.

« class — A class that implements ISourceContainerTypeDelegate
« description — A short description of this source container for presentation purposes.
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Examples:

The following is an example of a source container type definition:

<extension point=
"org.eclipse.debug.core.sourceContainerTypes"
>

<sourceContainerType name=

"Project”

class=
"org.eclipse.debug.internal.core.sourcelookup.containers.ProjectSourceContainerType"
id=
"org.eclipse.debug.core.containerType.project”
description=

"A project in the workspace"

>

</sourceContainerType>

</extension>

API Information:

Value of the attribute class must be a fully qualified name of a Java class that implements the interface
ISourceContainerType.

Copyright (c) 2003, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Source Locators

Identifier:

org.eclipse.debug.core.sourcelLocators

Description:

This extension point provides a mechanism specifying a source locator to be used with a launch configuratic

Configuration Markup:

<IELEMENT extension_(sourcel ocator*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<!IELEMENT sourceLocator EMPTY>
<IATTLIST sourcelLocator
id CDATA #REQUIRED
class CDATA #REQUIRED
name CDATA #REQUIRED>
« id — specifies a unique identifier for this source locator.

« class — specifies the fully qualified name of the Java class that implements IPersistableSourcelLocatt
* name — a human-readable name, describing the type of this source locator.

Examples:

The following is an example of a source locator extension point:

<extension point=
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"org.eclipse.debug.core.sourcelLocators"
>

<sourcelLocator id=
"com.example.Exampleldentifier"

class=
"com.example.ExampleSourcelLocator"
name=

"Example Source Locator"

>

</sourceLocator>

</extension>

API Information:

Value of the attribute class must be a fully qualified name of a Java class that implements the interface
org.eclipse.debug.core.model.IPersistableSourcelLocator.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Source Path Computers

Identifier:

org.eclipse.debug.core.sourcePathComputers

Since:

3.0

Description:
Defines an extension point to register a computer that can describe a default source lookup path for a launc
configuration. Source path computers are associated with launch configuration types via the

launchConfigurationTypes extension point. As well, a source path computer can be associated with a specif
launch configuration via the launch configuration attribute ATTR_SOURCE_PATH_COMPUTER_ID.

Configuration Markup:

<IELEMENT extension_(sourcePathComputer*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT sourcePathComputer EMPTY>
<IATTLIST sourcePathComputer

id CDATA #REQUIRED

class CDATA #REQUIRED>

Defines an extension point to register a computer that can describe a default source lookup path for a launc
configuration.

« id — The unique id used to refer to this computer.
« class — A class that implements ISourcePathComputerDelegate.
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Examples:

Following is an example source path computer definition:

<extension point=
"org.eclipse.debug.core.sourcePathComputers"

>

<sourcePathComputer id=
"org.eclipse.example.exampleSourcePathComputer"
class=

"org.eclipse.example.SourcePathComputer"

>

</sourcePathComputer>

</extension>

API Information:

Value of the attribute class must be a fully qualified name of a Java class that implements the interface
ISourcePathComputer.

Copyright (c) 2003, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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Status Handlers

Identifier:

org.eclipse.debug.core.statusHandlers

Description:
This extension point provides a mechanism for separating the generation and resolution of an error. The

interaction between the source of the error and the resolution is client-defined. It is a client responsibility to
look up and delegate to status handlers when an error condition occurs.

Configuration Markup:

<IELEMENT extension_(statusHandler*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<I[ELEMENT statusHandler EMPTY>
<IATTLIST statusHandler
id CDATA #REQUIRED
class CDATA #REQUIRED
plugin CDATA #REQUIRED
code CDATA #REQUIRED>
« id — specifies a unique identifier for this status handler.
« class - specifies the fully qualified name of the Java class that implements IStatusHandler.
« plugin — Plug-in identifier that corresponds to the plug-in of the status this handler is registered for.

(i.e. IStatus.getPlugin()).
« code - specifies the status code this handler is registered for.
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Examples:

The following is an example of a status handler extension point:

<extension point=
"org.eclipse.debug.core.statusHandlers"
>

<statusHandler id=
"com.example.Exampleldentifier"
class=
"com.example.ExampleStatusHandler"
plugin=
"com.example.ExamplePluginid"
code=

"123"

>

</statusHandler>

</extension>

In the example above, the specified status handler will be registered for to handle status objects with a plug
identifier of com.example.ExamplePluginld and a status code of 123.

API Information:

Value of the attribute class must be a fully qualified name of a Java class that implements the interface
org.eclipse.debug.core.IStatusHandler.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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watchExpressionDelegates

Identifier:

org.eclipse.debug.core.watchExpressionDelegates

Since:

3.0

Description:
This extension provides a mechanism for providing delegates to evaluate watch expressions on a per debu

model basis. Watch expression delegates perform evaluations for watch expressions and report the results
asynchronously.

Configuration Markup:

<IELEMENT extension_(watchExpressionDelegate*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT watchExpressionDelegate EMPTY>

<IATTLIST watchExpressionDelegate

debugModel CDATA #REQUIRED

delegateClass CDATA #REQUIRED>
» debugModel - specifies the id of the debug model that this delegate provides evaluations for
« delegateClass - specifies a Java class which implements

org.eclipse.debug.core.model.lWatchExpressionDelegate, which is used to
evaluate the value of an expression.
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Examples:

The following is the definition of a watch expression delegate for the com.example.foo plug—-in:

<extension point=
"org.eclipse.debug.core.watchExpressionDelegates"

>

<watchExpressionDelegate debugModel=
"org.eclipse.jdt.debug"

delegateClass=
"org.eclipse.jdt.internal.debug.ui.JavaWatchExpressionDelegate"
/>

</extension>

API Information:

Value of the attribute delegateClass must be a fully qualified name of a Java class that implements the
interface org.eclipse.debug.core.model.lWatchExpressionDelegate.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Console Color Providers

Identifier:

org.eclipse.debug.ui.consoleColorProviders

Since:

2.1

Description:

This extension point provides a mechanism for contributing a console document coloring scheme for a
process. The color provider will be used to color output in the console.

Configuration Markup:

<IELEMENT extension_(consoleColorProvider*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT consoleColorProvider EMPTY>
<IATTLIST consoleColorProvider
id CDATA #REQUIRED
class CDATA #REQUIRED
processType CDATA #REQUIRED>
« id — specifies a unique identifier for this console color provider.
« class - specifies a fully qualified name of a Java class that implements IConsoleColorProvider

 processType — specifies the type of process this color provider is for. This attribute corresponds to
the process attribute IProcess. ATTR_PROCESS_TYPE.
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Examples:

The following is an example of a console color provider extension point:

<extension point=
"org.eclipse.debug.ui.consoleColorProviders"

>

<consoleColorProvider id=

"com.example.ExampleConsoleColorProvider"
class=
"com.example.ExampleConsoleColorProvider"
processType=

"ExampleProcessType"

>
</consoleColorProvider>
</extension>

In the above example, the contributed color provider will be used for processes of type
"ExampleProcessType", which corresponds to the process attribute IProcess. ATTR_PROCESS_TYPE.
Process types are client defined, and are set by clients that create processes.

API Information:

Value of the attribute class must be a fully qualified name of a Java class that implements the interface
org.eclipse.debug.ui.console.lConsoleColorProvider.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Console Line Trackers

Identifier:

org.eclipse.debug.ui.consoleLineTrackers

Since:

2.1

Description:

This extension point provides a mechanism to listen to console output for a type of process.

Configuration Markup:

<IELEMENT extension_(consoleLineTracker*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT consoleLineTracker EMPTY>
<IATTLIST consoleLineTracker
id CDATA #REQUIRED
class CDATA #REQUIRED
processType CDATA #REQUIRED>
« id — specifies a unique identifier for this console line tracker.
« class — specifies a fully qualified name of a Java class that implements IConsoleLineTracker

* processType — specifies the type of process this line tracker is for. This attribute corresponds to the
process attribute IProcess.ATTR_PROCESS TYPE.
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Examples:

The following is an example of a console line tracker extension point:

<extension point=

"org.eclipse.debug.ui.consoleLineTrackers"

>

<consoleLineTracker id=

"com.example.ExampleConsoleLineTracker"

class=

"com.example.ExampleConsoleLineTracker"

processType=

"ExampleProcessType"

>

</consoleLineTracker>

</extension>

In the above example, the contributed line tracker will be notified as lines are appended to the console for
processes of type "ExampleProcessType", which corresponds to the process attribute

IProcess.ATTR_PROCESS_TYPE. Process types are client defined, and are set by clients that create
processes.

API Information:

Value of the attribute class must be a fully qualified name of a Java class that implements the interface
org.eclipse.debug.ui.console.lConsoleLineTracker.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Context View Bindings

Identifier:

org.eclipse.debug.ui.contextViewBindings

Since:

3.0

Description:
This extension point provides a mechanism for associating a view with a context identifier. When a context i

activated by the Debug view, views associated with it (and also views associated with any parent contexts) :
opened, closed, or activated. Contributors have the option to override the automatic open and close behavic

Configuration Markup:

<IELEMENT extension_(contextViewBinding*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT contextViewBinding EMPTY>
<IATTLIST contextViewBinding
contextld CDATA #REQUIRED
viewld CDATA #REQUIRED
autoOpen (true | false)
autoClose (true | false) >
« contextld — Specifies the context identifier that this binding is for.
« viewld — Specifies the identifier of the view which should be associated with the specified context.
When the specified context is enabled, this view will be automatically brought to the front. When

elements are selected in the Debug view, contexts associated with those elements (as specified by
extensions of the debugModelContextBindings extension point) are automatically enabled. Note that
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this only occurs in perspectives for which the user has requested "automatic view management" via
the preferences (by default, only in the Debug perspective).

» autoOpen - Specifies whether the view should be automatically opened when the given context is
enabled. If unspecified, the value of this attribute is true. If this attribute is specified false, the view
will not be automatically opened, but it will still be brought to the front if it is open when the given
context is enabled. Clients are intended to specify false to avoid cluttering the perspective with views
that are used infrequently.

« autoClose - Clients are not intended to specify this attribute except in rare cases. Specifies whether
the view should be automatically closed when the given context is disabled (this occurs when all
debug targets that contained the specified context have terminated). When unspecified, the value of
this attribute is true. This attribute should only be specified false in the unlikely case that a debugging
view must remain open even when the user is not debugging.

Examples:

The following is an example of a context view binding contribution:

<extension point=
"org.eclipse.debug.ui.contextViewBindings"
>

<contextViewBinding contextld=
"com.example.mydebugger.debugging"”
viewld=

"com.example.view"

autoOpen=

"true"

autoClose=

"false"

>

</contextViewBinding>

</extension>

In the above example, when a context with the specified identifier is activated by the Debug view, the given

view will be automatically opened. When a context which is bound to a different debug model is activated
that isn't associated with the view, the view will not be automatically closed.
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Copyright (c) 2003, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Debug Model Context Bindings

Identifier:

org.eclipse.debug.ui.debugModelContextBindings

Since:

3.0

Description:
This extension point provides a mechanism for specifying a context that should be associated with the giver
debug model. The Debug view uses these bindings to automatically enable contexts. When an element in tt

Debug view which provides an IDebugModelProvider adapter or a stack frame with the specified debug
model identifier is selected, the context with the given identifier will be enabled.

Configuration Markup:

<IELEMENT extension_(modelContextBinding*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT modelContextBinding EMPTY>
<IATTLIST modelContextBinding
debugModelld CDATA #REQUIRED
contextld CDATA #REQUIRED>
» debugModelld - specifies the debug model identifier this binding is for

« contextld — specifies the context identifier of the context that should be associated with the given
debug model
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Examples:

The following is an example of a debug model context binding contribution:

<extension point=
"org.eclipse.debug.ui.debugModelContextBindings"
>

<modelContextBinding contextld=
"com.example.myLanguage.debugging"
debugModelld=
"com.example.myLanguageDebugModel"

>

</modelContextBinding>

</extension>

In the above example, when a stack frame with the debug model identifier of

"com.example.myLanguageDebugModel" is selected, the context with the identifier
"com.example.myLanguage.debugging" will be enabled.

Copyright (c) 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html

Debug Model Context Bindings 422


http://www.eclipse.org/legal/cpl-v10.html

Debug Model Presentation

Identifier:

org.eclipse.debug.ui.debugModelPresentations

Description:

This extension point allows tools to handle the presentation aspects of a debug model. A debug model
presentation is responsible for providing labels, images, and editors for elements in a specific debug model.

Configuration Markup:

<IELEMENT extension_(debugModelPresentation*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<I[ELEMENT debugModelPresentation EMPTY>
<IATTLIST debugModelPresentation

class CDATA #REQUIRED

id CDATA #REQUIRED

detailsViewerConfiguration CDATA #IMPLIED>

« class - fully qualifed name of a Java class that implements the

org.eclipse.debug.ui.IDebugModelPresentation interface.

« id - the identifier of the debug model this presentation is responsible for

« detailsViewerConfiguration — the fully qualified name of the Java class that is an instance of
org.eclipse.jface.text.source.SourceViewerConfiguration. When specified, the source viewer
configuration will be used in the "details" area of the variables and expressions view when displaying
the details of an element from the debug model associated with this debug model presentation. Whe

unspecified, a default configuration is used.
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Examples:

The following is an example of a debug model presentations extension point:

<extension point =
"org.eclipse.debug.ui.debugModelPresentations"
>

<debugModelPresentation class =
"com.example.JavaModelPresentation”

id =

"com.example.JavaDebugModel"

>

</debugModelPresentation>

</extension>

In the example above, the class com.example.JavaModelPresentation will be used to render and

present debug elements originating from the debug model identified by
com.example.JavaDebugModel.

API Information:

Value of the action attribute class must be a fully qualified class hame of a Java class that implements
org.eclipse.debug.ui.IDebugModelPresentation.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Launch Configuration Tab Groups

Identifier:

org.eclipse.debug.ui.launchConfigurationTabGroups

Description:

This extension point provides a mechanism for contributing a group of tabs to the launch configuration dialo
for a type of launch configuration.

Configuration Markup:
<IELEMENT extension_(launchConfigurationTabGroup*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>

« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT launchConfigurationTabGroup_(launchMode*)>
<IATTLIST launchConfigurationTabGroup
id CDATA #REQUIRED
type CDATA #REQUIRED
class CDATA #REQUIRED
helpContextld CDATA #IMPLIED
description CDATA #IMPLIED>
« id — specifies a unique identifier for this launch configuration tab group.
* type - specifies a launch configuration type that this tab group is applicable to (corresponds to the id
of a launch configuration type extension).
« class - specifies a fully qualified name of a Java class that implements
ILaunchConfigurationTabGroup.
« helpContextld — an optional identifier that specifies the help context to associate with this tab group's
launch configuration type

« description — A description of the Launch Configuration Type
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<IELEMENT launchMode EMPTY>

<IATTLIST launchMode

mode CDATA #REQUIRED

perspective CDATA #IMPLIED

description CDATA #IMPLIED>

A launch mode element specifies a launch mode this tab group is specific to. A tab group can be associatec
with one or more launch modes. For backwards compatibility (previous to 3.0), a launch mode does not nee
to be specified. When unspecified, a tab group is registered as the default tab group for the associated laun

configration type (i.e. applicable to all supported launch modes for which a specific tab group has not been
contributed).

« mode - identifier for a launch mode this tab group is specific to.

* perspective - the default perspective identifier associated with this launch configuration type and
launch mode. This allows an extension to cause a perspective switch (or open) when a correspondir
launch is registered with the debug plug—in. When unspecified, it indicates that by default, no
perspective switch should occurr.

« description — A description of the Launch Configuration Type specific to this launchMode.

Examples:

The following is an example of a launch configuration tab group extension point:

<extension point=
"org.eclipse.debug.ui.launchConfigurationTabGroups"
>

<launchConfigurationTabGroup id=

"com.example.ExampleTabGroup"

type=

"com.example.ExampleLaunchConfigurationTypeldentifier

class=
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"com.example.ExampleLaunchConfigurationTabGroupClass"

>
</launchConfigurationTabGroup>
</extension>

In the above example, the contributed tab group will be shown for the launch configuration type with
identifier com.example.ExampleLaunchConfigurationTypeldentifier.

API Information:

Value of the attribute class must be a fully qualified name of a Java class that implements the interface
org.eclipse.debug.ui.lLaunchConfigurationTabGroup.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html

Launch Configuration Tab Groups 427


http://www.eclipse.org/legal/cpl-v10.html

Launch Configuration Type Images

Identifier:

org.eclipse.debug.ui.launchConfigurationTypelmages

Description:

This extension point provides a way to associate an image with a launch configuration type.
Configuration Markup:
<IELEMENT extension_(launchConfigurationTypelmage*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT launchConfigurationTypelmage EMPTY>
<IATTLIST launchConfigurationTypelmage
id CDATA #REQUIRED
configTypelD CDATA #REQUIRED
icon CDATA #REQUIRED>
« id — specifies a unique identifier for this launch configuration type image.
« configTypelD - specifies the fully qualified ID of a launch configuration type.(in 2.1, this attribute
can also be specified using the "type" attribute, to be consistent with the

launchConfigurationTabGroups extension point).
« icon — specifies the plugin-relative path of an image file.

Examples:

The following is an example of a launch configuration type image extension point:
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<extension point=
"org.eclipse.debug.ui.launchConfigurationTypelmages"
>

<launchConfigurationTypelmage id=
"com.example.FirstLaunchConfigurationTypelmage"
configTypelD=
"com.example.FirstLaunchConfigurationType"

icon=

"icons/FirstLaunchConfigurationType.gif"

>

</launchConfigurationTypelmage>

</extension>

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Launch Groups

Identifier:

org.eclipse.debug.ui.launchGroups

Since:

2.1

Description:

This extension point provides support for defining a group of launch configurations to be viewed together in
the launch configuration dialog, and support a launch history (recent and favorite launches).

Configuration Markup:

<IELEMENT extension_(launchGroup*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT launchGroup EMPTY>
<IATTLIST launchGroup

id CDATA #REQUIRED

mode CDATA #REQUIRED
category CDATA #IMPLIED

label CDATA #REQUIRED
image CDATA #REQUIRED
bannerimage CDATA #REQUIRED

public  CDATA #IMPLIED>
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« id — specifies a unique identifier for this launch group.

» mode - specifies the launch mode associated with this group - i.e. run or debug.

« category - specifies the category of launch configurations in this group. When unspecified, the
category is null.

« label — specifies a translatable label used to render this group.

* image - specifies a plug—in relative path to an image used to render this group in trees, lists, tabs, e

» bannerlmage - specifies a plug—-in relative path to an image used to render this group in a wizard or
dialog banner area.

« public - specifies whether this launch group is public and should be have a visible launch history tab
in the debug preferences. The implied value is true, when not specified.

Examples:

The following is an example of a launch group extension point:

<extension point=
"org.eclipse.debug.ui.launchGroups"

>

<launchGroup id=
"com.example.ExampleLaunchGroupld"

mode=

1] n

run
label=

"Run"

image=
"icons\run.gif"
bannerimage=
"icons\runBanner.gif"
>

</launchGroup>

</extension>
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In the above example, the launch group will consist of all launch configurations with no category that suppor
run mode.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Launch Shortcuts

Identifier:

org.eclipse.debug.ui.launchShortcuts

Description:

This extension point provides support for selection sensitive launching. Extensions register a shortcut which
appears in the run and/or debug cascade menus to launch the workbench selection or active editor.

Configuration Markup:

<IELEMENT extension_(shortcut*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT shortcut (perspective* , contextualLaunch? , enablement?)>

<IATTLIST shortcut

id CDATA #REQUIRED
modes CDATA #REQUIRED
class CDATA #REQUIRED
label CDATA #REQUIRED
icon CDATA #IMPLIED
category CDATA #IMPLIED
helpContextld CDATA #IMPLIED
path CDATA #IMPLIED>

« id — specifies a unique identifier for this launch shortcut.
» modes - specifies a comma-separated list of modes this shortcut supports.
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« class - specifies the fully qualified name of a class which implements
org.eclipse.debug.ui.lLaunchShortcut.

« label — specifies a label used to render this shortcut.

* icon — specifies a plugin-relative path to an image used to render this shortcut. Icon is optional
because it is up to other plugins (i.e. Views) to render it.

« category - specifies the launch configuration type category this shortcut is applicable for. When
unspecified, the category is null (default).

« helpContextld — an optional identifier that specifies the help context to associate with this launch
shortcut

« path — an optional menu path used to group launch shortcuts in menus. Launch shortcuts are groupe
alphabetically based on the path attribute, and then sorted alphabetically within groups based on the
label attribute. When unspecified, a shortcut appears in the last group. This attribute was added in
the 3.0.1 release.

<IELEMENT perspective EMPTY>
<IATTLIST perspective
id CDATA #REQUIRED>

« id - the unique identifier of a perspective in which a menu shortcut for this launch shortcut will
appear.

<IELEMENT contextualLaunch_(contextLabel* , enablement?)>

Holds all descriptions for adding shortcuts to the Run context menu (pop-up).

<IELEMENT contextLabel EMPTY>
<IATTLIST contextLabel

mode (run|debug]profile)

label CDATA #REQUIRED>

Specify the label for a contextual launch mode.

» mode - specifies a mode from the set {"run","debug","profile"}
« label — specifies the label to appear in the contextual launch menu.
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<IELEMENT enablement_ (not ., and , or_, instanceof , test , systemTest , equals ., count , with , resolve , adaj
iterate)*>

A generic root element. The element can be used inside an extension point to define its enablement
expression. The children of an enablement expression are combined using the and operator.

<IELEMENT not (not ] and | or | instanceof | test | systemTest | equals | count | with | resolve | adapt | iterate

This element represent a NOT operation on the result of evaluating it's sub—element expression.

<IELEMENT and (not_ and ., or . instanceof . test , systemTest , equals ,_count , with , resolve , adapt ,
iterate)*>

This element represent an AND operation on the result of evaluating all it's sub—elements expressions.

<IELEMENT or (not ., and_, or, instanceof , test , systemTest , equals , count_, with , resolve , adapt ,
iterate)*>

This element represent an OR operation on the result of evaluating all it's sub—element expressions.

<I[ELEMENT instanceof EMPTY>

<IATTLIST instanceof

value CDATA #REQUIRED>

This element is used to perform an instanceof check of the object in focus. The expression returns

EvaluationResult. TRUE if the object's type is a sub type of the type specified by the attribute value. Otherwi:
EvaluationResult.FALSE is returned.

« value — a fully qualified name of a class or interface.

<I[ELEMENT test EMPTY>
<IATTLIST test
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property CDATA #REQUIRED

args CDATA #IMPLIED

value CDATA #IMPLIED>

This element is used to evaluate the property state of the object in focus. The set of testable properties can
extended using the propery tester extension point. The test expression returns
EvaluationResult. NOT_LOADED if teh property tester doing the actual testing isn't loaded yet.

* property — the name of an object's property to test.

« args — additional arguments passed to the property tester. Multiple arguments are seperated by
commas. Each individual argument is converted into a Java base type using the same rules as defin
for the value attribute of the test expression.

« value — the expected value of the property. Can be omitted if the property is a boolean property. The
test expression is supposed to return EvaluationResult. TRUE if the property matches the value and
EvaluationResult.FALSE otherwise. The value attribute is converted into a Java base type using the
following rules:

¢
¢
¢

the string "true" is converted into Boolean. TRUE

the string "false" is converted into Boolean.FALSE

if the string contains a dot then the interpreter tries to convert the value into a Float object. If
this fails the string is treated as a java.lang.String

if the string only consists of numbers then the interpreter converts the value in an Integer
object.

in all other cases the string is treated as a java.lang.String

the conversion of the string into a Boolean, Float, or Integer can be suppressed by
surrounding the string with single quotes. For example, the attribute value=""true™ is
converted into the string "true"

m

<IELEMENT systemTest EMPTY>

<IATTLIST systemTest

property CDATA #REQUIRED

value CDATA #REQUIRED>

Tests a system property by calling the System.getProperty method and compares the result with the value
specified through the value attribute.

* property — the name of an system property to test.
« value — the expected value of the property. The value is interpreted as a string value.
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<IELEMENT equals EMPTY>
<IATTLIST equals
value CDATA #REQUIRED>
This element is used to perform an equals check of the object in focus. The expression returns

EvaluationResult. TRUE if the object is equal to the value provided by the attribute value. Otherwise
EvaluationResult.FALSE is returned.

« value - the operatand of the equals tests. The value provided as a string is converted into a Java ba
type using the same rules as for the value attribute of the test expression.

<IELEMENT count EMPTY>
<IATTLIST count
value CDATA #REQUIRED>

This element is used to test the number of elements in a collection.

« value — an expression to specify the number of elements in a list. Following wildcard characters can
be used:

*
any number of elements
no elements or one element
one or more elements
no elements

integer value
the list must contain the exact number of elements

<IELEMENT with (not , and_, or_, instanceof , test , systemTest , equals , count_ with . resolve , adapt
iterate)*>

<IATTLIST with
variable CDATA #REQUIRED>

This element changes the object to be inspected for all its child element to the object referneced by the give
variable. If the variable can not be resolved then the expression will throw a ExpressionException when
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evaluating it. The children of a with expression are combined using the and operator.

« variable — the name of the variable to be used for further inspection. It is up to the evaluator of an
extension point to provide the variable in the variable pool.

<IELEMENT resolve (not_ and . or , instanceof , test , systemTest , equals ,_count , with , resolve , adapt ,
iterate)*>

<IATTLIST resolve
variable CDATA #REQUIRED
args CDATA #IMPLIED>

This element changes the object to be inspected for all its child element to the object referneced by the give
variable. If the variable can not be resolved then the expression will throw a ExpressionException when
evaluating it. The children of a with expression are combined using the and operator.

« variable — the name of the variable to be resolved. This variable is then used as the object in focus f
child element evaluation. It is up to the evaluator of an extension point to provide a corresponding
variable resolver (see IVariableResolver) through the evaluation context passed to the root expressit
element when evaluating the expression.

« args — additional arguments passed to the variable resolver. Multiple arguments are seperated by
commas. Each individual argument is converted into a Java base type using the same rules as defin
for the value attribute of the test expression.

<IELEMENT adapt (not_ and ., or . instanceof , test , systemTest , equals ,_count , with , resolve , adapt ,
iterate)*>

<IATTLIST adapt

type CDATA #REQUIRED>

This element is used to adapt the object in focus to the type specified by the attribute type. The expression
returns not loaded if either the adapter or the type referenced isn't loaded yet. It throws a ExpressionExcepiti

during evaluation if the type name doesn't exist at all. The children of an adapt expression are combined usi
the and operator.

« type - the type to which the object in focus is to be adapted.
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<IELEMENT iterate (not_ and , or , instanceof . test , systemTest , equals ,_count , with , resolve , adapt ,
iterate)*>

<IATTLIST iterate
operator (orland) >

This element is used to iterate over a variable that is of type java.util.Collection. If the object in focus is not ¢
type java.util.Collection then an ExpressionException will be thrown while evaluating the expression.

« operator — either "and" or "or". The operator defines how the child elements will be combined. If not
specified, "and" will be used.

Examples:

The following is an example of a launch shortcut extension point:

<extension point=
"org.eclipse.debug.ui.launchShortcuts"

>

<shortcut id=
"com.example.ExampleLaunchShortcutld"
modes=

"run,debug"

class=
"com.example.ExampleLaunchShortcutimpl"
label=

"Example Launch Shortcut”

icon=

"icons/examples.gif"

>
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<perspective id=
"org.eclipse.jdt.ui.JavaPerspective"

/>

<perspective id=
"org.eclipse.debug.ui.DebugPerspective"
/>

</shortcut>

</extension>

In the above example, a launch shortcut will be shown in the run and debug cascade menus with the label
"Example Launch Shortcut”, in the JavaPerspective and the DebugPerspective.

API Information:

Value of the attribute class must be a fully qualified name of a Java class that implements the interface
org.eclipse.debug.ui.lLaunchShortcut.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Source Container Presentations

Identifier:

org.eclipse.debug.ui.sourceContainerPresentations

Since:

3.0

Description:

Extension point to define a presentation aspects of a source container type.

Configuration Markup:

<IELEMENT extension_(sourceContainerPresentation*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT sourceContainerPresentation EMPTY>
<IATTLIST sourceContainerPresentation

id CDATA #REQUIRED

icon CDATA #IMPLIED

containerTypelD CDATA #REQUIRED
browserClass CDATA #IMPLIED>

An extension point to define presentation aspects of a source container type.

« id — The unique id used to refer to this implementation.

« icon — The icon that should be displayed for the source container type and instances.

Source Container Presentations
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« containerTypelD - The unique identifier of the source container type for which this presentation is
being provided.

 browserClass - A class that can be called to display a browse dialog for the source container type.
Must implement ISourcelLocationBrowser.

Examples:

Following is an example of an source container presentation definition.

<extension point=
"org.eclipse.debug.ui.sourceContainerPresentations"
>

<sourceContainerPresentation browserClass=
"org.eclipse.debug.internal.ui.sourcelookup.browsers.ProjectSourceContainerBrowser"
containerTypelD=
"org.eclipse.debug.core.containerType.project”

icon=

"icons/full/obj16/prj_obj.gif"

id=
"org.eclipse.debug.ui.containerPresentation.project”
>

</sourceContainerPresentation>

</extension>

API Information:

Value of the attribute browserClass must be a fully qualified name of a Java class that implements the
interface ISourceLocationBrowser.

Copyright (c) 2003, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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String Variable Presentations

Identifier:

org.eclipse.debug.ui.stringVariablePresentations

Since:

2.1

Description:

This extension point provides a mechanism for contributing a user interface/presentation for a string

substitution variable (i.e. a context variable or value variable).

Configuration Markup:

<IELEMENT extension_(variablePresentation*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<I[ELEMENT variablePresentation EMPTY>
<IATTLIST variablePresentation
variableName CDATA #REQUIRED
argumentSelector CDATA #REQUIRED>
« variableName - specifies the variable this presentation is for

« argumentSelector - specifies a fully qualified name of a Java class that implements
IArgumentSelector

Examples:

The following is an example of a variable presentation contribution:

String Variable Presentations
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<extension point=
"org.eclipse.debug.ui.stringVariablePresentations"
>

<variablePresentation variableName=
"example_variable"

argumentSelector=
"com.example.ExampleArgumentChooser"

>

</variablePresentation>

</extension>

In the above example, the contributed presentation will be used for the variable named "example_variable".
An argument selector is specified to configure an argument applicable to the variable.

API Information:

Value of the attribute argumentSelector must be a fully qualified name of a Java class that implements the
interface org.eclipse.debug.ui.stringsubstitution.|IArgumentSelector.

Copyright (c) 2003, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Help Content Producer

Identifier:

org.eclipse.help.contentProducer

Since:

3.0

Description:

For providing dynamic, generated at run time, help content.

Configuration Markup:

<IELEMENT extension_(contentProducer?)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT contentProducer (producer)>
<IATTLIST contentProducer
producer CDATA #IMPLIED>
* producer - the implementation class for the help content producer. This class must implement the

org.eclipse.help.IHelpContentProducer interface. This attribute may be omitted, and
the nested producer element may be provided instead.

<IELEMENT producer (parameter*)>
<IATTLIST producer
class CDATA #REQUIRED>

« class - the implementation class for the help content producer. This class must implement the
org.eclipse.help.IHelpContentProducer interface.
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<IELEMENT parameter EMPTY>
<IATTLIST parameter

name CDATA #REQUIRED
value CDATA #REQUIRED>

* name — name of a parameter passed to the implementation class
« value — value of a parameter passed to the implementation class

Examples:

The following is a sample usage of the browser extension point:

<extension point=
"org.eclipse.help.contentProducer"”

id=
"org.eclipse.myPlugin.myDynamicHelpProducer"
name=

"My Dynamic Help Content"

>

<contentProducer producer=
"org.eclipse.myPlugin.myPackage.Myproducer"
/>

</extension>

API Information:

The supplied content producer class must implement the

org.eclipse.help.IHelpContentProducer interface. The producer is responsible for providing

content for dynamic help resources from a plug—in. The method of content producer is called by help for
every help resource obtained from the plug-in.
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Supplied Implementation:

None. If a documentation plug-in does not provide help content producer or a call to it results in null, help
system searches doc.zip and file system in the plug—in install location for a static document and displays its
content.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Contexts

Identifier:

org.eclipse.help.contexts

Description:

For defining context—sensitive help for an individual plug-in.

Configuration Markup:

<IELEMENT extension_(contexts*)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<I[ELEMENT contexts EMPTY>
<IATTLIST contexts

file CDATA #REQUIRED
plugin CDATA #IMPLIED>

« file — the name of the manifest file which contains the context—sensitive help documentation for this
plug-in.

Configuration Markup for what goes into the contexts manifest file:
<IELEMENT contexts (context)* ) >

<IELEMENT context (description?,topic*) >
<IATTLIST context id ID #REQUIRED >

<IELEMENT description (#PCDATA)>

<IELEMENT topic EMPTY >

<IATTLIST topic label CDATA #REQUIRED >

<IATTLIST topic href CDATA #IMPLIED >
The contexts manifest files provide all the information needed when context-sensitive help is
requested by the user. The id is passed by the platform to identify the currently active context. The

context definitions with matching IDs are then retrieved. The IContext object is then created by help
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system that contains descriptions and topics from all context definitions for a given ID. The
description is to be displayed to the user, and related topics might be useful to the user for
understanding the current context. The related topic are html files packaged in doc.zip, together witt
topics that are part of on line help.

« plugin — Plugin to which its context definitions are extended with extra information.

If a plugin defines some context id's, one can extend the description or related links of a context by
declaring another context with the same id.

Examples:

The following is an example of using the contexts extension point:
(in file plugin.xml)

<extension point=
"org.eclipse.help.contexts"

>
<contexts file=
"xyzContexts.xml"

/>

</extension>

(in file xyzContexts.xml)

<contexts>
<context id="generalContextld">
<description> This is a sample F1 help string.</description>
<topic href="contexts/RelatedContextl.html" label="Help Related
Topic 1"/>
<topic href="contexts/RelatedContext2.html" label="Help Related
Topic 2"/>
</context>
</contexts>

Externalizing Strings The Context XML files can be translated and the resulting copy (with translated
descriptions labels) should be placed in nl/<language>/<country> or nl/<language> directory. The
<language> and <country> stand for two letter language and country codes as used in locale codes. For
example, Traditional Chinese translations should be placed in the nl/zh/TW directory. The
nl/<language>/<country> directory has a higher priority than nl/<language>. Only if no file is found in the
nl/<language>/<country>, the file residing in nl/<language> will be used. The the root directory of a plugin
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will be searched last.

The related topics contained in doc.zip can be localized by creating a doc.zip file with translated version of
documents, and placing doc.zip in

nl/<language>/<country> or nl/<language> directory. The help system will look for the files under this
directories before defaulting to plugin directory.

API Information:

No code is required to use this extension point. All that is needed is to supply the appropriate manifest file(s
mentioned in the plugin.xml file.

Supplied Implementation:

The optional default implementation of the help system Ul supplied with the Eclipse platform fully supports
the contexts extension point.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Browser

Identifier:

org.eclipse.help.base.browser

Since:

3.0 (originally added in release 2.0 as org.eclipse.help.ui.browser)

Description:

For providing web browsers capable of displaying html documents at a given URL.

Configuration Markup:

<IELEMENT extension_(browser*)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT browser (factoryclass)>
<IATTLIST browser
id CDATA #REQUIRED
factoryclass CDATA #IMPLIED
name CDATA #REQUIRED>
* id — the unique ID of the browser.
« factoryclass — the implementation class for the browser factory. This class must implement the
org.eclipse.help.browser.IBrowserFactory interface. This attribute may be omitted,

and the nested factoryclass element may be provided instead.
* name - the name of the browser (translatable).

<IELEMENT factoryclass_(parameter*)>
<IATTLIST factoryclass

class CDATA #REQUIRED>
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« class - the implementation class for the browser factory. This class must implement the
org.eclipse.help.browser.IBrowserFactory interface.

<IELEMENT parameter EMPTY>
<IATTLIST parameter

name CDATA #REQUIRED
value CDATA #REQUIRED>

* name — name of a parameter passed to the implementation class
« value — value of a parameter passed to the implementation class

Examples:

The following is a sample usage of the browser extension point:

<extension point=
"org.eclipse.help.base.browser"

>

<browser id=
"org.eclipse.myPlugin.myBrowserID"
factoryClass=
"org.eclipse.myPlugin.myPackage.MyFactoryClass"
name=

"My Browser"

>

</browser>

</extension>

Browser
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API Information:

The supplied factory class must implement the org.eclipse.help.browser.IBrowserFactory
interface. Methods in that interface determine whether the factory is available on the given system, i.e. is
capable of supplying browser instances, and create browser instances that implement IBrowser interface.

Supplied Implementation:

The org.eclipse.help.base and org.eclipse.help.ui plug-ins contain implementation of
browsers on common platforms. Other plug—ins can provide different implementations. In the preferences, tl
user can select the default browser from among available browsers.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl=v10.html
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Lucene Analyzer

Identifier:

org.eclipse.help.base.luceneAnalyzer

Since:

3.0 (originally added in release 2.0 as org.eclipse.help.luceneAnalyzer)

Description:

This extension point is used to register text analyzers for use by help when indexing and searching
documentation.

Help exploits capabilities of the Lucene search engine, that allows indexing of token streams (streams of
words). Analyzers create tokens from the character stream. They examine text content and provide tokens f
use with the index. The text stream can be tokenized in many unique ways. A trivial analyzer can tokenize
streams at white space, a different one can perform filtering of tokens, based on the application needs. Sinc
the documentation is mostly human-readable text, it is desired that analyzers used by the help system perft
language and grammar aware tokenization and normalization of indexed text. For some languages, the qua
of search increases significantly if stop word removal and stemming is performed on the indexed text.

The analyzer contributed to this extension point will override the one provided by the Eclipse help system fo
a given locale.

Configuration Markup:

<IELEMENT extension_(analyzer*)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT analyzer EMPTY>
<IATTLIST analyzer

locale CDATA #REQUIRED
class CDATA #REQUIRED>

« locale - a string identifying locale for which the supplied analyzer is to bue sued. If two letters,
language is provided, and the analyzer will be available to all locales of that language.
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« class - a fully qualified name of the Java class extending
org.apache.lucene.analysis.Analyzer.

Examples:

Following is an example of Lucene Analyzer configuration:

<extension id=

"com.xyx.XYZ"

point=

"org.eclipse.help.base.luceneAnalyzer"

>

<analyzer locale=

"I_cc

class=

"com.xyz.ll_CCAnalyzer"

/>

</extension>

AP Information:

The value of the locale attribute must represent either a five— or two—charcter locale string. If the analyzer
is configured for a language by specifying two—-letter language designation, the analyzer is going to be used
for all locales of this language. If the analyzer is configured that matchs a five—character locale, it is going to
be used instead.

The value of the class attribute must represent a class that extends

org.apache.lucene.analysis.Analyzer. It is recommended that this analyzer performs lowercase
filtering for languages where it is possible to increase number of search hits by making search case-sensiti\

Supplied Implementation:
The Eclipse help system provides analyzers for all languages. For English and German, the analyzers perfo

stop word filtering, lowercase filtering, and stemming. For all the other languages the supplied analyzer only
performs lowercase filtering.
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Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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Ant Properties

Identifier:

org.eclipse.ant.core.antProperties

Since:

3.0

Description:

Allows plug-ins to define Ant properties for use in Ant build files.

Configuration Markup:

<IELEMENT extension_(antProperty*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT antProperty EMPTY>

<IATTLIST antProperty

name CDATA #REQUIRED
value CDATA #IMPLIED
class CDATA #IMPLIED

headless (true | false)
eclipseRuntime (true | false) >
* name — The name of the property.
« value — The value of the property. If a value is provided here, the "class" attribute is ignored.

« class - If there is no 'value' attribute provided, this class is called to return the dynamic value for the
Ant property. If null is returned, the value is not set.
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 headless - indicates whether this property is suitable for use in a "headless" Ant environment. If
running headless and the attribute is "false", the property will not be set and any specified
org.eclipse.ant.core.lAntPropertyProvider will not be instantiated. The implied

value is true, when not specified.

eclipseRuntime - indicates whether this property should only be considered when run in the same
VM as Eclipse. The implied value is true, when not specified.

Examples:

The following is an example of an Ant properties extension point:

<extension point=
"org.eclipse.ant.core.antProperties"
>

<antProperty name=
"eclipse.home”

class=
"org.eclipse.ant.internal.core.AntPropertyValueProvider"
/>

<antProperty name=
"eclipse.running"

value=

"true”

/>

</extension>

API Information:

The class named in the class property must implement the
org.eclipse.ant.core.lAntPropertyProvider interface.
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Supplied Implementation:

The platform uses this mechanism to set the Ant property eclipse.home to the Eclipse installation directory
and to set the eclipse.running property.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Ant Tasks

Identifier:

org.eclipse.ant.core.antTasks

Description:

Allows plug-ins to define arbitrary Ant tasks for use by the Ant infrastructure. The standard Ant
infrastructure allows for the addition of arbitrary tasks. Unfortunately, it is unlikely that the Ant Core plug-in
would have the classes required by these tasks on its classpath (or that of any of its prerequisites). To addre

this, clients should define an extension which plugs into this extension—point and maps a task name onto a
class. The Ant plug—in can then request that the declaring plug—in load the specified class.

Configuration Markup:

<IELEMENT extension_(antTask*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT antTask EMPTY>
<IATTLIST antTask
name CDATA #REQUIRED
class CDATA #REQUIRED
library CDATA #REQUIRED
headless (true | false)
eclipseRuntime (true | false) >
* name — name of the task to be defined
« class - the fully qualified name of a Java class implementing the task. Generally this class must be &

subclass of org.apache.tools.ant.Task.
« library — a path relative to the plug-in install location for the library containing the task.
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« headless - indicates whether this task is suitable for use in a "headless" Ant environment. If running
headless and the attribute is "false", the task will not be loaded or defined. As well, the plugin class
loader will not be added as a parent classloader to the Ant classloader. The implied value is true, wh
not specified.

« eclipseRuntime - indicates whether this task requires an Eclipse runtime (i.e. must be run in the
same VM as Eclipse). The implied value is true, when not specified.

Examples:

The following is an example of an Ant tasks extension point:

<extension point=
"org.eclipse.ant.core.antTasks"
>

<antTask name=
"coolTask"

class=
"com.example.CoolTask"
library=
"lib/antSupport.jar"

/>

</extension>

Supplied Implementation:

The platform itself supplies a number of tasks including eclipse.incrementalBuild and eclipse.refreshLocal.

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Ant Types

Identifier:

org.eclipse.ant.core.antTypes

Description:

Allows plug-ins to define arbitrary Ant datatypes for use by the Ant infrastructure. The standard Ant
infrastructure allows for the addition of arbitrary datatypes. Unfortunately, it is unlikely that the Ant Core
plug-in would have the classes required by these datatypes on its classpath (or that of any of its prerequisit

To address this, clients should define an extension which plugs into this extension—point and maps a dataty
name onto a class. The Ant plug-in can then request that the declaring plug-in load the specified class.

Configuration Markup:

<IELEMENT extension_(antType*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT antType EMPTY>
<IATTLIST antType
name CDATA #REQUIRED
class CDATA #REQUIRED
library CDATA #REQUIRED
headless (true | false)
eclipseRuntime (true | false) >
« name — name of the type to be defined
« class - the fully qualified name of a Java class implementing the datatype. Generally this class must

be a subclass of org.apache.tools.ant.types.DataType.
« library — a path relative to the plug-in install location for the library containing the type.
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 headless - indicates whether this type is suitable for use in a "headless" Ant environment. If running
headless and the attribute is "false", the type will not be loaded or defined. As well, the plugin class
loader will not be added as a parent classloader to the Ant classloader. The implied value is true, wh
not specified.

« eclipseRuntime — indicates whether this type requires an Eclipse runtime (i.e. must be run in the
same VM as Eclipse). The implied value is true, when not specified.

Examples:

The following is an example of an Ant types extension point:

<extension point=
"org.eclipse.ant.core.antTypes"
>

<antType name=
"coolType"

class=
"com.example.CoolType"
library=
"lib/antSupport.jar"

/>

</extension>

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Extra Ant Classpath Entries

Identifier:

org.eclipse.ant.core.extraClasspathEntries

Description:
Allows plug-ins to define arbitrary JARs for use by the Ant infrastructure. These JARs are put into the Ant

classpath at runtime. Besides the JAR, the plug—in classloader of the plug-in providing the JAR is also adde
to the classpath.

Configuration Markup:

<IELEMENT extension_(extraClasspathEntry*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT extraClasspathEntry EMPTY>
<IATTLIST extraClasspathEntry

library CDATA #REQUIRED

headless (true | false)

eclipseRuntime (true | false) >

« library — a path relative to the plug-in install location for the library.

« headless - indicates whether this extra classpath entry is suitable for use in a "headless" Ant
environment. If running headless and the attribute is "false", this entry will not be added to the Ant
classpath. As well, the plugin class loader will not be added as a parent classloader to the Ant
classloader. The implied value is true, when not specified.

« eclipseRuntime — indicates whether this extra classpath entry should only be considered for builds
run in the same VM as Eclipse. The implied value is true, when not specified.
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Examples:

The following is an example of an extra classpath entries extension point:

<extension point=
"org.eclipse.ant.core.extraClasspathEntries"
>

<extraClasspathEntry library=
"myExtraLibrary.jar"

/>

</extension>

Supplied Implementation:

The platform itself supplies an Ant support jar (antsupportlib.jar).

Copyright (c) 2000, 2003 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at
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ContentMerge Viewers

Identifier:

org.eclipse.compare.contentMergeViewers

Description:
This extension point allows a plug-in to register compare/merge viewers for specific content types. The
viewer is expected to extend org.eclipse.jface.viewers.Viewer. However, since viewers don't

have a default constructor, the extension point must implement the factory interface for viewers
org.eclipse.compare.lViewerCreator.

Configuration Markup:
<IELEMENT extension_(viewer* , contentTypeBinding*)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT viewer EMPTY>
<IATTLIST viewer
id CDATA #REQUIRED
class CDATA #REQUIRED
extensions CDATA #IMPLIED>
* id — a unique identifier that can be used to reference the viewer
« class - a fully qualified name of a class that implements a factory for the content merge viewer and

implements org.eclipse.compare.lViewerCreator
 extensions — a comma separated list of file extensions e.g. "java, gif"

<IELEMENT contentTypeBinding EMPTY>
<IATTLIST contentTypeBinding
contentTypeld CDATA #REQUIRED
contentMergeViewerld CDATA #REQUIRED>
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« contentTypeld -
 contentMergeViewerld —

Examples:

The following is an example of a compare/merge viewer for text files (extension "txt"):

<extension point =
"org.eclipse.compare.contentMergeViewers"

>

<viewer id=

"org.eclipse.compare.contentmergeviewer. TextMergeViewer"
class=

"org.eclipse.compare.internal. TextMergeViewerCreator"
extensions=

"txt"

/>

</extension>

API Information:

The contributed class must implement org.eclipse.compare.lViewerCreator

Supplied Implementation:

The Compare Ul plugin defines content viewers for text, binary contents, and images.

Copyright (c) 2000, 2004 IBM Corporation and others.

All rights reserved. This program and the accompanying materials are made available under the terms of th
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Content Viewers

Identifier:

org.eclipse.compare.contentViewers

Description:

This extension point allows a plug—in to register viewers for specific content types. These viewers are used |
the EditionSelectionDialog when presenting an edition of a resource or a subsection thereof. The

viewer is expected to extend org.eclipse.jface.viewers.Viewer. However since viewers don't

have a default constructor the extension point must implement the factory interface for viewers
org.eclipse.compare.lViewerCreator.

Configuration Markup:
<IELEMENT extension_(viewer* , contentTypeBinding*)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT viewer EMPTY>
<IATTLIST viewer
id CDATA #REQUIRED
class CDATA #REQUIRED
extensions CDATA #IMPLIED>
* id — a unique identifier that can be used to reference the viewer
« class - a fully qualified name of a class that implements a factory for the content viewer and

implements org.eclipse.compare.lViewerCreator
 extensions — a comma separated list of file extensions e.g. "java, gif"

<IELEMENT contentTypeBinding EMPTY>
<IATTLIST contentTypeBinding

contentTypeld CDATA #REQUIRED
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contentViewerld CDATA #REQUIRED>

« contentTypeld -
» contentViewerld —

Examples:

The following is an example of a viewer for text files (extension "txt"):

<extension point =
"org.eclipse.compare.contentViewers"

>

<viewer id=

"org.eclipse.compare.internal. TextViewer"

class=

"org.eclipse.compare.internal. TextViewerCreator"
extensions=

"txt"

/>

</extension>

API Information:
The contributed class must implement org.eclipse.compare.lViewerCreator
Supplied Implementation:

The Compare Ul plugin defines content viewers for text and images.

Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Stream Merger

Identifier:

org.eclipse.compare.streamMergers

Since:

3.0

Description:
This extension point allows a plug—in to register a stream merger for specific content types. The stream

merger is expected to perform a three—way merge on three input streams and writes the result to an output
stream. The extension point must implement the interface org.eclipse.compare.lStreamMerger.

Configuration Markup:

<IELEMENT extension_(streamMerger* , contentTypeBinding*)>
<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED
name CDATA #IMPLIED>
« point — a fully qualified identifier of the target extension point

« id — an optional identifier of the extension instance
* name — an optional name of the extension instance

<IELEMENT streamMerger EMPTY>

<IATTLIST streamMerger

id CDATA #REQUIRED

class CDATA #REQUIRED

extensions CDATA #IMPLIED>
« id — a unique identifier that can be used to reference the stream merger
« class - a fully qualified name of a class that implements

org.eclipse.compare.|StreamMerger
 extensions — a comma separated list of file extensions e.g. "java, properties"
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<IELEMENT contentTypeBinding EMPTY>
<IATTLIST contentTypeBinding
contentTypeld CDATA #REQUIRED
streamMergerld CDATA #REQUIRED>

« contentTypeld -
 streamMergerld —

Examples:

The following is an example of a stream merger for property files (extension "properties"):

<extension point =
"org.eclipse.compare.streamMergers"

>

<streamMerger id=
"org.eclipse.compare.internal.merge.TextStreamMerger"
class=
"org.eclipse.compare.internal.merge.TextStreamMerger"
extensions=

"properties"

/>

</extension>

API Information:
The contributed class must implement org.eclipse.compare.lStreamMerger
Supplied Implementation:

The Compare Ul plugin defines a stream merger for line oriented text files.

Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
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Common Public License v1.0 which accompanies this distribution, and is available at
http://www.eclipse.org/legal/cpl-v10.html
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Structure Creators

Identifier:

org.eclipse.compare.structureCreators

Description:
This extension point allows a plug—in to register a structure creator for specific content types. The structure
creator is expected to create a tree of IStructureComparators for a given content. This tree is used as

the input for the structural compare. The extension point must implement the interface
org.eclipse.compare.structuremergeviewer.lStructureCreator.

Configuration Markup:

<IELEMENT extension_(structureCreator* , contentTypeBinding*)>

<IATTLIST extension
point CDATA #REQUIRED
id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT structureCreator EMPTY>

<IATTLIST structureCreator

id CDATA #REQUIRED

class CDATA #REQUIRED

extensions CDATA #IMPLIED>
« id — a unique identifier that can be used to reference the structure creator
« class - a fully qualified name of a class that implements

org.eclipse.compare.structuremergeviewer.lStructureCreator
 extensions — a comma separated list of file extensions e.g. "java, properties"

<IELEMENT contentTypeBinding EMPTY>
<IATTLIST contentTypeBinding
contentTypeld  CDATA #REQUIRED
structureCreatorld CDATA #REQUIRED>
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« contentTypeld -
« structureCreatorld -

Examples:

The following is an example of a structure creator for java files (extension "java"):

<extension point =
"org.eclipse.compare.structureCreators"

>

<structureCreator id=

"

"org.eclipse.compare.JavaStructureCreator

class=

"

"org.eclipse.compare.JavaStructureCreator
extensions=

"java"

/>

</extension>

API Information:

The contributed class must implement
org.eclipse.compare.structuremergeviewer.lStructureCreator

Supplied Implementation:

The Compare Ul plugin defines a structure creator for zip archives.

Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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StructureMerge Viewers

Identifier:

org.eclipse.compare.structureMergeViewers

Description:
This extension point allows a plug—in to register compare/merge viewers for structural content types. The
viewer is expected to extend org.eclipse.jface.viewers.Viewer. However, since viewers don't

have a default constructor, the extension point must implement the factory interface for viewers
org.eclipse.compare.lViewerCreator.

Configuration Markup:
<IELEMENT extension_(viewer* , contentTypeBinding*)>
<IATTLIST extension

point CDATA #REQUIRED

id CDATA #IMPLIED

name CDATA #IMPLIED>

<IELEMENT viewer EMPTY>
<IATTLIST viewer
id CDATA #REQUIRED
class CDATA #REQUIRED
extensions CDATA #REQUIRED>
* id — a unique identifier that can be used to reference the viewer
« class - a fully qualified name of a class that implements a factory for the structure merge viewer and

implements org.eclipse.compare.lViewerCreator
 extensions — a comma separated list of file extensions e.g. "zip, jar"

<IELEMENT contentTypeBinding EMPTY>
<IATTLIST contentTypeBinding

contentTypeld CDATA #REQUIRED
structureMergeViewerld CDATA #REQUIRED>
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« contentTypeld -
« structureMergeViewerld -

Examples:

The following is an example of compare/merge viewer for zip files (extension "zip"):

<extension point =
"org.eclipse.compare.structureMergeViewers"

>

<viewer id=
"org.eclipse.compare.ZipCompareViewer"

class=
"org.eclipse.compare.ZipCompareViewerCreator"

extensions=

zip
/>

</extension>

API Information:

The contributed class must implement org.eclipse.compare.lViewerCreator
Supplied Implementation:

The Compare Ul plugin defines a structure compare viewer for zip archives.

Copyright (c) 2000, 2004 IBM Corporation and others.
All rights reserved. This program and the accompanying materials are made available under the terms of th
Common Public License v1.0 which accompanies this distribution, and is available at

http://www.eclipse.org/legal/cpl-=v10.html
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Property Testers

Identifier:

org.eclipse.jdt.ui.propertyTesters

Since:

3.0

Description:

This extension point allows to add properties to an already existing type. Those properties can then be used
inside